### Python Program

On the other hand, we can do this using one statement in Python.

print("Hello World")

Both programs will print the same result, but it takes only one statement without using a semicolon or curly braces in Python.

## Python Basic Syntax

There is no use of curly braces or semicolon in Python programming language. It is English-like language. But Python uses the indentation to define a block of code. Indentation is nothing but adding whitespace before the statement when it is needed. **For example -**

1. def func():
2. statement 1
3. statement 2
4. …………………
5. …………………
6. statement N

In the above example, the statements that are same level to right belong to the function. Generally, we can use four whitespaces to define indentation.

Python History

Python was invented by **Guido van Rossum** in 1991 at CWI in Netherland. The idea of Python programming language has taken from the ABC programming language or we can say that ABC is a predecessor of Python language.

There is also a fact behind the choosing name Python. Guido van Rossum was a fan of the popular BBC comedy show of that time, **"Monty Python's Flying Circus"**. So he decided to pick the name **Python** for his newly created programming language.

Python has the vast community across the world and releases its version within the short period.

## Why learn Python?

Python provides many useful features to the programmer. These features make it most popular and widely used language. We have listed below few-essential feature of Python.

* Easy to use and Learn
* Expressive Language
* Interpreted Language
* Object-Oriented Language
* Open Source Language
* Extensible
* Learn Standard Library
* GUI Programming Support
* Integrated
* Embeddable
* Dynamic Memory Allocation
* Wide Range of Libraries and Frameworks

## Where is Python used?

Python is a general-purpose, popular programming language and it is used in almost every technical field. The various areas of Python use are given below.

* Data Science
* Date Mining
* Desktop Applications
* Console-based Applications
* Mobile Applications
* Software Development
* Artificial Intelligence
* Web Applications
* Enterprise Applications
* 3D CAD Applications
* Machine Learning
* Computer Vision or Image Processing Applications.
* Speech Recognitions

## Python Popular Frameworks and Libraries

Python has wide range of libraries and frameworks widely used in various fields such as machine learning, artificial intelligence, web applications, etc. We define some popular frameworks and libraries of Python as follows.

* **Web development (Server-side) -** Django Flask, Pyramid, CherryPy
* **GUIs based applications -** Tk, PyGTK, PyQt, PyJs, etc.
* **Machine Learning -** TensorFlow, PyTorch, **Scikit-learn**, Matplotlib, Scipy, etc.
* **Mathematics -** Numpy, Pandas, etc.

## Python print() Function

The **print()** function displays the given object to the standard output device (screen) or to the text stream file.

Unlike the other programming languages, Python **print()** function is most unique and versatile function.

The syntax of **print()** function is given below.

1. print(\*objects, sep=' ', end='\n', file=sys.stdout, flush=False)

Let's explain its parameters one by one.

* **objects -** An object is nothing but a statement that to be printed. The \* sign represents that there can be multiple statements.
* **sep -** The **sep** parameter separates the print values. Default values is ' '.
* **end -** The **end** is printed at last in the statement.
* **file -** It must be an object with a write(string) method.
* **flush -** The stream or file is forcibly flushed if it is true. By default, its value is false.

Let's understand the following example.

### Example - 1: Return a value

1. print("Welcome to javaTpoint.")
2. a = 10
3. # Two objects are passed in print() function
4. print("a =", a)
5. b = a
6. # Three objects are passed in print function

print('a =', a, '= b')  **Output:**

Welcome to javaTpoint.

a = 10

a = 10 = b

As we can see in the above output, the multiple objects can be printed in the single **print()** statement. We just need to use comma (,) to separate with each other.

### Example - 2: Using sep and end argument

1. a = 10
2. print("a =", a, sep='dddd', end='\n\n\n')
3. print("a =", a, sep='0', end='$$$$$')

**Output:**

a =dddd10

a =010$$$$$

In the first **print()** statement, we use the **sep** and **end** arguments. The given object is printed just after the **sep** values. The value of end parameter printed at the last of given object. As we can see that, the second **print()** function printed the result after the three black lines.

## Taking Input to the User

Python provides the **input()** function which is used to take input from the user. Let's understand the following example.

**Example -**

1. name = input("Enter a name of student:")
2. print("The student name is: ", name)

**Output:**

Enter a name of student: Devansh

The student name is: Devansh

By default, the **input()** function takes the string input but what if we want to take other data types as an input.

If we want to take input as an integer number, we need to typecast the **input()** function into an integer.

**For example -**

**Example -**

1. a  = **int**(input("Enter first number: "))
2. b = **int**(input("Enter second number: "))
3. print(a+b)

**Output:**

Enter first number: 50

Enter second number: 100

150

We can take any type of values using **input()** function.

## Python Operators

Operators are the symbols which perform various operations on Python objects. Python operators are the most essential to work with the Python data types. In addition, Python also provides identify membership and bitwise operators. We will learn all these operators with the suitable example in following tutorial.

* **Python Operators**

## Python Conditional Statements

Conditional statements help us to execute a particular block for a particular condition. In this tutorial, we will learn how to use the conditional expression to execute a different block of statements. Python provides if and else keywords to set up logical conditions. The elif keyword is also used as conditional statement.

* **Python if..else statement**

## Python Loops

Sometimes we may need to alter the flow of the program. The execution of a specific code may need to be repeated several numbers of times. For this purpose, the programming languages provide various types of loops capable of repeating some specific code several times. Consider the following tutorial to understand the statements in detail.

* **Python Loops**
* **Python For Loop**
* **Python While Loop**

## Python Data Structures

Data structures are referred which can hold some data together or we say that they are used to store the data in organized way. Python provides built-in data structures such as **list, tuple, dictionary, and set**. We can perform complex tasks using data structures.

### Python List

Python list holds the ordered collection of items. We can store a sequence of items in a list. Python list is mutable which means it can be modified after its creation. The items of lists are enclosed within the square bracket [] and separated by the comma. Let's see the example of list.

1. L1 = ["John", 102, "USA"]
2. L2 = [1, 2, 3, 4, 5, 6]

If we try to print the type of L1, L2, and L3 using **type()** function then it will come out to be a list.

1. print(type(L1))
2. print(type(L2))

**Output:**

<class 'list'>

<class 'list'>

To learn more about list, visit the following tutorial.

* **Python List**
* **Python List Functions**

### Python Tuple

Python Tuple is used to store the sequence of immutable Python objects. The tuple is similar to lists since the value of the items stored in the list can be changed, whereas the tuple is immutable, and the value of the items stored in the tuple cannot be changed.

Tuple can be defined as follows

**Example -**

1. tup = ("Apple", "Mango" , "Orange" , "Banana")
2. print(type(tup))
3. print(tup)

**Output:**

<class 'tuple'>

('Apple', 'Mango', 'Orange', 'Banana')

If we try to add new to the tuple, it will throw an error.

**Example -**

1. tup = ("Apple", "Mango" , "Orange" , "Banana")
2. tup[2] = "Papaya"
3. print(tup)

**Output:**

Traceback (most recent call last):

File "C:/Users/DEVANSH SHARMA/PycharmProjects/Hello/gamewithturtle.py", line 3, in

tup[2] = "Papaya"

TypeError: 'tuple' object does not support item assignment

The above program throws an error because tuples are immutable type. To learn more about tuple, visit the Python Tuples.

* **Python Tuple**

### Python String

Python string is a sequence of characters. It is a collection of the characters surrounded by single quotes, double quotes, or triple quotes. It can also define as collection of the Unicode characters. We can create a string as follows.

**Example -**

1. # Creating string using **double** quotes
2. str1 = "Hi Python"
3. print(str1)
4. # Creating string using single quotes
5. str1 = 'Hi Python'
6. print(str1)
7. # Creating string using triple quotes
8. str1 = '''Hi Python'''
9. print(str1)

**Output:**

Hi Python

Hi Python

Hi Python

Python doesn't support the character data-type. A single character written as 'p' is treated as a string of length 1.

Stings are also immutable. We can't change after it is declared. To learn more about the string, visit the following tutorial.

* **Python Strings**
* **Python String Method**

### Dictionaries

Python Dictionary is a most efficient data structure and used to store the large amount of data. It stores the data in the key-value pair format. Each value is stored corresponding to its key.

Keys must be a unique and value can be any type such as integer, list, tuple, etc.

It is a mutable type; we can reassign after its creation. Below is the example of creating dictionary in Python.

**Example -**

1. employee = {"Name": "John", "Age": 29, "salary":250000,"Company":"GOOGLE"}
2. print(type(employee))
3. print("printing Employee data .... ")
4. print(employee)

**Output:**

<class 'dict'>

Printing Employee data ....

{'Name': 'John', 'Age': 29, 'salary': 250000, 'Company': 'GOOGLE'}

The empty curly braces {} are used to create empty dictionary. To learn more, visit the complete tutorial of the dictionary.

* **Python Dictionary**
* **Python Dictionary Methods**

### Python Sets

A Python set is a collection of unordered elements. Each element in set must be unique and immutable. Sets are mutable which means we can modify anytime throughout the program. Let's understand the example of creating set in Python.

**Example -**

1. # Creating Set
2. Month = {"January", "February", "March", "April", "May", "June", "July"}
3. print(Month)
4. print(type(Month))

**Output:**

{'March', 'July', 'April', 'May', 'June', 'February', 'January'}

<class 'set'>

To get the more information about sets, visit the following resources.

* **Python Sets**
* **Python Set Methods**

## Python Functional Programming

This section of Python tutorial defines some important tools related to functional programming such as **lambda and recursive functions**. These functions are very efficient in accomplishing the complex tasks. We define a few important functions, such as **reduce, map,** and **filter.** Python provides the **functools** module that includes various **functional programming tools**. Visit the following tutorial to learn more about functional programming.

* Python Function
* Python map() Function
* Python filter() Function
* Python reduce() Function
* Python functool Module
* Python Lambda Function

## Python File I/O

Files are used to store data in a computer disk. In this tutorial, we explain the built-in file object of Python. We can open a file using Python script and perform various operations such as writing, reading, and appending. There are various ways of opening a file. We are explained with the relevant example. We will also learn to perform read/write operations on binary files.

* **Python File I/O**

## Python Modules

Python modules are the program files that contain a Python code or functions. There are two types of module in the Python - User-define modules and built-in modules. A module that the user defines, or we can say that our Python code saved with **.py** extension, is treated as a user-define module.

Built-in modules are predefined modules of Python. To use the functionality of the modules, we need to import them into our current working program.

* **Python Modules**

## Python Exceptions

An exception can be defined as an unusual condition in a program resulting in the interruption in the flow of the program.

Whenever an exception occurs, the program stops the execution, and thus the further code is not executed. Therefore, an exception is the run-time errors that are unable to handle to Python script. An exception is a Python object that represents an error.

* **Python Exceptions**

## Python CSV

A **csv** stands for "comma separated values", which is defined as a simple file format that uses specific structuring to arrange tabular data. It stores tabular data such as spreadsheet or database in plain text and has a common format for data interchange. A **csv** file opens into the excel sheet, and the rows and columns data define the standard format. Visit the following tutorial to learn the CSV module in detail.

* **Python Read CSV File**
* **Python Write CSV File**

## Python Sending Mail

We can send or read a mail using the Python script. Python's standard library modules are useful for handling various protocols such as PoP3 and IMAP. We will learn how to send a mail with the popular email service SMTP from a Python script.

* **Python Sending Emails**

## Python Magic Methods

Python magic method is defined as the special method which adds "magic" to a class. It starts and ends with double underscores, for example, **\_init\_** or **\_str\_.**

The built-in classes define many magic methods. The **dir()** function can be used to see the number of magic methods inherited by a class. It has two prefixes and suffix underscores in the method name.

* **Python Magic Methods**

## Python Oops Concepts

Everything in Python is treated as an object including integer values, floats, functions, classes, and none. Apart from that, Python supports all oriented concepts. Below is the brief introduction of oops concepts of Python.

* **Classes and Objects -** Python classes are the blueprint of the object. An object is a collection of data and method that act on the data.
* **Inheritance -** An inheritance is a technique where one class inherits the properties of other classes.
* **Constructor -** Python provides a special method **\_\_init\_\_()** which is known as a constructor. This method is automatically called when an object is instantiated.
* **Data Member -** A variable that holds data associated with a class and its objects.

To read the oops concept in detail, visit the following resources.

* **Python Oops Concepts**
* **Python Object and classes**
* **Python Constructor**
* **Python Inheritance**
* **Python Polymorphism**

## Python Advance Topics

Python includes many advance and useful concepts that help the programmer to solve the complex tasks. These concepts are given below.

### Python Iterator

An iterator is simply an object that can be iterated upon. It returns one object at a time. It can be implemented using the two special methods, **\_\_iter\_\_() and \_\_next\_\_()**.

To learn more about the iterators visit our **Python Iterators** tutorial.

### Python Generators

The Generators are an easiest way of creating Iterators. To learn more about, visit our **Python Generators** tutorial.

### Python Decorators

These are used to modify the behavior of the function. Decorators provide the flexibility to wrap another function to expand the working of wrapped function, without permanently modifying it.

To learn more about, visit the **Python Decorators** tutorial.

## Python Database Connections

We can use various databases along with Python. You can learn the full tutorial to visit below resources. Python DBI-API acclaims standard sets of functionality to be included in the database connectivity modules for respective RDBMS products. We explain all important database connectivity using Python DBI-API.

### Python MySQL

Environment Setup

Database Connection

Creating New Database

Creating Tables

Insert Operation

Read Operation

Update Operation

Join Operation

Performing Transactions

### Python MongoDB

Python MongoDB

### Python SQLite

Python SQLite

## Python CGI

Python CGI stands for **"Common Gateway Interface",** which is used to define how to exchange information between the webserver and a custom Python scripts. The **Common Gateway Interface** is a standard for external gateway programs to interface with the server, such as HTTP Servers. To learn more about Python CGI, visit the following tutorial.

* **Python CGI**

## Prerequisite

Before learning Python, you must have the basic knowledge of programming concepts.

## Audience

Our Python tutorial is designed to help beginners and professionals.

## Problem

We assure that you will not find any problem in this Python tutorial. But if there is any mistake, please post the problem in contact form.

# Python Features

Python provides many useful features which make it popular and valuable from the other programming languages. It supports object-oriented programming, procedural programming approaches and provides dynamic memory allocation. We have listed below a few essential features.

### 1) Easy to Learn and Use

Python is easy to learn as compared to other programming languages. Its syntax is straightforward and much the same as the English language. There is no use of the semicolon or curly-bracket, the indentation defines the code block. It is the recommended programming language for beginners.

### 2) Expressive Language

Python can perform complex tasks using a few lines of code. A simple example, the hello world program you simply type **print("Hello World")**. It will take only one line to execute, while Java or C takes multiple lines.

### 3) Interpreted Language

Python is an interpreted language; it means the Python program is executed one line at a time. The advantage of being interpreted language, it makes debugging easy and portable.

### 4) Cross-platform Language

Python can run equally on different platforms such as Windows, Linux, UNIX, and Macintosh, etc. So, we can say that Python is a portable language. It enables programmers to develop the software for several competing platforms by writing a program only once.

### 5) Free and Open Source

Python is freely available for everyone. It is freely available on its official website [www.python.org](https://www.python.org/). It has a large community across the world that is dedicatedly working towards make new python modules and functions. Anyone can contribute to the Python community. The open-source means, "Anyone can download its source code without paying any penny."

### 6) Object-Oriented Language

Python supports object-oriented language and concepts of classes and objects come into existence. It supports inheritance, polymorphism, and encapsulation, etc. The object-oriented procedure helps to programmer to write reusable code and develop applications in less code.

### 7) Extensible

It implies that other languages such as C/C++ can be used to compile the code and thus it can be used further in our Python code. It converts the program into byte code, and any platform can use that byte code.

### 8) Large Standard Library

It provides a vast range of libraries for the various fields such as machine learning, web developer, and also for the scripting. There are various machine learning libraries, such as Tensor flow, Pandas, Numpy, Keras, and Pytorch, etc. Django, flask, pyramids are the popular framework for Python web development.

### 9) GUI Programming Support

Graphical User Interface is used for the developing Desktop application. PyQT5, Tkinter, Kivy are the libraries which are used for developing the web application.

### 10) Integrated

It can be easily integrated with languages like C, C++, and JAVA, etc. Python runs code line by line like C,C++ Java. It makes easy to debug the code.

### 11. Embeddable

The code of the other programming language can use in the Python source code. We can use Python source code in another programming language as well. It can embed other language into our code.

### 12. Dynamic Memory Allocation

In Python, we don't need to specify the data-type of the variable. When we assign some value to the variable, it automatically allocates the memory to the variable at run time. Suppose we are assigned integer value 15 to **x,** then we don't need to write **int x = 15.** Just write x = 15.

## Tips to Keep in Mind While Learning Python

The most common question asked by the beginners - **"What is the best way to learn Python"?** It is the initial and relevant question because first step in learning any programming language is to know how to learn.

The proper way of learning will help us to learn fast and become a good Python developer.

In this section, we will discuss various tips that we should keep in mind while learning Python.

### 1. Make it Clear Why We Want to Learn

The goal should be clear before learning the Python. Python is an easy, a vast language as well. It includes numbers of libraries, modules, in-built functions and data structures. If the goal is unclear then it will be a boring and monotonous journey of learning Python. Without any clear goal, you perhaps won't make it done.

So, first figure out the motivation behind learning, which can anything be such as knowing something new, develop projects using Python, switch to Python, etc. Below are the general areas where Python is widely used. Pick any of them.

* Data Analysis and Processing
* Artificial Intelligence
* Games
* Hardware/Sensor/Robots
* Desktop Applications

Choose any one or two areas according to your interest and start the journey towards learning Python.

### 2. Learn the Basic Syntax

It is the most essential and basic step to learn the syntax of the Python programming language. We have to learn the basic syntax before dive deeper into learning it. As we have discussed in our earlier tutorial, Python is easy to learn and has a simple syntax. It doesn't use semicolon and brackets. Its syntax is like the English language.

So it will take minimum amount of time to learning its syntax. Once we get its syntax properly, further learning will be easier and quicker getting to work on projects.

#### Note - Learn Python 3, not Python 2.7, because the industry no longer uses it. Our Python tutorial is based on its latest version Python 3.

### 3. Write Code by Own

Writing the code is the most effective and robust way to learn Python. First, try to write code on paper and run in mind (Dry Run) then move to the system. Writing code on paper will help us get familiar quickly with the syntax and the concept store in the deep memory. While writing the code, try to use proper functions and suitable variables names.

There are many editors available for Python programming which highlights the syntax related issue automatically. So we don't need to pay lot of attention of these mistakes.

### 4. Keep Practicing

The next important step is to do the practice. It needs to implementing the Python concepts through the code. We should be consistence to our daily coding practice.

Consistency is the key of success in any aspect of life not only in programming. Writing code daily will help to develop muscle memory.

We can do the problem exercise of related concepts or solve at least 2 or 3 problems of Python. It may seem hard but muscle memory plays large part in programing. It will take us ahead from those who believe only the reading concept of Python is sufficient.

### 5. Make Notes as Needed

Creating notes by own is an excellent method to learn the concepts and syntax of Python. It will establish stability and focus that helps you become a Python developer. Make brief and concise notes with relevant information and include appropriate examples of the subject concerned.

Maintain own notes are also helped to learn fast. A study published in Psychological Science that -

The students who were taking longhand notes in the studies were forced to be more selective — because you can't write as fast as you can type.

### 6. Discuss Concepts with Other

Coding seems to be solitary activity, but we can enhance our skills by interacting with the others. We should discuss our doubts to the expert or friends who are learning Python. This habit will help to get additional information, tips and tricks, and solution of coding problems. One of the best advantages of Python, it has a great community. Therefore, we can also learn from passionate Python enthusiasts.

### 7. Do small Projects

After understanding Python's basic concept, a beginner should try to work on small projects. It will help to understand Python more deeply and become more component in it. Theoretical knowledge is not enough to get command over the Python language. These projects can be anything as long as they teach you something. You can start with the small projects such as calculator app, a tic-toc-toe game, an alarm clock app, a to-do list, student or customer management system, etc.

Once you get handy with a small project, you can easily shift toward your interesting domain (Machine Learning, Web Development, etc.).

### 8. Teach Others

There is a famous saying that **"If you want to learn something then you should teach other"**. It is also true in case of learning Python. Share your information to other students via creating blog posts, recording videos or taking classes in local training center. It will help us to enhance the understanding of Python and explore the unseen loopholes in your knowledge. If you don't want to do all these, join the online forum and post your answers on Python related questions.

### 9. Explore Libraries and Frameworks

Python consists of vast libraries and various frameworks. After getting familiar with Python's basic concepts, the next step is to explore the Python libraries. Libraries are essential to work with the domain specific projects. In the following section, we describe the brief introduction of the main libraries.

* [**TensorFlow**](https://www.javatpoint.com/tensorflow)**-** It is an artificial intelligence library which allows us to create large scale AI based projects.
* [**Django**](https://www.javatpoint.com/django-tutorial)**-** It is an open source framework that allows us to develop web applications. It is easy, flexible, and simple to manage.
* [**Flask**](https://www.javatpoint.com/flask-tutorial)**-** It is also an open source web framework. It is used to develop lightweight web applications.
* [**Pandas**](https://www.javatpoint.com/python-pandas)**-** It is a Python library which is used to perform scientific computations.
* [**Keras**](https://www.javatpoint.com/keras)**-** It is an open source library, which is used to work around the neural network.

There are many libraries in Python. Above, we have mentioned a few of them.

### 10. Contribute to Open Source

As we know, Python is an open source language that means it is freely available for everyone. We can also contribute to Python online community to enhance our knowledge. Contributing to open source projects is the best way to explore own knowledge. We also receive the feedback, comments or suggestions for work that we submitted. The feedback will enable the best practices for Python programming and help us to become a good Python developer.

## Usage of Python

Python is a general purpose, open source, high-level programming language and also provides number of libraries and frameworks. Python has gained popularity because of its simplicity, easy syntax and user-friendly environment. The usage of Python as follows.

* Desktop Applications
* Web Applications
* [Data Science](https://www.javatpoint.com/data-science)
* [Artificial Intelligence](https://www.javatpoint.com/artificial-intelligence-tutorial)
* [Machine Learning](https://www.javatpoint.com/machine-learning)
* Scientific Computing
* [Robotics](https://www.javatpoint.com/robotics-tutorial)
* [Internet of Things (IoT)](https://www.javatpoint.com/iot-internet-of-things)
* Gaming
* Mobile Apps
* Data Analysis and Preprocessing

In the next topic, we will discuss the [Python Application](https://www.javatpoint.com/python-applications), where we have defined Python's usage in detail.

# Python Applications

Python is known for its general-purpose nature that makes it applicable in almost every domain of software development. Python makes its presence in every emerging field. It is the fastest-growing programming language and can develop any application.

Here, we are specifying application areas where Python can be applied.
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### 1) Web Applications

We can use Python to develop web applications. It provides libraries to handle internet protocols such as HTML and XML, JSON, Email processing, request, beautifulSoup, Feedparser, etc. One of Python web-framework named Django is used on **Instagram**. Python provides many useful frameworks, and these are given below:

* Django and Pyramid framework(Use for heavy applications)
* Flask and Bottle (Micro-framework)
* Plone and Django CMS (Advance Content management)

### 2) Desktop GUI Applications

The GUI stands for the Graphical User Interface, which provides a smooth interaction to any application. Python provides a **Tk GUI library** to develop a user interface. Some popular GUI libraries are given below.

* Tkinter or Tk
* wxWidgetM
* Kivy (used for writing multitouch applications )
* PyQt or Pyside

### 3) Console-based Application

Console-based applications run from the command-line or shell. These applications are computer program which are used commands to execute. This kind of application was more popular in the old generation of computers. Python can develop this kind of application very effectively. It is famous for having REPL, which means **the Read-Eval-Print Loop** that makes it the most suitable language for the command-line applications.

Python provides many free library or module which helps to build the command-line apps. The necessary **IO** libraries are used to read and write. It helps to parse argument and create console help text out-of-the-box. There are also advance libraries that can develop independent console apps.

### 4) Software Development

Python is useful for the software development process. It works as a support language and can be used to build control and management, testing, etc.

* **SCons** is used to build control.
* **Buildbot** and **Apache** Gumps are used for automated continuous compilation and testing.
* **Round** or **Trac** for bug tracking and project management.

### 5) Scientific and Numeric

This is the era of Artificial intelligence where the machine can perform the task the same as the human. Python language is the most suitable language for Artificial intelligence or machine learning. It consists of many scientific and mathematical libraries, which makes easy to solve complex calculations.

Implementing machine learning algorithms require complex mathematical calculation. Python has many libraries for scientific and numeric such as Numpy, Pandas, Scipy, Scikit-learn, etc. If you have some basic knowledge of Python, you need to import libraries on the top of the code. Few popular frameworks of machine libraries are given below.

* SciPy
* Scikit-learn
* NumPy
* Pandas
* Matplotlib

### 6) Business Applications

Business Applications differ from standard applications. E-commerce and ERP are an example of a business application. This kind of application requires extensively, scalability and readability, and Python provides all these features.

Oddo is an example of the all-in-one Python-based application which offers a range of business applications. Python provides a **Tryton** platform which is used to develop the business application.

### 7) Audio or Video-based Applications

Python is flexible to perform multiple tasks and can be used to create multimedia applications. Some multimedia applications which are made by using Python are **TimPlayer, cplay,** etc. The few multimedia libraries are given below.

* Gstreamer
* Pyglet
* QT Phonon

### 8) 3D CAD Applications

The CAD (Computer-aided design) is used to design engineering related architecture. It is used to develop the 3D representation of a part of a system. Python can create a 3D CAD application by using the following functionalities.

* Fandango (Popular )
* CAMVOX
* HeeksCNC
* AnyCAD
* RCAM

### 9) Enterprise Applications

Python can be used to create applications that can be used within an Enterprise or an Organization. Some real-time applications are OpenERP, Tryton, Picalo, etc.

### 10) Image Processing Application

Python contains many libraries that are used to work with the image. The image can be manipulated according to our requirements. Some libraries of image processing are given below.

* OpenCV
* Pillow
* SimpleITK

In this topic, we have described all types of applications where Python plays an essential role in the development of these applications. In the next tutorial, we will learn more concepts about Python.

# Python Variables

Variable is a name that is used to refer to memory location. Python variable is also known as an identifier and used to hold value.

In Python, we don't need to specify the type of variable because Python is a infer language and smart enough to get variable type.

Variable names can be a group of both the letters and digits, but they have to begin with a letter or an underscore.

It is recommended to use lowercase letters for the variable name. Rahul and rahul both are two different variables.

## Identifier Naming

Variables are the example of identifiers. An Identifier is used to identify the literals used in the program. The rules to name an identifier are given below.

* The first character of the variable must be an alphabet or underscore ( \_ ).
* All the characters except the first character may be an alphabet of lower-case(a-z), upper-case (A-Z), underscore, or digit (0-9).
* Identifier name must not contain any white-space, or special character (!, @, #, %, ^, &, \*).
* Identifier name must not be similar to any keyword defined in the language.
* Identifier names are case sensitive; for example, my name, and MyName is not the same.
* Examples of valid identifiers: a123, \_n, n\_9, etc.
* Examples of invalid identifiers: 1a, n%4, n 9, etc.

## Declaring Variable and Assigning Values

Python does not bind us to declare a variable before using it in the application. It allows us to create a variable at the required time.

We don't need to declare explicitly variable in Python. When we assign any value to the variable, that variable is declared automatically.

The equal (=) operator is used to assign value to a variable.

## Object References

It is necessary to understand how the Python interpreter works when we declare a variable. The process of treating variables is somewhat different from many other programming languages.

Python is the highly object-oriented programming language; that's why every data item belongs to a specific type of class. Consider the following example.

1. print("John")

**Output:**

John

The Python object creates an integer object and displays it to the console. In the above print statement, we have created a string object. Let's check the type of it using the Python built-in **type()** function.

1. type("John")

**Output:**

<class 'str'>

In Python, variables are a symbolic name that is a reference or pointer to an object. The variables are used to denote objects by that name.

Let's understand the following example

1. a = 50

![Python Variables](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAAdCAYAAABBnTWDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAABCFJREFUeF7tm01IVFEUx5smdUgTETQFDVtYUC4DVzGVkm600cY2DVii6M5KQatF0iaEPlyIiyiRVMQiNVPUQZhwUam00qGyjRr4Uan52TjTePqfi4pK4JuvfC/uhR/6fM/3Duf+PO/eI6PbJ4fmMtBx48kdnU5XobnAZcDqygCLNPTyLbkczj3n189l6ix5SurKkIxGUQZYJHvbe1LDcK6sSpEUzZoKL5IiqXBStBiSFEmLs6bCmKVIKpwULYYkRdLirKkwZimSCidFiyH9TyIdwQRcBvfAfZAPjmpxUrQYs6ciWa1WKi4u3kZzc/Nm92B+fp5qa2uptLSUGhoaaGlpSXFnwZftfy6S/w1MAjv4CFbANDivxYnRWsyeipSfn88Nw20UFRUJWZaXlyk1NZXQKRfn+avJZCKHw6FIJm9FisPDvoPXIBbogB4YwQ/QuX6stblRbbw9FkuozWg8sDVAT0RyOp1kNBopOjqaysrKqLy8XNDa2ipEaWxsFAJZLBbq7+8XEun1empvbw+oSDF4aDE4+ZfM9+BnH4BBtbOiwcB6zZknusymVqvZZNwQyhORZmZmKC4uTlQdfoUxbrdbSLK2tkYFBQVCJJaIR29vrzguKSkJqEgbU7Ef34SB4yAL3AZflYj0PCdHD4IlynJgyzUaui5eaAJrwNp9KfNsx/XHd5X+i8Rut1NYWBjFxMRQZGQkRUREUGFhIc3NzZHL5RLVKiQkhEZHR4U4w8PDFBwcTBkZGUK03Ya3rzYWyQT6wW82FyyAbvBFiUj467rZbTaRxLscQCZ315Vro/a2d7vNsTjf0tIiKkxsbCxlZWVRYmKiOOZKtLq6SsnJyRQeHk4TExPi+pGREQoNDaWUlJSAipSCIBzgDcgBvFMLAbxWUvRqkxVJWSXaqNg7K1KPOeOcJxVpdnaWbDYbTU1NCVGmp6cpPj5eiMU/44pkMBhobGxMnB8aGqKgoKCAV6RHEGYJnNix3ODX3Od1Du44Jw99yMDGGgmV6Iw3a6S+vj6qrKwkfsXx4N1YUlISRUVF0eTkJOXl5YkKNTAwIM5zq4CPA71GqsBDXIDXRVyFeBwC3EtygzHAUsnhpwz4umurqakRW/r09HQhS1VVlVgTpaWlEe/o6urqNndtfD47O/uf7Nq4Ecl9o3nQBV6AT+AVeAa4l8RtATkCmAFPdm38atvaJ0JYlJCQQIODg6ICcfNxL/pInJ7D4Cp4AG6B04D7HKfAQ3AsgDmUt0YGPBGJZVlcXKSmpibxuqqurqbx8fFtC/WFhQXR2ebz9fX14nqlw5ddm5zMPc6ApyIplcKb66RIeyyDL4+XIvmSPfm7mxmQIkkZ/JIBKZJf0ihvIkWSDvglA1Ikv6RR3kSKJB3wSwbkJ239kkZ5ExaJPyatJv4AaVmB+flPjvMAAAAASUVORK5CYII=)

In the above image, the variable **a** refers to an integer object.

Suppose we assign the integer value 50 to a new variable b.

a = 50

b = a
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The variable b refers to the same object that a points to because Python does not create another object.

Let's assign the new value to b. Now both variables will refer to the different objects.

a = 50

b =100
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Python manages memory efficiently if we assign the same variable to two different values.

## Object Identity

In Python, every created object identifies uniquely in Python. Python provides the guaranteed that no two objects will have the same identifier. The built-in **id()** function, is used to identify the object identifier. Consider the following example.

1. a = 50
2. b = a
3. print(id(a))
4. print(id(b))
5. # Reassigned variable a
6. a = 500
7. print(id(a))

**Output:**

140734982691168

140734982691168

2822056960944

We assigned the **b = a, a** and **b** both point to the same object. When we checked by the **id()** function it returned the same number. We reassign **a** to 500; then it referred to the new object identifier.

## Variable Names

We have already discussed how to declare the valid variable. Variable names can be any length can have uppercase, lowercase (A to Z, a to z), the digit (0-9), and underscore character(\_). Consider the following example of valid variables names.

1. name = "Devansh"
2. age = 20
3. marks = 80.50
4. print(name)
5. print(age)
6. print(marks)

**Output:**

Devansh

20

80.5

Consider the following valid variables name.

1. name = "A"
2. Name = "B"
3. naMe = "C"
4. NAME = "D"
5. n\_a\_m\_e = "E"
6. \_name = "F"
7. name\_ = "G"
8. \_name\_ = "H"
9. na56me = "I"
10. print(name,Name,naMe,NAME,n\_a\_m\_e, NAME, n\_a\_m\_e, \_name, name\_,\_name, na56me)

**Output:**

A B C D E D E F G F I

In the above example, we have declared a few valid variable names such as name, \_name\_ , etc. But it is not recommended because when we try to read code, it may create confusion. The variable name should be descriptive to make code more readable.

The multi-word keywords can be created by the following method.

* **Camel Case -** In the camel case, each word or abbreviation in the middle of begins with a capital letter. There is no intervention of whitespace. For example - nameOfStudent, valueOfVaraible, etc.
* **Pascal Case -** It is the same as the Camel Case, but here the first word is also capital. For example - NameOfStudent, etc.
* **Snake Case -** In the snake case, Words are separated by the underscore. For example - name\_of\_student, etc.

## Multiple Assignment

Python allows us to assign a value to multiple variables in a single statement, which is also known as multiple assignments.

We can apply multiple assignments in two ways, either by assigning a single value to multiple variables or assigning multiple values to multiple variables. Consider the following example.

**1. Assigning single value to multiple variables**

**Eg:**

1. x=y=z=50
2. print(x)
3. print(y)
4. print(z)

**Output:**

50

50

50

**2. Assigning multiple values to multiple variables:**

**Eg:**

1. a,b,c=5,10,15
2. print a
3. print b
4. print c

**Output:**

5

10

15

The values will be assigned in the order in which variables appear.

## Python Variable Types

There are two types of variables in Python - Local variable and Global variable. Let's understand the following variables.

### Local Variable

Local variables are the variables that declared inside the function and have scope within the function. Let's understand the following example.

**Example -**

1. # Declaring a function
2. **def** add():
3. # Defining local variables. They has scope only within a function
4. a = 20
5. b = 30
6. c = a + b
7. **print**("The sum is:", c)
8. # Calling a function
9. add()

**Output:**

The sum is: 50

**Explanation:**

In the above code, we declared a function named **add()** and assigned a few variables within the function. These variables will be referred to as the **local variables** which have scope only inside the function. If we try to use them outside the function, we get a following error.

1. add()
2. # Accessing local variable outside the function
3. **print**(a)

**Output:**

The sum is: 50

print(a)

NameError: name 'a' is not defined

We tried to use local variable outside their scope; it threw the **NameError.**

### Global Variables

Global variables can be used throughout the program, and its scope is in the entire program. We can use global variables inside or outside the function.

A variable declared outside the function is the global variable by default. Python provides the **global** keyword to use global variable inside the function. If we don't use the **global** keyword, the function treats it as a local variable. Let's understand the following example.

**Example -**

1. # Declare a variable and initialize it
2. x = 101
3. # Global variable in function
4. **def** mainFunction():
5. # printing a global variable
6. **global** x
7. **print**(x)
8. # modifying a global variable
9. x = 'Welcome To Javatpoint'
10. **print**(x)
11. mainFunction()
12. **print**(x)

**Output:**

101

Welcome To Javatpoint

Welcome To Javatpoint

**Explanation:**

In the above code, we declare a global variable **x** and assign a value to it. Next, we defined a function and accessed the declared variable using the **global** keyword inside the function. Now we can modify its value. Then, we assigned a new string value to the variable x.

Now, we called the function and proceeded to print **x**. It printed the as newly assigned value of x.

## Delete a variable

We can delete the variable using the **del** keyword. The syntax is given below.

**Syntax -**

1. **del** <variable\_name>

In the following example, we create a variable x and assign value to it. We deleted variable x, and print it, we get the error **"variable x is not defined"**. The variable x will no longer use in future.

**Example -**

1. # Assigning a value to x
2. x = 6
3. **print**(x)
4. # deleting a variable.
5. **del** x
6. **print**(x)

**Output:**

6

Traceback (most recent call last):

File "C:/Users/DEVANSH SHARMA/PycharmProjects/Hello/multiprocessing.py", line 389, in

print(x)

NameError: name 'x' is not defined

## Maximum Possible Value of an Integer in Python

Unlike the other programming languages, Python doesn't have long int or float data types. It treats all integer values as an **int** data type. Here, the question arises. What is the maximum possible value can hold by the variable in Python? Consider the following example.

**Example -**

1. # A Python program to display that we can store
2. # large numbers in Python
3. a = 10000000000000000000000000000000000000000000
4. a = a + 1
5. **print**(type(a))
6. **print** (a)

**Output:**

<class 'int'>

10000000000000000000000000000000000000000001

As we can see in the above example, we assigned a large integer value to variable **x** and checked its type. It printed **class <int>** not long int. Hence, there is no limitation number by bits and we can expand to the limit of our memory.

Python doesn't have any special data type to store larger numbers.

### Print Single and Multiple Variables in Python

We can print multiple variables within the single print statement. Below are the example of single and multiple printing values.

**Example - 1 (Printing Single Variable)**

1. # printing single value
2. a = 5
3. **print**(a)
4. **print**((a))

**Output:**

5

5

**Example - 2 (Printing Multiple Variables)**

1. a = 5
2. b = 6
3. # printing multiple variables
4. **print**(a,b)
5. # separate the variables by the comma
6. Print(1, 2, 3, 4, 5, 6, 7, 8)

**Output:**

5 6

1 2 3 4 5 6 7 8

## Basic Fundamentals:

This section contains the fundamentals of Python, such as:

**i)Tokens and their types.**

**ii) Comments**

**a)Tokens:**

* The tokens can be defined as a punctuator mark, reserved words, and each word in a statement.
* The token is the smallest unit inside the given program.

There are following tokens in Python:

* Keywords.
* Identifiers.
* Literals.
* Operators.

We will discuss above the tokens in detail next tutorials.

# Python Data Types

Variables can hold values, and every value has a data-type. Python is a dynamically typed language; hence we do not need to define the type of the variable while declaring it. The interpreter implicitly binds the value with its type.

1. a = 5

The variable **a** holds integer value five and we did not define its type. Python interpreter will automatically interpret variables **a** as an integer type.

Python enables us to check the type of the variable used in the program. Python provides us the **type()** function, which returns the type of the variable passed.

Consider the following example to define the values of different data types and checking its type.

1. a=10
2. b="Hi Python"
3. c = 10.5
4. **print**(type(a))
5. **print**(type(b))
6. **print**(type(c))

**Output:**

<type 'int'>

<type 'str'>

<type 'float'>

## Standard data types

A variable can hold different types of values. For example, a person's name must be stored as a string whereas its id must be stored as an integer.

Python provides various standard data types that define the storage method on each of them. The data types defined in Python are given below.

1. [Numbers](https://www.javatpoint.com/python-data-types#numbers)
2. [Sequence Type](https://www.javatpoint.com/python-data-types#SequenceType)
3. [Boolean](https://www.javatpoint.com/python-data-types#Boolean)
4. [Set](https://www.javatpoint.com/python-data-types#Set)
5. [Dictionary](https://www.javatpoint.com/python-data-types#dictionary)
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In this section of the tutorial, we will give a brief introduction of the above data-types. We will discuss each one of them in detail later in this tutorial.

### Numbers

Number stores numeric values. The integer, float, and complex values belong to a Python Numbers data-type. Python provides the **type()** function to know the data-type of the variable. Similarly, the **isinstance()** function is used to check an object belongs to a particular class.

Python creates Number objects when a number is assigned to a variable. For example;

1. a = 5
2. **print**("The type of a", type(a))
3. b = 40.5
4. **print**("The type of b", type(b))
5. c = 1+3j
6. **print**("The type of c", type(c))
7. **print**(" c is a complex number", isinstance(1+3j,complex))

**Output:**

The type of a <class 'int'>

The type of b <class 'float'>

The type of c <class 'complex'>

c is complex number: True

Python supports three types of numeric data.

1. **Int -** Integer value can be any length such as integers 10, 2, 29, -20, -150 etc. Python has no restriction on the length of an integer. Its value belongs to **int**
2. **Float -** Float is used to store floating-point numbers like 1.9, 9.902, 15.2, etc. It is accurate upto 15 decimal points.
3. **complex -** A complex number contains an ordered pair, i.e., x + iy where x and y denote the real and imaginary parts, respectively. The complex numbers like 2.14j, 2.0 + 2.3j, etc.

### Sequence Type

### String

The string can be defined as the sequence of characters represented in the quotation marks. In Python, we can use single, double, or triple quotes to define a string.

String handling in Python is a straightforward task since Python provides built-in functions and operators to perform operations in the string.

In the case of string handling, the operator + is used to concatenate two strings as the operation "hello"+" python" returns "hello python".

The operator \* is known as a repetition operator as the operation "Python" \*2 returns 'Python Python'.

The following example illustrates the string in Python.

**Example - 1**

1. str = "string using double quotes"
2. **print**(str)
3. s = '''''A multiline
4. string'''
5. **print**(s)

**Output:**

string using double quotes

A multiline

string

Consider the following example of string handling.

**Example - 2**

1. str1 = 'hello javatpoint' #string str1
2. str2 = ' how are you' #string str2
3. **print** (str1[0:2]) #printing first two character using slice operator
4. **print** (str1[4]) #printing 4th character of the string
5. **print** (str1\*2) #printing the string twice
6. **print** (str1 + str2) #printing the concatenation of str1 and str2

**Output:**

he

o

hello javatpointhello javatpoint

hello javatpoint how are you

### List

Python Lists are similar to arrays in C. However, the list can contain data of different types. The items stored in the list are separated with a comma (,) and enclosed within square brackets [].

We can use slice [:] operators to access the data of the list. The concatenation operator (+) and repetition operator (\*) works with the list in the same way as they were working with the strings.

Consider the following example.

1. list1  = [1, "hi", "Python", 2]
2. #Checking type of given list
3. **print**(type(list1))
4. #Printing the list1
5. **print** (list1)
6. # List slicing
7. **print** (list1[3:])
8. # List slicing
9. **print** (list1[0:2])
10. # List Concatenation using + operator
11. **print** (list1 + list1)
12. # List repetation using \* operator
13. **print** (list1 \* 3)

**Output:**

[1, 'hi', 'Python', 2]

[2]

[1, 'hi']

[1, 'hi', 'Python', 2, 1, 'hi', 'Python', 2]

[1, 'hi', 'Python', 2, 1, 'hi', 'Python', 2, 1, 'hi', 'Python', 2]

### Tuple

A tuple is similar to the list in many ways. Like lists, tuples also contain the collection of the items of different data types. The items of the tuple are separated with a comma (,) and enclosed in parentheses ().

A tuple is a read-only data structure as we can't modify the size and value of the items of a tuple.

Let's see a simple example of the tuple.

1. tup  = ("hi", "Python", 2)
2. # Checking type of tup
3. **print** (type(tup))
4. #Printing the tuple
5. **print** (tup)
6. # Tuple slicing
7. **print** (tup[1:])
8. **print** (tup[0:1])
9. # Tuple concatenation using + operator
10. **print** (tup + tup)
11. # Tuple repatation using \* operator
12. **print** (tup \* 3)
13. # Adding value to tup. It will throw an error.
14. t[2] = "hi"

**Output:**

<class 'tuple'>

('hi', 'Python', 2)

('Python', 2)

('hi',)

('hi', 'Python', 2, 'hi', 'Python', 2)

('hi', 'Python', 2, 'hi', 'Python', 2, 'hi', 'Python', 2)

Traceback (most recent call last):

File "main.py", line 14, in <module>

t[2] = "hi";

TypeError: 'tuple' object does not support item assignment

### Dictionary

Dictionary is an unordered set of a key-value pair of items. It is like an associative array or a hash table where each key stores a specific value. Key can hold any primitive data type, whereas value is an arbitrary Python object.

The items in the dictionary are separated with the comma (,) and enclosed in the curly braces {}.

Consider the following example.

1. d = {1:'Jimmy', 2:'Alex', 3:'john', 4:'mike'}
2. # Printing dictionary
3. **print** (d)
4. # Accesing value using keys
5. **print**("1st name is "+d[1])
6. **print**("2nd name is "+ d[4])
7. **print** (d.keys())
8. **print** (d.values())

**Output:**

1st name is Jimmy

2nd name is mike

{1: 'Jimmy', 2: 'Alex', 3: 'john', 4: 'mike'}

dict\_keys([1, 2, 3, 4])

dict\_values(['Jimmy', 'Alex', 'john', 'mike'])

### Boolean

Boolean type provides two built-in values, True and False. These values are used to determine the given statement true or false. It denotes by the class bool. True can be represented by any non-zero value or 'T' whereas false can be represented by the 0 or 'F'. Consider the following example.

1. # Python program to check the boolean type
2. **print**(type(True))
3. **print**(type(False))
4. **print**(false)

**Output:**

<class 'bool'>

<class 'bool'>

NameError: name 'false' is not defined

### Set

Python Set is the unordered collection of the data type. It is iterable, mutable(can modify after creation), and has unique elements. In set, the order of the elements is undefined; it may return the changed sequence of the element. The set is created by using a built-in function **set(),** or a sequence of elements is passed in the curly braces and separated by the comma. It can contain various types of values. Consider the following example.

1. # Creating Empty set
2. set1 = set()
3. set2 = {'James', 2, 3,'Python'}
4. #Printing Set value
5. **print**(set2)
6. # Adding element to the set
7. set2.add(10)
8. **print**(set2)
9. #Removing element from the set
10. set2.remove(2)
11. **print**(set2)

**Output:**

{3, 'Python', 'James', 2}

{'Python', 'James', 3, 2, 10}

{'Python', 'James', 3, 10}

# Python Keywords

Every scripting language has designated words or keywords, with particular definitions and usage guidelines. Python is no exception. The fundamental constituent elements of any Python program are Python keywords.

This tutorial will give you a basic overview of all Python keywords and a detailed discussion of some important keywords that are frequently used.

## Introducing Python Keywords

Python keywords are unique words reserved with defined meanings and functions that we can only apply for those functions. You'll never need to import any keyword into your program because they're permanently present.

Python's built-in methods and classes are not the same as the keywords. Built-in methods and classes are constantly present; however, they are not as limited in their application as keywords.

Assigning a particular meaning to Python keywords means you can't use them for other purposes in our code. You'll get a message of SyntaxError if you attempt to do the same. If you attempt to assign anything to a built-in method or type, you will not receive a SyntaxError message; however, it is still not a smart idea.

Python contains thirty-five keywords in the most recent version, i.e., Python 3.8. Here we have shown a complete list of Python keywords for the reader's reference.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| False | await | else | import | pass |
| None | break | except | in | raise |
| True | class | finally | is | return |
| and | continue | for | lambda | try |
| as | def | from | nonlocal | while |
| assert | del | global | not | with |
| async | elif | if | or | yield |

In distinct versions of Python, the preceding keywords might be changed. Some extras may be introduced, while others may be deleted. By writing the following statement into the coding window, you can anytime retrieve the collection of keywords in the version you are working on.

**Code**

1. # Python program to demonstrate the application of iskeyword()
2. # importing keyword library which has lists
3. **import** keyword
4. # displaying the complete list using "kwlist()."
5. **print**("The set of keywords in this version is: ")
6. **print**( keyword.kwlist )

**Output:**

The set of keywords in this version is :

['False', 'None', 'True', 'and', 'as', 'assert', 'async', 'await', 'break', 'class', 'continue', 'def', 'del', 'elif', 'else', 'except', 'finally', 'for', 'from', 'global', 'if', 'import', 'in', 'is', 'lambda', 'nonlocal', 'not', 'or', 'pass', 'raise', 'return', 'try', 'while', 'with', 'yield']

By calling help(), you can retrieve a list of currently offered keywords:

**Code**

1. help("keywords")

## How to Identify Python Keywords

Python's keyword collection has evolved as new versions were introduced. The await and async keywords, for instance, were not introduced till Python 3.7. Also, in Python 2.7, the words print and exec constituted keywords; however, in Python 3+, they were changed into built-in methods and are no longer part of the set of keywords. In the paragraphs below, you'll discover numerous methods for determining whether a particular word in Python is a keyword or not.

### Write Code on a Syntax Highlighting IDE

There are plenty of excellent Python IDEs available. They'll all highlight keywords to set them apart from the rest of the terms in the code. This facility will assist you in immediately identifying Python keywords during coding so that you do not misuse them.

### Verify Keywords with Script in a REPL

There are several ways to detect acceptable Python keywords plus know further regarding them in the Python REPL.

### Look for a SyntaxError

Lastly, if you receive a SyntaxError when attempting to allocate to it, name a method with it, or do anything else with that, and it isn't permitted, it's probably a keyword. This one is somewhat more difficult to see, but it is still a technique for Python to tell you if you're misusing a keyword.

## Python Keywords and Their Usage

The following sections categorize Python keywords under the headings based on their frequency of use. The first category, for instance, includes all keywords utilized as values, whereas the next group includes keywords employed as operators. These classifications will aid in understanding how keywords are employed and will assist you in arranging the huge collection of Python keywords.

* A few terms mentioned in the segment following may be unfamiliar to you. They're explained here, and you must understand what they mean before moving on:
* The Boolean assessment of a variable is referred to as truthfulness. A value's truthfulness reveals if the value of the variable is true or false.

In the Boolean paradigm, truth refers to any variable that evaluates to true. Pass an item as an input to bool() to see if it is true. If True is returned, the value of the item is true. Strings and lists which are not empty, non-zero numbers, and many other objects are illustrations of true values.

False refers to any item in a Boolean expression that returns false. Pass an item as an input to bool() to see if it is false. If False is returned, the value of the item is false. Examples of false values are " ", 0, { }, and [ ].

### Value Keywords: True, False, None

Three Python keywords are employed as values in this example. These are singular values, which we can reuse indefinitely and every time correspond to the same entity. These values will most probably be seen and used frequently.

**The Keywords True and False**

These keywords are typed in lowercase in conventional computer languages (true and false); however, they are typed in uppercase in Python every time. In Python script, the True Python keyword represents the Boolean true state. False is a keyword equivalent to True, except it has the negative Boolean state of false.

True and False are those keywords that can be allocated to variables or parameters and are compared directly.

**Code**

1. **print**( 4 == 4 )
2. **print**( 6 > 9 )
3. **print**( True **or** False )
4. **print**( 9 <= 28 )
5. **print**( 6 > 9 )
6. **print**( True **and** False )

**Output:**

True

False

True

True

False

False

Because the first, third, and fourth statements are true, the interpreter gives True for those and False for other statements. True and False are the equivalent in Python as 1 & 0. We can use the accompanying illustration to support this claim:

**Code**

1. **print**( True == 3 )
2. **print**( False == 0 )
3. **print**( True + True + True)

**Output:**

False

True

3

**The None Keyword**

None is a Python keyword that means "nothing." None is known as nil, null, or undefined in different computer languages.

If a function does not have a return clause, it will give None as the default output:

**Code**

1. **print**( None == 0 )
2. **print**( None == " " )
3. **print**( None == False )
4. A = None
5. B = None
6. **print**( A == B )

**Output:**

False

False

False

True

If a no\_return\_function returns nothing, it will simply return a None value. None is delivered by functions that do not meet a return expression in the program flow. Consider the following scenario:

**Code**

1. **def** no\_return\_function():
2. num1 = 10
3. num2 = 20
4. addition = num1 + num2
5. number = no\_return\_function()
6. **print**( number )

**Output:**

None

This program has a function with\_return that performs multiple operations and contains a return expression. As a result, if we display a number, we get None, which is given by default when there is no return statement. Here's an example showing this:

**Code**

1. **def** with\_return( num ):
2. **if** num % 4 == 0:
3. **return** False
4. number = with\_return( 67 )
5. **print**( number )

**Output:**

None

### Operator Keywords: and, or, not, in, is

Several Python keywords are employed as operators to perform mathematical operations. In many other computer languages, these operators are represented by characters such as &, |, and!. All of these are keyword operations in Python:

|  |  |  |
| --- | --- | --- |
| **Mathematical Operations** | **Operations in Other Languages** | **Python Keyword** |
| **AND, ∧** | && | and |
| **OR, ∨** | || | or |
| **NOT, ¬** | ! | not |
| **CONTAINS, ∈** |  | in |
| **IDENTITY** | === | is |

Writers created Python programming with clarity in mind. As a result, many operators in other computer languages that employ characters in Python are English words called keywords.

**The and Keyword**

The Python keyword and determines whether both the left-hand side and right-hand side operands and are true or false. The outcome will be True if both components are true. If one is false, the outcome will also be False:

|  |  |  |
| --- | --- | --- |
| **Truth table for and** | | |
| **X** | **Y** | **X and Y** |
| True | True | True |
| False | True | False |
| True | False | False |
| False | False | False |

1. <component1> **and** <component2>

It's worth noting that the outcomes of an and statement aren't always True or False. Due to and's peculiar behavior, this is the case. Instead of processing the inputs to corresponding Boolean values, it just gives <component1> if it is false or <component2> if it is true. The outputs of a and expression could be utilized with a conditional if clause or provided to bool() to acquire an obvious True or False answer.

**The or Keyword**

The or keyword in Python is utilized to check if, at minimum, 1 of the inputs is true. If the first argument is true, the or operation yields it; otherwise, the second argument is returned:

1. <component1> **or** <component2>

Similarly to the and keyword, the or keyword does not change its inputs to corresponding Boolean values. Instead, the outcomes are determined based on whether they are true or false.

|  |  |  |
| --- | --- | --- |
| **Truth table for or** | | |
| **X** | **Y** | **X or Y** |
| True | True | True |
| True | False | True |
| False | True | True |
| False | False | False |

**The not Keyword**

The not keyword in Python is utilized to acquire a variable's contrary Boolean value:

The not keyword is employed to switch the Boolean interpretation or outcome in conditional sentences or other Boolean equations. Not, unlike and, and or, determines the specific Boolean state, True or False, afterward returns the inverse.

|  |  |
| --- | --- |
| **Truth Table for not** | |
| **X** | **not X** |
| True | False |
| False | True |

**Code**

1. False **and** True
2. False **or** True
3. **not** True

**Output:**

False

True

False

**The in Keyword**

The in keyword of Python is a robust confinement checker, also known as a membership operator. If you provide it an element to seek and a container or series to seek into, it will give True or False, depending on if that given element was located in the given container:

1. <an\_element> **in** <a\_container>

Testing for a certain character in a string is a nice illustration of how to use the in keyword:

**Code**

1. container = "Javatpoint"
2. **print**( "p" **in** container )
3. **print**( "P" **in** container )

**Output:**

True

False

Lists, dictionaries, tuples, strings, or any data type with the method \_\_contains\_\_(), or we can iterate over it will work with the in keyword.

**The is Keyword**

In Python, it's used to check the identification of objects. The == operation is used to determine whether two arguments are identical. It also determines whether two arguments relate to the unique object.

When the objects are the same, it gives True; otherwise, it gives False.

**Code**

1. **print**( True **is** True )
2. **print**( False **is** True )
3. **print**( None **is** **not** None )
4. **print**( (9 + 5) **is** (7 \* 2) )

**Output:**

True

False

False

True

True, False, and None are all the same in Python since there is just one version.

**Code**

1. **print**( [] == [] )
2. **print**( [] **is** [] )
3. **print**( {} == {} )
4. **print**( {} **is** {} )

**Output:**

True

False

True

False

A blank dictionary or list is the same as another blank one. However, they aren't identical entities because they are stored independently in memory. This is because both the list and the dictionary are changeable.

**Code**

1. **print**( '' == '' )
2. **print**( '' **is** '' )

**Output:**

True

True

Strings and tuples, unlike lists and dictionaries, are unchangeable. As a result, two equal strings or tuples are also identical. They're both referring to the unique memory region.

### The nonlocal Keyword

Nonlocal keyword usage is fairly analogous to global keyword usage. The keyword nonlocal is designed to indicate that a variable within a function that is inside a function, i.e., a nested function is just not local to it, implying that it is located in the outer function. We must define a non-local parameter with nonlocal if we ever need to change its value under a nested function. Otherwise, the nested function creates a local variable using that title. The example below will assist us in clarifying this.

**Code**

1. **def** the\_outer\_function():
2. var = 10
3. **def** the\_inner\_function():
4. nonlocal var
5. var = 14
6. **print**("The value inside the inner function: ", var)
7. the\_inner\_function()
8. **print**("The value inside the outer function: ", var)
9. the\_outer\_function()

**Output:**

The value inside the inner function: 14

The value inside the outer function: 14

the\_inner\_function() is placed inside the\_outer\_function in this case.

The the\_outer\_function has a variable named var. Var is not a global variable, as you may have noticed. As a result, if we wish to change it inside the the\_inner\_function(), we should declare it using nonlocal.

As a result, the variable was effectively updated within the nested the\_inner\_function, as evidenced by the results. The following is what happens if you don't use the nonlocal keyword:

**Code**

1. **def** the\_outer\_function():
2. var = 10
3. **def** the\_inner\_function():
4. var = 14
5. **print**("Value inside the inner function: ", var)
6. the\_inner\_function()
7. **print**("Value inside the outer function: ", var)
8. the\_outer\_function()

**Output:**

Value inside the inner function: 14

Value inside the outer function: 10

### Iteration Keywords: for, while, break, continue

The iterative process and looping are essential programming fundamentals. To generate and operate with loops, Python has multiple keywords. These would be utilized and observed in almost every Python program. Knowing how to use them correctly can assist you in becoming a better Python developer.

**The for Keyword**

The for loop is by far the most popular loop in Python. It's built by blending two Python keywords. They are for and in, as previously explained.

**The while Keyword**

Python's while loop employs the term while and functions similarly to other computer languages' while loops. The block after the while phrase will be repeated repeatedly until the condition following the while keyword is false.

**The break Keyword**

If you want to quickly break out of a loop, employ the break keyword. We can use this keyword in both for and while loops.

**The continue Keyword**

You can use the continue Python keyword if you wish to jump to the subsequent loop iteration. The continue keyword, as in many other computer languages, enables you to quit performing the present loop iteration and go on to the subsequent one.

**Code**

1. # Program to show the use of keywords for, while, break, continue
2. **for** i **in** range(15):
3. **print**( i + 4, end = " ")
4. # breaking the loop when i = 9
5. **if** i == 9:
6. **break**
7. **print**()
8. # looping from 1 to 15
9. i = 0 # initial condition
10. **while** i < 15:
11. # When i has value 9, loop will jump to next iteration using continue. It will not print
12. **if** i == 9:
13. i += 3
14. **continue**
15. **else**:
16. # when i is not equal to 9, adding 2 and printing the value
17. **print**( i + 2, end = " ")
18. i += 1

**Output:**

4 5 6 7 8 9 10 11 12 13

2 3 4 5 6 7 8 9 10 14 15 16

### Exception Handling Keywords - try, except, raise, finally, and assert

**try:** This keyword is designed to handle exceptions and is used in conjunction with the keyword except to handle problems in the program. When there is some kind of error, the program inside the "try" block is verified, but the code in that block is not executed.

**except:** As previously stated, this operates in conjunction with "try" to handle exceptions.

**finally:** Whatever the outcome of the "try" section, the "finally" box is implemented every time.

**raise:** The raise keyword could be used to specifically raise an exception.

**assert:** This method is used to help in troubleshooting. Often used to ensure that code is correct. Nothing occurs if an expression is interpreted as true; however, if it is false, "AssertionError" is raised. An output with the error, followed by a comma, can also be printed.

**Code**

1. # initializing the numbers
2. var1 = 4
3. var2 = 0
4. # Exception raised in the try section
5. **try**:
6. d = var1 // var2 # this will raise a "divide by zero" exception.
7. **print**( d )
8. # this section will handle exception raised in try block
9. **except** ZeroDivisionError:
10. **print**("We cannot divide by zero")
11. **finally**:
12. # If exception is raised or not, this block will be executed every time
13. **print**("This is inside finally block")
14. # by using assert keyword we will check if var2 is 0
15. **print** ("The value of var1 / var2 is : ")
16. **assert** var2 != 0, "Divide by 0 error"
17. **print** (var1 / var2)

**Output:**

We cannot divide by zero

This is inside finally block

The value of var1 / var2 is :

---------------------------------------------------------------------------

AssertionError Traceback (most recent call last)

Input In [44], in ()

15 # by using assert keyword we will check if var2 is 0

16 print ("The value of var1 / var2 is : ")

---> 17 assert var2 != 0, "Divide by 0 error"

18 print (var1 / var2)

AssertionError: Divide by 0 error

### The pass Keyword

In Python, a null sentence is called a pass. It serves as a stand-in for something else. When it is run, nothing occurs.

Let's say we possess a function that has not been coded yet however we wish to do so in the long term. If we write just this in the middle of code,

**Code**

1. **def** function\_pass( arguments ):

**Output:**

def function\_pass( arguments ):

^

IndentationError: expected an indented block after function definition on line 1

as shown, IndentationError will be thrown. Rather, we use the pass command to create a blank container.

**Code**

1. **def** function\_pass( arguments ):
2. **pass**

We can use the pass keyword to create an empty class too.

**Code**

1. **class** passed\_class:
2. **pass**

### The return Keyword

The return expression is used to leave a function and generate a result.

The None keyword is returned by default if we don't specifically return a value. The accompanying example demonstrates this.

**Code**

1. **def** func\_with\_return():
2. var = 13
3. **return** var
4. **def** func\_with\_no\_return():
5. var = 10
6. **print**( func\_with\_return() )
7. **print**( func\_with\_no\_return() )

**Output:**

13

None

### The del Keyword

The del keyword is used to remove any reference to an object. In Python, every entity is an object. We can use the del command to remove a variable reference.

**Code**

1. var1 = var2 = 5
2. **del** var1
3. **print**( var2 )
4. **print**( var1 )

**Output:**

5

---------------------------------------------------------------------------

NameError Traceback (most recent call last)

Input In [42], in ()

2 del var1

3 print( var2 )

----> 4 print( var1 )

NameError: name 'var1' is not defined

We can notice that the variable var1's reference has been removed. As a result, it's no longer recognized. However, var2 still exists.

Deleting entries from a collection like a list or a dictionary is also possible with del:

**Code**

1. list\_ = ['A','B','C']
2. **del** list\_[2]
3. **print**(list\_)

**Output:**

['A', 'B']

# Python Literals

Python Literals can be defined as data that is given in a variable or constant.

Python supports the following literals:

### 1. String literals:

String literals can be formed by enclosing a text in the quotes. We can use both single as well as double quotes to create a string.

**Example:**

1. "Aman" , '12345'

**Types of Strings:**

There are two types of Strings supported in Python:

**a) Single-line String**- Strings that are terminated within a single-line are known as Single line Strings.

**Example:**

1. text1='hello'

**b) Multi-line String -** A piece of text that is written in multiple lines is known as multiple lines string.

There are two ways to create multiline strings:

**1) Adding black slash at the end of each line.**

**Example:**

1. text1='hello\
2. user'
3. **print**(text1)

'hellouser'

**2) Using triple quotation marks:-**

**Example:**

1. str2='''''welcome
2. to
3. SSSIT'''
4. **print** str2

**Output:**

welcome

to

SSSIT

### II. Numeric literals:

Numeric Literals are immutable. Numeric literals can belong to following four different numerical types.

|  |  |  |  |
| --- | --- | --- | --- |
| **Int(signed integers)** | **Long(long integers)** | **float(floating point)** | **Complex(complex)** |
| Numbers( can be both positive and negative) with no fractional part.eg: 100 | Integers of unlimited size followed by lowercase or uppercase L eg: 87032845L | Real numbers with both integer and fractional part eg: -26.2 | In the form of a+bj where a forms the real part and b forms the imaginary part of the complex number. eg: 3.14j |

**Example - Numeric Literals**

1. x = 0b10100 #Binary Literals
2. y = 100 #Decimal Literal
3. z = 0o215 #Octal Literal
4. u = 0x12d #Hexadecimal Literal
5. #Float Literal
6. float\_1 = 100.5
7. float\_2 = 1.5e2
8. #Complex Literal
9. a = 5+3.14j
10. **print**(x, y, z, u)
11. **print**(float\_1, float\_2)
12. **print**(a, a.imag, a.real)

**Output:**

20 100 141 301

100.5 150.0

(5+3.14j) 3.14 5.0

### III. Boolean literals:

A Boolean literal can have any of the two values: True or False.

**Example - Boolean Literals**

1. x = (1 == True)
2. y = (2 == False)
3. z = (3 == True)
4. a = True + 10
5. b = False + 10
6. **print**("x is", x)
7. **print**("y is", y)
8. **print**("z is", z)
9. **print**("a:", a)
10. **print**("b:", b)

**Output:**

x is True

y is False

z is False

a: 11

b: 10

### IV. Special literals.

Python contains one special literal i.e., **None.**

None is used to specify to that field that is not created. It is also used for the end of lists in Python.

**Example - Special Literals**

1. val1=10
2. val2=None
3. **print**(val1)
4. **print**(val2)

**Output:**

10

None

### V. Literal Collections.

Python provides the four types of literal collection such as List literals, Tuple literals, Dict literals, and Set literals.

**List:**

* List contains items of different data types. Lists are mutable i.e., modifiable.
* The values stored in List are separated by comma(,) and enclosed within square brackets([]). We can store different types of data in a List.

**Example - List literals**

1. list=['John',678,20.4,'Peter']
2. list1=[456,'Andrew']
3. **print**(list)
4. **print**(list + list1)

**Output:**

['John', 678, 20.4, 'Peter']

['John', 678, 20.4, 'Peter', 456, 'Andrew']

**Dictionary:**

* Python dictionary stores the data in the key-value pair.
* It is enclosed by curly-braces {} and each pair is separated by the commas(,).

**Example**

1. dict = {'name': 'Pater', 'Age':18,'Roll\_nu':101}
2. **print**(dict)

**Output:**

{'name': 'Pater', 'Age': 18, 'Roll\_nu': 101}

**Tuple:**

* Python tuple is a collection of different data-type. It is immutable which means it cannot be modified after creation.
* It is enclosed by the parentheses () and each element is separated by the comma(,).

**Example**

1. tup = (10,20,"Dev",[2,3,4])
2. **print**(tup)

**Output:**

(10, 20, 'Dev', [2, 3, 4])

**Set:**

* Python set is the collection of the unordered dataset.
* It is enclosed by the {} and each element is separated by the comma(,).

**Example: - Set Literals**

1. set = {'apple','grapes','guava','papaya'}
2. **print**(set)

**Output:**

{'guava', 'apple', 'papaya', 'grapes'}

Python Operators

The operator can be defined as a symbol which is responsible for a particular operation between two operands. Operators are the pillars of a program on which the logic is built in a specific programming language. Python provides a variety of operators, which are described as follows.

* Arithmetic operators
* Comparison operators
* Assignment Operators
* Logical Operators
* Bitwise Operators
* Membership Operators
* Identity Operators

Arithmetic Operators

Arithmetic operators are used to perform arithmetic operations between two operands. It includes + (addition), - (subtraction), \*(multiplication), /(divide), %(reminder), //(floor division), and exponent (\*\*) operators.

Consider the following table for a detailed explanation of arithmetic operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| **+ (Addition)** | It is used to add two operands. For example, if a = 20, b = 10 => a+b = 30 |
| **- (Subtraction)** | It is used to subtract the second operand from the first operand. If the first operand is less than the second operand, the value results negative. For example, if a = 20, b = 10 => a - b = 10 |
| **/ (divide)** | It returns the quotient after dividing the first operand by the second operand. For example, if a = 20, b = 10 => a/b = 2.0 |
| **\* (Multiplication)** | It is used to multiply one operand with the other. For example, if a = 20, b = 10 => a \* b = 200 |
| **% (reminder)** | It returns the reminder after dividing the first operand by the second operand. For example, if a = 20, b = 10 => a%b = 0 |
| **\*\* (Exponent)** | It is an exponent operator represented as it calculates the first operand power to the second operand. |
| **// (Floor division)** | It gives the floor value of the quotient produced by dividing the two operands. |

Comparison operator

Comparison operators are used to comparing the value of the two operands and returns Boolean true or false accordingly. The comparison operators are described in the following table.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| == | If the value of two operands is equal, then the condition becomes true. |
| != | If the value of two operands is not equal, then the condition becomes true. |
| <= | If the first operand is less than or equal to the second operand, then the condition becomes true. |
| >= | If the first operand is greater than or equal to the second operand, then the condition becomes true. |
| > | If the first operand is greater than the second operand, then the condition becomes true. |
| **<** | If the first operand is less than the second operand, then the condition becomes true. |

Assignment Operators

The assignment operators are used to assign the value of the right expression to the left operand. The assignment operators are described in the following table.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| = | It assigns the value of the right expression to the left operand. |
| += | It increases the value of the left operand by the value of the right operand and assigns the modified value back to left operand. For example, if a = 10, b = 20 => a+ = b will be equal to a = a+ b and therefore, a = 30. |
| -= | It decreases the value of the left operand by the value of the right operand and assigns the modified value back to left operand. For example, if a = 20, b = 10 => a- = b will be equal to a = a- b and therefore, a = 10. |
| \*= | It multiplies the value of the left operand by the value of the right operand and assigns the modified value back to then the left operand. For example, if a = 10, b = 20 => a\* = b will be equal to a = a\* b and therefore, a = 200. |
| %= | It divides the value of the left operand by the value of the right operand and assigns the reminder back to the left operand. For example, if a = 20, b = 10 => a % = b will be equal to a = a % b and therefore, a = 0. |
| \*\*= | a\*\*=b will be equal to a=a\*\*b, for example, if a = 4, b =2, a\*\*=b will assign 4\*\*2 = 16 to a. |
| //= | A//=b will be equal to a = a// b, for example, if a = 4, b = 3, a//=b will assign 4//3 = 1 to a. |

Bitwise Operators

The bitwise operators perform bit by bit operation on the values of the two operands. Consider the following example.

**For example,**

1. **if** a = 7
2. b = 6
3. then, binary (a) = 0111
4. binary (b) = 0110
5. hence, a & b = 0011
6. a | b = 0111
7. a ^ b = 0100
8. ~ a = 1000

|  |  |
| --- | --- |
| **Operator** | **Description** |
| & (binary and) | If both the bits at the same place in two operands are 1, then 1 is copied to the result. Otherwise, 0 is copied. |
| | (binary or) | The resulting bit will be 0 if both the bits are zero; otherwise, the resulting bit will be 1. |
| ^ (binary xor) | The resulting bit will be 1 if both the bits are different; otherwise, the resulting bit will be 0. |
| ~ (negation) | It calculates the negation of each bit of the operand, i.e., if the bit is 0, the resulting bit will be 1 and vice versa. |
| << (left shift) | The left operand value is moved left by the number of bits present in the right operand. |
| >> (right shift) | The left operand is moved right by the number of bits present in the right operand. |

Logical Operators

The logical operators are used primarily in the expression evaluation to make a decision. Python supports the following logical operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| and | If both the expression are true, then the condition will be true. If a and b are the two expressions, a → true, b → true => a and b → true. |
| or | If one of the expressions is true, then the condition will be true. If a and b are the two expressions, a → true, b → false => a or b → true. |
| not | If an expression **a** is true, then not (a) will be false and vice versa. |

Membership Operators

Python membership operators are used to check the membership of value inside a Python data structure. If the value is present in the data structure, then the resulting value is true otherwise it returns false.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| in | It is evaluated to be true if the first operand is found in the second operand (list, tuple, or dictionary). |
| not in | It is evaluated to be true if the first operand is not found in the second operand (list, tuple, or dictionary). |

Identity Operators

The identity operators are used to decide whether an element certain class or type.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| is | It is evaluated to be true if the reference present at both sides point to the same object. |
| is not | It is evaluated to be true if the reference present at both sides do not point to the same object. |

Operator Precedence

The precedence of the operators is essential to find out since it enables us to know which operator should be evaluated first. The precedence table of the operators in Python is given below.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| \*\* | The exponent operator is given priority over all the others used in the expression. |
| ~ + - | The negation, unary plus, and minus. |
| \* / % // | The multiplication, divide, modules, reminder, and floor division. |
| + - | Binary plus, and minus |
| >> << | Left shift. and right shift |
| & | Binary and. |
| ^ | | Binary xor, and or |
| <= < > >= | Comparison operators (less than, less than equal to, greater than, greater then equal to). |
| <> == != | Equality operators. |
| = %= /= //= -= += \*= \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| not or and | Logical operators |

# Python Comments

We'll study how to write comments in our program in this article. We'll also learn about single-line comments, multi-line comments, documentation strings, and other Python comments.

## Introduction to Python Comments

We may wish to describe the code we develop. We might wish to take notes of why a section of script functions, for instance. We leverage the remarks to accomplish this. Formulas, procedures, and sophisticated business logic are typically explained with comments. The Python interpreter overlooks the remarks and solely interprets the script when running a program. Single-line comments, multi-line comments, and documentation strings are the 3 types of comments in Python.

## Advantages of Using Comments

Our code is more comprehensible when we use comments in it. It assists us in recalling why specific sections of code were created by making the program more understandable.

Aside from that, we can leverage comments to overlook specific code while evaluating other code sections. This simple technique stops some lines from running or creates a fast pseudo-code for the program.

Below are some of the most common uses for comments:

* Readability of the Code
* Restrict code execution
* Provide an overview of the program or project metadata
* To add resources to the code

## Types of Comments in Python

In Python, there are 3 types of comments. They are described below:

### Single-Line Comments

Single-line remarks in Python have shown to be effective for providing quick descriptions for parameters, function definitions, and expressions. A single-line comment of Python is the one that has a hashtag # at the beginning of it and continues until the finish of the line. If the comment continues to the next line, add a hashtag to the subsequent line and resume the conversation. Consider the accompanying code snippet, which shows how to use a single line comment:

**Code**

1. # This code is to show an example of a single-line comment
2. **print**( 'This statement does not have a hashtag before it' )

**Output:**

This statement does not have a hashtag before it

The following is the comment:

1. # This code is to show an example of a single-line comment

The Python compiler ignores this line.

Everything following the # is omitted. As a result, we may put the program mentioned above in one line as follows:

**Code**

1. **print**( 'This is not a comment' ) # this code is to show an example of a single-line comment

**Output:**

This is not a comment

This program's output will be identical to the example above. The computer overlooks all content following #.

### Multi-Line Comments

Python does not provide the facility for multi-line comments. However, there are indeed many ways to create multi-line comments.

**With Multiple Hashtags (#)**

In Python, we may use hashtags (#) multiple times to construct multiple lines of comments. Every line with a (#) before it will be regarded as a single-line comment.

**Code**

1. # it is a
2. # comment
3. # extending to multiple lines

In this case, each line is considered a comment, and they are all omitted.

**Using String Literals**

Because Python overlooks string expressions that aren't allocated to a variable, we can utilize them as comments.

**Code**

1. 'it is a comment extending to multiple lines'

We can observe that on running this code, there will be no output; thus, we utilize the strings inside triple quotes(""") as multi-line comments.

### Python Docstring

The strings enclosed in triple quotes that come immediately after the defined function are called Python docstring. It's designed to link documentation developed for Python modules, methods, classes, and functions together. It's placed just beneath the function, module, or class to explain what they perform. The docstring is then readily accessible in Python using the \_\_doc\_\_ attribute.

**Code**

1. # Code to show how we use docstrings in Python
3. **def** add(x, y):
4. """This function adds the values of x and y"""
5. **return** x + y
7. # Displaying the docstring of the add function
8. **print**( add.\_\_doc\_\_ )

**Output:**

This function adds the values of x and y

# Python If-else statements

Decision making is the most important aspect of almost all the programming languages. As the name implies, decision making allows us to run a particular block of code for a particular decision. Here, the decisions are made on the validity of the particular conditions. Condition checking is the backbone of decision making.

In python, decision making is performed by the following statements.

|  |  |
| --- | --- |
| **Statement** | **Description** |
|  |  |
| If Statement | The if statement is used to test a specific condition. If the condition is true, a block of code (if-block) will be executed. |
| If - else Statement | The if-else statement is similar to if statement except the fact that, it also provides the block of the code for the false case of the condition to be checked. If the condition provided in the if statement is false, then the else statement will be executed. |
| Nested if Statement | Nested if statements enable us to use if ? else statement inside an outer if statement. |

## Indentation in Python

For the ease of programming and to achieve simplicity, python doesn't allow the use of parentheses for the block level code. In Python, indentation is used to declare a block. If two statements are at the same indentation level, then they are the part of the same block.

Generally, four spaces are given to indent the statements which are a typical amount of indentation in python.

Indentation is the most used part of the python language since it declares the block of code. All the statements of one block are intended at the same level indentation. We will see how the actual indentation takes place in decision making and other stuff in python.

## The if statement

The if statement is used to test a particular condition and if the condition is true, it executes a block of code known as if-block. The condition of if statement can be any valid logical expression which can be either evaluated to true or false.
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The syntax of the if-statement is given below.

1. **if** expression:
2. statement

### Example 1

1. num = int(input("enter the number?"))
2. **if** num%2 == 0:
3. **print**("Number is even")

**Output:**

enter the number?10

Number is even

### Example 2 : Program to print the largest of the three numbers.

1. a = int(input("Enter a? "));
2. b = int(input("Enter b? "));
3. c = int(input("Enter c? "));
4. **if** a>b **and** a>c:
5. **print**("a is largest");
6. **if** b>a **and** b>c:
7. **print**("b is largest");
8. **if** c>a **and** c>b:
9. **print**("c is largest");

**Output:**

Enter a? 100

Enter b? 120

Enter c? 130

c is largest

## The if-else statement

The if-else statement provides an else block combined with the if statement which is executed in the false case of the condition.

If the condition is true, then the if-block is executed. Otherwise, the else-block is executed.
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The syntax of the if-else statement is given below.

1. **if** condition:
2. #block of statements
3. **else**:
4. #another block of statements (else-block)

### Example 1 : Program to check whether a person is eligible to vote or not.

1. age = int (input("Enter your age? "))
2. **if** age>=18:
3. **print**("You are eligible to vote !!");
4. **else**:
5. **print**("Sorry! you have to wait !!");

**Output:**

Enter your age? 90

You are eligible to vote !!

### Example 2: Program to check whether a number is even or not.

1. num = int(input("enter the number?"))
2. **if** num%2 == 0:
3. **print**("Number is even...")
4. **else**:
5. **print**("Number is odd...")

**Output:**

enter the number?10

Number is even

## The elif statement

The elif statement enables us to check multiple conditions and execute the specific block of statements depending upon the true condition among them. We can have any number of elif statements in our program depending upon our need. However, using elif is optional.

The elif statement works like an if-else-if ladder statement in C. It must be succeeded by an if statement.

The syntax of the elif statement is given below.

1. **if** expression 1:
2. # block of statements
3. **elif** expression 2:
4. # block of statements
5. **elif** expression 3:
6. # block of statements
7. **else**:
8. # block of statements
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### Example 1

1. number = int(input("Enter the number?"))
2. **if** number==10:
3. **print**("number is equals to 10")
4. **elif** number==50:
5. **print**("number is equal to 50");
6. **elif** number==100:
7. **print**("number is equal to 100");
8. **else**:
9. **print**("number is not equal to 10, 50 or 100");

**Output:**

Enter the number?15

number is not equal to 10, 50 or 100

### Example 2

1. marks = int(input("Enter the marks? "))
2. f marks > 85 **and** marks <= 100:
3. **print**("Congrats ! you scored grade A ...")
4. lif marks > 60 **and** marks <= 85:
5. **print**("You scored grade B + ...")
6. lif marks > 40 **and** marks <= 60:
7. **print**("You scored grade B ...")
8. lif (marks > 30 **and** marks <= 40):
9. **print**("You scored grade C ...")
10. lse:
11. **print**("Sorry you are fail ?")

# Python Loops

The following loops are available in Python to fulfil the looping needs. Python offers 3 choices for running the loops. The basic functionality of all the techniques is the same, although the syntax and the amount of time required for checking the condition differ.

We can run a single statement or set of statements repeatedly using a loop command.

The following sorts of loops are available in the Python programming language.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name of the loop** | **Loop Type & Description** |
| 1 | **While loop** | Repeats a statement or group of statements while a given condition is TRUE. It tests the condition before executing the loop body. |
| 2 | **For loop** | This type of loop executes a code block multiple times and abbreviates the code that manages the loop variable. |
| 3 | **Nested loops** | We can iterate a loop inside another loop. |

## Loop Control Statements

Statements used to control loops and change the course of iteration are called control statements. All the objects produced within the local scope of the loop are deleted when execution is completed.

Python provides the following control statements. We will discuss them later in detail.

Let us quickly go over the definitions of these loop control statements.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name of the control statement** | **Description** |
| 1 | **Break statement** | This command terminates the loop's execution and transfers the program's control to the statement next to the loop. |
| 2 | **Continue statement** | This command skips the current iteration of the loop. The statements following the continue statement are not executed once the Python interpreter reaches the continue statement. |
| 3 | **Pass statement** | The pass statement is used when a statement is syntactically necessary, but no code is to be executed. |

## The for Loop

Python's for loop is designed to repeatedly execute a code block while iterating through a list, tuple, dictionary, or other iterable objects of Python. The process of traversing a sequence is known as iteration.

**Syntax of the for Loop**

1. **for** value **in** sequence:
2. { code block }

In this case, the variable value is used to hold the value of every item present in the sequence before the iteration begins until this particular iteration is completed.

Loop iterates until the final item of the sequence are reached.

**Code**

1. # Python program to show how the for loop works
2. # Creating a sequence which is a tuple of numbers
3. numbers = [4, 2, 6, 7, 3, 5, 8, 10, 6, 1, 9, 2]
4. # variable to store the square of the number
5. square = 0
6. # Creating an empty list
7. squares = []
8. # Creating a for loop
9. **for** value **in** numbers:
10. square = value \*\* 2
11. squares.append(square)
12. **print**("The list of squares is", squares)

**Output:**

The list of squares is [16, 4, 36, 49, 9, 25, 64, 100, 36, 1, 81, 4]

### Using else Statement with for Loop

As already said, a for loop executes the code block until the sequence element is reached. The statement is written right after the for loop is executed after the execution of the for loop is complete.

Only if the execution is complete does the else statement comes into play. It won't be executed if we exit the loop or if an error is thrown.

Here is a code to better understand if-else statements.

**Code**

1. # Python program to show how if-else statements work
2. string = "Python Loop"
3. # Initiating a loop
4. **for** s **in** a string:
5. # giving a condition in if block
6. **if** s == "o":
7. **print**("If block")
8. # if condition is not satisfied then else block will be executed
9. **else**:
10. **print**(s)

**Output:**

P

y

t

h

If block

n

L

If block

If block

p

Now similarly, using else with for loop.

**Syntax:**

1. **for** value **in** sequence:
2. # executes the statements until sequences are exhausted
3. **else**:
4. # executes these statements when for loop is completed

**Code**

1. # Python program to show how to use else statement with for loop
3. # Creating a sequence
4. tuple\_ = (3, 4, 6, 8, 9, 2, 3, 8, 9, 7)
5. # Initiating the loop
6. **for** value **in** tuple\_:
7. **if** value % 2 != 0:
8. **print**(value)
9. # giving an else statement
10. **else**:
11. **print**("These are the odd numbers present in the tuple")

**Output:**

3

9

3

9

7

These are the odd numbers present in the tuple

### The range() Function

With the help of the range() function, we may produce a series of numbers. range(10) will produce values between 0 and 9. (10 numbers).

We can give specific start, stop, and step size values in the manner range(start, stop, step size). If the step size is not specified, it defaults to 1.

Since it doesn't create every value it "contains" after we construct it, the range object can be characterized as being "slow." It does provide in, len, and \_\_getitem\_\_ actions, but it is not an iterator.

The example that follows will make this clear.

**Code**

1. # Python program to show the working of range() function
2. **print**(range(15))
3. **print**(list(range(15)))
4. **print**(list(range(4, 9)))
5. **print**(list(range(5, 25, 4)))

**Output:**

range(0, 15)

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14]

[4, 5, 6, 7, 8]

[5, 9, 13, 17, 21]

To iterate through a sequence of items, we can apply the range() method in for loops. We can use indexing to iterate through the given sequence by combining it with an iterable's len() function. Here's an illustration.

**Code**

1. # Python program to iterate over a sequence with the help of indexing
2. tuple\_ = ("Python", "Loops", "Sequence", "Condition", "Range")
3. # iterating over tuple\_ using range() function
4. **for** iterator **in** range(len(tuple\_)):
5. **print**(tuple\_[iterator].upper())

**Output:**

PYTHON

LOOPS

SEQUENCE

CONDITION

RANGE

## While Loop

While loops are used in Python to iterate until a specified condition is met. However, the statement in the program that follows the while loop is executed once the condition changes to false.

**Syntax of the while loop is:**

1. **while** <condition>:
2. { code block }

All the coding statements that follow a structural command define a code block. These statements are intended with the same number of spaces. Python groups statements together with indentation.  
**Code**

1. # Python program to show how to use a while loop
2. counter = 0
3. # Initiating the loop
4. **while** counter < 10: # giving the condition
5. counter = counter + 3
6. **print**("Python Loops")

**Output:**

Python Loops

Python Loops

Python Loops

Python Loops

### Using else Statement with while Loops

As discussed earlier in the for loop section, we can use the else statement with the while loop also. It has the same syntax.

**Code**

1. #Python program to show how to use else statement with the while loop
2. counter = 0
3. # Iterating through the while loop
4. **while** (counter < 10):
5. counter = counter + 3
6. **print**("Python Loops") # Executed untile condition is met
7. # Once the condition of while loop gives False this statement will be executed
8. **else**:
9. **print**("Code block inside the else statement")

**Output:**

Python Loops

Python Loops

Python Loops

Python Loops

Code block inside the else statement

### Single statement while Block

The loop can be declared in a single statement, as seen below. This is similar to the if-else block, where we can write the code block in a single line.

**Code**

1. # Python program to show how to write a single statement while loop
2. counter = 0
3. **while** (count < 3): **print**("Python Loops")

## Loop Control Statements

Now we will discuss the loop control statements in detail. We will see an example of each control statement.

### Continue Statement

It returns the control to the beginning of the loop.

**Code**

1. # Python program to show how the continue statement works
2. # Initiating the loop
3. **for** string **in** "Python Loops":
4. **if** string == "o" **or** string == "p" **or** string == "t":
5. **continue**
6. **print**('Current Letter:', string)

**Output:**

Current Letter: P

Current Letter: y

Current Letter: h

Current Letter: n

Current Letter:

Current Letter: L

Current Letter: s

### Break Statement

It stops the execution of the loop when the break statement is reached.

**Code**

1. # Python program to show how the break statement works
3. # Initiating the loop
4. **for** string **in** "Python Loops":
5. **if** string == 'L':
6. **break**
7. **print**('Current Letter: ', string)

**Output:**

Current Letter: P

Current Letter: y

Current Letter: t

Current Letter: h

Current Letter: o

Current Letter: n

Current Letter:

### Pass Statement

Pass statements are used to create empty loops. Pass statement is also employed for classes, functions, and empty control statements.

**Code**

1. # Python program to show how the pass statement works
2. **for** a string **in** "Python Loops":
3. **pass**
4. **print**( 'Last Letter:', string)

**Output:**

Last Letter: s

# Python for loop

Python is a powerful, general-purpose scripting language intended to be simple to understand and implement. It is free to access because it is open-source. This tutorial will teach us how to use Python for loops, one of the most basic looping instructions in Python programming.

## Introduction to for Loop in Python

In Python, the for loop is often used to iterate over iterable objects such as lists, tuples, or strings. Traversal is the process of iterating across a series. If we have a section of code that we would like to repeat a certain number of times, we employ for loops. The for-loop is usually used on an iterable object such as a list or the in-built range function. The for statement in Python traverses through the elements of a series, running the block of code each time. The for statement is in opposition to the "while" loop, which is employed whenever a condition requires to be verified each repetition or when a piece of code is to be repeated indefinitely.

### Syntax of for Loop

### for value in sequence:

1. {loop body}

On each iteration, the value is the parameter that gets the element's value within the iterable sequence. If an expression statement is present in a sequence, it is processed first. The iterating variable iterating\_variable is then allocated to the first element in the sequence. After that, the intended block is run. The statement block is performed until the whole sequence is completed, and each element in the sequence is allocated to iterating\_variable. The for loop's material is distinguished from the rest of the program using indentation.

### Example of Python for Loop

**Code**

1. # Code to find the sum of squares of each element of the list using for loop
3. # creating the list of numbers
4. numbers = [3, 5, 23, 6, 5, 1, 2, 9, 8]
5. # initializing a variable that will store the sum
6. sum\_ = 0
7. # using for loop to iterate over the list
8. **for** num **in** numbers:
9. sum\_ = sum\_ + num \*\* 2
10. **print**("The sum of squares is: ", sum\_)

**Output:**

The sum of squares is: 774

## The range() Function

Because the "range" function appears so frequently in for loops, we might mistakenly believe the range is a component of the syntax of for loop. It isn't: it's a Python built-in method that provides a series that follows a specified pattern (usually serial integers), fulfilling the criteria of giving a series for the for expression to run over. There is no necessity to count because for can act straight on sequences most of the time. If they're coming from some other language with distinctive loop syntax, this is a frequent novice construct:

**Code**

1. my\_list = [3, 5, 6, 8, 4]
2. **for** iter\_var **in** range( len( my\_list ) ):
3. my\_list.append(my\_list[iter\_var] + 2)
4. **print**( my\_list )

**Output:**

[3, 5, 6, 8, 4, 5, 7, 8, 10, 6]

## Iterating by Using Index of Sequence

Another method of iterating through every item is to use an index offset within the sequence. Here's a simple illustration:

**Code**

1. # Code to find the sum of squares of each element of the list using for loop
2. # creating the list of numbers
3. numbers = [3, 5, 23, 6, 5, 1, 2, 9, 8]
4. # initializing a variable that will store the sum
5. sum\_ = 0
6. # using for loop to iterate over list
7. **for** num **in** range( len(numbers) ):
8. sum\_ = sum\_ + numbers[num] \*\* 2
9. **print**("The sum of squares is: ", sum\_)

**Output:**

The sum of squares is: 774

The len() built-in method that returns the total number of items in the list or tuple and the built-in function range(), which returns the exact sequence to iterate over, came in handy here.

## Using else Statement with for Loop

Python allows you to connect an else expression with a loop expression.

When the else clause is combined with a for loop, it is performed after the circuit has finished iterating over the list.

The following instance shows how to use an otherwise statement in conjunction with a for expression to find students' marks from the record.

**Code**

1. # code to print marks of a student from the record
2. student\_name\_1 = 'Itika'
3. student\_name\_2 = 'Parker'
4. # Creating a dictionary of records of the students
5. records = {'Itika': 90, 'Arshia': 92, 'Peter': 46}
6. **def** marks( student\_name ):
7. **for** a\_student **in** record: # for loop will iterate over the keys of the dictionary
8. **if** a\_student == student\_name:
9. **return** records[ a\_student ]
10. **break**
11. **else**:
12. **return** f'There is no student of name {student\_name} in the records'
13. # giving the function marks() name of two students
14. **print**( f"Marks of {student\_name\_1} are: ", marks( student\_name\_1 ) )
15. **print**( f"Marks of {student\_name\_2} are: ", marks( student\_name\_2 ) )

**Output:**

Marks of Itika are: 90

Marks of Parker are: There is no student of name Parker in the records

## Nested Loops

If we have a piece of script that we want to run a number of times and then another piece of script inside that script that we want to run B number of times, we employ a "nested loop." When working with an iterable in the lists, these are widely utilized in Python.

**Code**

1. **import** random
2. numbers = [ ]
3. **for** val **in** range(0, 11):
4. numbers.append( random.randint( 0, 11 ) )
5. **for** num **in** range( 0, 11 ):
6. **for** i **in** numbers:
7. **if** num == i:
8. **print**( num, end = " " )

**Output:**

0 2 4 5 6 7 8 8 9 10

# Python While Loops

In coding, loops are designed to execute a specified code block repeatedly. We'll learn how to construct a while loop in Python, the syntax of a while loop, loop controls like break and continue, and other exercises in this tutorial.

## Introduction of Python While Loop

The Python while loop iteration of a code block is executed as long as the given condition, i.e., conditional\_expression, is true.

If we don't know how many times we'll execute the iteration ahead of time, we can write an indefinite loop.

**Syntax of Python While Loop**

1. **while** conditional\_expression:
2. Code block of **while**

The given condition, i.e., conditional\_expression, is evaluated initially in the Python while loop. Then, if the conditional expression gives a boolean value True, the while loop statements are executed. The conditional expression is verified again when the complete code block is executed. This procedure repeatedly occurs until the conditional expression returns the boolean value False.

* The statements of the Python while loop are dictated by indentation.
* The code block begins when a statement is indented & ends with the very first unindented statement.
* Any non-zero number in Python is interpreted as boolean True. False is interpreted as None and 0.

## Python While Loop Example

Here we will sum of squares of the first 15 natural numbers using a while loop.

**Code**

1. # Python program example to show the use of **while** loop
3. num = 15
5. # initializing summation and a counter **for** iteration
6. summation = 0
7. c = 1
9. **while** c <= num: # specifying the condition of the loop
10. # begining the code block
11. summation = c\*\*2 + summation
12. c = c + 1    # incrementing the counter
14. # print the **final** sum
15. print("The sum of squares is", summation)

**Output:**

The sum of squares is 1240

Provided that our counter parameter i gives boolean true for the condition, i less than or equal to num, the loop repeatedly executes the code block i number of times.

Next is a crucial point (which is mostly forgotten). We have to increment the counter parameter's value in the loop's statements. If we don't, our while loop will execute itself indefinitely (a never-ending loop).

Finally, we print the result using the print statement.

## Exercises of Python While Loop

### Prime Numbers and Python While Loop

Using a while loop, we will construct a Python program to verify if the given integer is a prime number or not.

**Code**

1. num = [34, 12, 54, 23, 75, 34, 11]
3. def prime\_number(number):
4. condition = 0
5. iteration = 2
6. **while** iteration <= number / 2:
7. **if** number % iteration == 0:
8. condition = 1
9. **break**
10. iteration = iteration + 1
12. **if** condition == 0:
13. print(f"{number} is a PRIME number")
14. **else**:
15. print(f"{number} is not a PRIME number")
16. **for** i in num:
17. prime\_number(i)

**Output:**

34 is not a PRIME number

12 is not a PRIME number

54 is not a PRIME number

23 is a PRIME number

75 is not a PRIME number

34 is not a PRIME number

11 is a PRIME number

### Multiplication Table using While Loop

In this example, we will use the while loop for printing the multiplication table of a given number.

**Code**

1. num = 21
2. counter = 1
3. # we will use a **while** loop **for** iterating 10 times **for** the multiplication table
4. print("The Multiplication Table of: ", num)
5. **while** counter <= 10: # specifying the condition
6. ans = num \* counter
7. print (num, 'x', counter, '=', ans)
8. counter += 1 # expression to increment the counter

**Output:**

The Multiplication Table of: 21

21 x 1 = 21

21 x 2 = 42

21 x 3 = 63

21 x 4 = 84

21 x 5 = 105

21 x 6 = 126

21 x 7 = 147

21 x 8 = 168

21 x 9 = 189

21 x 10 = 210

### Python While Loop with List

We will use a Python while loop to square every number of a list

**Code**

1. # Python program to square every number of a list
2. # initializing a list
3. list\_ = [3, 5, 1, 4, 6]
4. squares = []
5. # programing a **while** loop
6. **while** list\_: # until list is not empty **this** expression will give **boolean** True after that False
7. squares.append( (list\_.pop())\*\*2)
8. # print the squares
9. print( squares )

[36, 16, 1, 25, 9]

In the preceding example, we execute a while loop over a given list of integers that will repeatedly run as long as an element in the list is found.

## Python While Loop Multiple Conditions

We'll need to recruit logical operators to combine two or more expressions specifying conditions into a single while loop. This instructs Python on collectively analyzing all of the given expressions of conditions.

We can construct a while loop with multiple conditions in this example. We have given two conditions and a and keyword, meaning until both conditions give boolean True, the loop will execute the statements.

**Code**

1. num1 = 17
2. num2 = -12
4. **while** num1 > 5 and num2 < -5 : # multiple conditions in a single **while** loop
5. num1 -= 2
6. num2 += 3
7. print( (num1, num2) )

**Output:**

(15, -9)

(13, -6)

(11, -3)

Let's look at another example of multiple conditions with an OR operator.

**Code**

1. num1 = 17
2. num2 = -12
4. **while** num1 > 5 or num2 < -5 :
5. num1 -= 2
6. num2 += 3
7. print( (num1, num2) )

**Output:**

(15, -9)

(13, -6)

(11, -3)

(9, 0)

(7, 3)

(5, 6)

We can also group multiple logical expressions in the while loop, as shown in this example.

**Code**

1. num1 = 9
2. num = 14
3. maximum\_value = 4
4. counter = 0
5. **while** (counter < num1 or counter < num2) and not counter >= maximum\_value: # grouping multiple conditions
6. print(f"Number of iterations: {counter}")
7. counter += 1

**Output:**

Number of iterations: 0

Number of iterations: 1

Number of iterations: 2

Number of iterations: 3

## Single Statement While Loop

Similar to the if statement syntax, if our while clause consists of one statement, it may be written on the same line as the while keyword.

Here is the syntax and example of a one-line while clause -

1. # Python program to show how to create a single statement **while** loop
2. counter = 1
3. **while** counter: print('Python While Loops')

## Loop Control Statements

Now we will discuss the loop control statements in detail. We will see an example of each control statement.

### Continue Statement

It returns the control of the Python interpreter to the beginning of the loop.

**Code**

1. # Python program to show how to use **continue** loop control
3. # Initiating the loop
4. **for** string in "While Loops":
5. **if** string == "o" or string == "i" or string == "e":
6. **continue**
7. print('Current Letter:', string)

**Output:**

Current Letter: W

Current Letter: h

Current Letter: l

Current Letter:

Current Letter: L

Current Letter: p

Current Letter: s

### Break Statement

It stops the execution of the loop when the break statement is reached.

**Code**

1. # Python program to show how to use the **break** statement
3. # Initiating the loop
4. **for** string in "Python Loops":
5. **if** string == 'n':
6. **break**
7. print('Current Letter: ', string)

**Output:**

Current Letter: P

Current Letter: y

Current Letter: t

Current Letter: h

Current Letter: o

### Pass Statement

Pass statements are used to create empty loops. Pass statement is also employed for classes, functions, and empty control statements.

**Code**

1. # Python program to show how to use the pass statement
2. **for** a string in "Python Loops":
3. pass
4. print( 'Last Letter:', string)

**Output:**

Last Letter: s

Python break statement

The break is a keyword in python which is used to bring the program control out of the loop. The break statement breaks the loops one by one, i.e., in the case of nested loops, it breaks the inner loop first and then proceeds to outer loops. In other words, we can say that break is used to abort the current execution of the program and the control goes to the next line after the loop.

The break is commonly used in the cases where we need to break the loop for a given condition.

The syntax of the break is given below.

1. #loop statements
2. **break**;

Example 1

1. list =[1,2,3,4]
2. count = 1;
3. **for** i **in** list:
4. **if** i == 4:
5. **print**("item matched")
6. count = count + 1;
7. **break**
8. **print**("found at",count,"location");

**Output:**

item matched

found at 2 location

Example 2

1. str = "python"
2. **for** i **in** str:
3. **if** i == 'o':
4. **break**
5. **print**(i);

**Output:**

p

y

t

h

Example 3: break statement with while loop

1. i = 0;
2. **while** 1:
3. **print**(i," ",end=""),
4. i=i+1;
5. **if** i == 10:
6. **break**;
7. **print**("came out of while loop");

**Output:**

0 1 2 3 4 5 6 7 8 9 came out of while loop

Example 3

1. n=2
2. **while** 1:
3. i=1;
4. **while** i<=10:
5. **print**("%d X %d = %d\n"%(n,i,n\*i));
6. i = i+1;
7. choice = int(input("Do you want to continue printing the table, press 0 for no?"))
8. **if** choice == 0:
9. **break**;
10. n=n+1

**Output:**

2 X 1 = 2

2 X 2 = 4

2 X 3 = 6

2 X 4 = 8

2 X 5 = 10

2 X 6 = 12

2 X 7 = 14

2 X 8 = 16

2 X 9 = 18

2 X 10 = 20

Do you want to continue printing the table, press 0 for no?1

3 X 1 = 3

3 X 2 = 6

3 X 3 = 9

3 X 4 = 12

3 X 5 = 15

3 X 6 = 18

3 X 7 = 21

3 X 8 = 24

3 X 9 = 27

3 X 10 = 30

Do you want to continue printing the table, press 0 for no?0

# Python continue Statement

In this tutorial, we'll look at how to use Python continue keyword to skip the remaining statements of the current loop and go to the next iteration. Also, the difference between continue and pass keywords.

## Application of the Continue Statement

In Python, loops repeat processes on their own in an efficient way. However, there might be occasions when we wish to leave the current loop entirely, skip iteration, or dismiss the condition controlling the loop. We use Loop control statements in such cases. The continue keyword is a loop control statement that allows us to change the loop's control.

## The continue Keyword

In Python, the continue keyword return control of the iteration to the beginning of the Python for loop or Python while loop. All remaining lines in the prevailing iteration of the loop are skipped by the continue keyword, which returns execution to the beginning of the next iteration of the loop.

Both Python while and Python for loops can leverage the continue statements.

### Example of Python Continue Statements in For Loop

Assume the following scenario: we want to develop a program that returns numbers from 10 to 20 but not 15. It is mentioned that we must perform this with a **'for'** loop. Here's when the continue keyword comes into play. We will execute a loop from 10 to 20 and test the condition that the iterator is equal to 15. If it equals 15, we'll employ the continue statement to skip to the following iteration displaying any output; otherwise, the loop will print the result.

The following code is an example of the above scenario:

**Code**

1. # Python code to show example of continue statement
3. # looping from 10 to 20
4. **for** iterator **in** range(10, 21):
6. # If iterator is equals to 15, loop will continue to the next iteration
7. **if** iterator == 15:
8. **continue**
9. # otherwise printing the value of iterator
10. **print**( iterator )

**Output:**

10

11

12

13

14

16

17

18

19

20

Now will repeat the above code, but this time with a string. We will take a string "Javatpoint" and print each letter of the string except "a". This time we will use Python while loop to do so. Until the value of the iterator is less than the string's length, the while loop will keep executing.

**Code**

1. # Creating a string
2. string = "JavaTpoint"
3. # initializing an iterator
4. iterator = 0
6. # starting a while loop
7. **while** iterator < len(string):
8. # if loop is at letter a it will skip the remaining code and go to next iteration
9. **if** string[iterator] == 'a':
10. **continue**
11. # otherwise it will print the letter
12. **print**(string[ iterator ])
13. iterator += 1

**Output:**

J

v

T

p

o

i

n

t

## Python Continue vs. Pass

Usually, there is some confusion in the pass and continue keywords. So here are the differences between these two.

|  |  |  |
| --- | --- | --- |
| **Headings** | **continue** | **pass** |
| **Definition** | The continue statement is utilized to skip the current loop's remaining statements, go to the following iteration, and return control to the beginning. | The pass keyword is used when a phrase is necessary syntactically to be placed but not to be executed. |
| **Action** | It takes the control back to the start of the loop. | Nothing happens if the Python interpreter encounters the pass statement. |
| **Application** | It works with both the Python while and Python for loops. | It performs nothing; hence it is a null operation. |
| **Syntax** | It has the following syntax: -: continue | Its syntax is as follows:- pass |
| **Interpretation** | It's mostly utilized within a loop's condition. | During the byte-compile stage, the pass keyword is removed. |

# Python Pass Statement

We will discover more about pass statements in this tutorial. It is interpreted as a placeholder for the future execution of functions, classes, loops, etc.

## What is Pass Statement in Python?

The null statement is another name for the pass statement. A Comment is not ignored by the Python interpreter, whereas a pass statement is not. Hence, they two are different Python keywords.

We can use the pass statement as a placeholder when unsure what code to provide. So, we only have to place the pass on that line. Pass may be used when we don't wish any code to be executed. We can simply insert a pass in places where empty code is prohibited, such as loops, functions, class definitions, or if-else statements.

**Syntax of the Pass Keyword**

1. Keyword:
2. **pass**

Typically, we utilise it as a reference for the future.

Let's say we have a loop or an if-else statement that isn't to be filled now but that we wish to in the future. The pass keyword cannot have an empty body as it will be syntactically wrong. An error would be displayed by the Python interpreter suggesting to fill the space. Therefore, we create a code block that performs nothing using the pass statement.

### Example of the Pass Statement

**Code**

1. # Python program to show how to use a pass statement in a for loop
2. '''''pass acts as a placeholder. We can fill this place later on'''
3. sequence = {"Python", "Pass", "Statement", "Placeholder"}
4. **for** value **in** sequence:
5. **if** value == "Pass":
6. **pass** # leaving an empty if block using the pass keyword
7. **else**:
8. **print**("Not reached pass keyword: ", value)

**Output:**

Not reached pass keyword: Python

Not reached pass keyword: Placeholder

Not reached pass keyword: Statement

The same thing is also possible to create an empty function or a class.

**Code**

1. # Python program to show how to create an empty function and an empty class
3. # Empty function:
4. **def** empty():
5. **pass**
7. # Empty class
8. **class** Empty:
9. **pass**

# Python String

Till now, we have discussed numbers as the standard data-types in Python. In this section of the tutorial, we will discuss the most popular data type in Python, i.e., string.

Python string is the collection of the characters surrounded by single quotes, double quotes, or triple quotes. The computer does not understand the characters; internally, it stores manipulated character as the combination of the 0's and 1's.

Each character is encoded in the ASCII or Unicode character. So we can say that Python strings are also called the collection of Unicode characters.

In Python, strings can be created by enclosing the character or the sequence of characters in the quotes. Python allows us to use single quotes, double quotes, or triple quotes to create the string.

Consider the following example in Python to create a string.

### Syntax:

1. str = "Hi Python !"

Here, if we check the type of the variable **str** using a Python script

1. **print**(type(str)), then it will **print** a string (str).

In Python, strings are treated as the sequence of characters, which means that Python doesn't support the character data-type; instead, a single character written as 'p' is treated as the string of length 1.

## Creating String in Python

We can create a string by enclosing the characters in single-quotes or double- quotes. Python also provides triple-quotes to represent the string, but it is generally used for multiline string or **docstrings**.

1. #Using single quotes
2. str1 = 'Hello Python'
3. **print**(str1)
4. #Using double quotes
5. str2 = "Hello Python"
6. **print**(str2)
8. #Using triple quotes
9. str3 = '''''Triple quotes are generally used for
10. represent the multiline or
11. docstring'''
12. **print**(str3)

**Output:**

Hello Python

Hello Python

Triple quotes are generally used for

represent the multiline or

docstring

## Strings indexing and splitting

Like other languages, the indexing of the Python strings starts from 0. For example, The string "HELLO" is indexed as given in the below figure.
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Consider the following example:

1. str = "HELLO"
2. **print**(str[0])
3. **print**(str[1])
4. **print**(str[2])
5. **print**(str[3])
6. **print**(str[4])
7. # It returns the IndexError because 6th index doesn't exist
8. **print**(str[6])

**Output:**

H

E

L

L

O

IndexError: string index out of range

As shown in Python, the slice operator [] is used to access the individual characters of the string. However, we can use the : (colon) operator in Python to access the substring from the given string. Consider the following example.
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Here, we must notice that the upper range given in the slice operator is always exclusive i.e., if str = 'HELLO' is given, then str[1:3] will always include str[1] = 'E', str[2] = 'L' and nothing else.

Consider the following example:

1. # Given String
2. str = "JAVATPOINT"
3. # Start Oth index to end
4. **print**(str[0:])
5. # Starts 1th index to 4th index
6. **print**(str[1:5])
7. # Starts 2nd index to 3rd index
8. **print**(str[2:4])
9. # Starts 0th to 2nd index
10. **print**(str[:3])
11. #Starts 4th to 6th index
12. **print**(str[4:7])

**Output:**

JAVATPOINT

AVAT

VA

JAV

TPO

We can do the negative slicing in the string; it starts from the rightmost character, which is indicated as -1. The second rightmost index indicates -2, and so on. Consider the following image.
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Consider the following example

1. str = 'JAVATPOINT'
2. **print**(str[-1])
3. **print**(str[-3])
4. **print**(str[-2:])
5. **print**(str[-4:-1])
6. **print**(str[-7:-2])
7. # Reversing the given string
8. **print**(str[::-1])
9. **print**(str[-12])

**Output:**

T

I

NT

OIN

ATPOI

TNIOPTAVAJ

IndexError: string index out of range

## Reassigning Strings

Updating the content of the strings is as easy as assigning it to a new string. The string object doesn't support item assignment i.e., A string can only be replaced with new string since its content cannot be partially replaced. Strings are immutable in Python.

Consider the following example.

### Example 1

1. str = "HELLO"
2. str[0] = "h"
3. **print**(str)

**Output:**

Traceback (most recent call last):

File "12.py", line 2, in <module>

str[0] = "h";

TypeError: 'str' object does not support item assignment

However, in example 1, the string **str** can be assigned completely to a new content as specified in the following example.

### Example 2

1. str = "HELLO"
2. **print**(str)
3. str = "hello"
4. **print**(str)

**Output:**

HELLO

hello

## Deleting the String

As we know that strings are immutable. We cannot delete or remove the characters from the string.  But we can delete the entire string using the **del** keyword.

1. str = "JAVATPOINT"
2. **del** str[1]

**Output:**

TypeError: 'str' object doesn't support item deletion

Now we are deleting entire string.

1. str1 = "JAVATPOINT"
2. **del** str1
3. **print**(str1)

**Output:**

NameError: name 'str1' is not defined

## String Operators

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | It is known as concatenation operator used to join the strings given either side of the operator. |
| \* | It is known as repetition operator. It concatenates the multiple copies of the same string. |
| [] | It is known as slice operator. It is used to access the sub-strings of a particular string. |
| [:] | It is known as range slice operator. It is used to access the characters from the specified range. |
| in | It is known as membership operator. It returns if a particular sub-string is present in the specified string. |
| not in | It is also a membership operator and does the exact reverse of in. It returns true if a particular substring is not present in the specified string. |
| r/R | It is used to specify the raw string. Raw strings are used in the cases where we need to print the actual meaning of escape characters such as "C://python". To define any string as a raw string, the character r or R is followed by the string. |
| % | It is used to perform string formatting. It makes use of the format specifiers used in C programming like %d or %f to map their values in python. We will discuss how formatting is done in python. |

### Example

Consider the following example to understand the real use of Python operators.

1. str = "Hello"
2. str1 = " world"
3. **print**(str\*3) # prints HelloHelloHello
4. **print**(str+str1)# prints Hello world
5. **print**(str[4]) # prints o
6. **print**(str[2:4]); # prints ll
7. **print**('w' **in** str) # prints false as w is not present in str
8. **print**('wo' **not** **in** str1) # prints false as wo is present in str1.
9. **print**(r'C://python37') # prints C://python37 as it is written
10. **print**("The string str : %s"%(str)) # prints The string str : Hello

**Output:**

HelloHelloHello

Hello world

o

ll

False

False

C://python37

The string str : Hello

## Python String Formatting

### Escape Sequence

Let's suppose we need to write the text as - They said, "Hello what's going on?"- the given statement can be written in single quotes or double quotes but it will raise the **SyntaxError** as it contains both single and double-quotes.

## Example

Consider the following example to understand the real use of Python operators.

1. str = "They said, "Hello what's going on?""
2. **print**(str)

**Output:**

SyntaxError: invalid syntax

We can use the triple quotes to accomplish this problem but Python provides the escape sequence.

The backslash(/) symbol denotes the escape sequence. The backslash can be followed by a special character and it interpreted differently. The single quotes inside the string must be escaped. We can apply the same as in the double quotes.

### Example -

1. # using triple quotes
2. **print**('''''They said, "What's there?"''')
4. # escaping single quotes
5. **print**('They said, "What\'s going on?"')
7. # escaping double quotes
8. **print**("They said, \"What's going on?\"")

**Output:**

They said, "What's there?"

They said, "What's going on?"

They said, "What's going on?"

The list of an escape sequence is given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr.** | **Escape Sequence** | **Description** | **Example** |
| 1. | \newline | It ignores the new line. | print("Python1 \  Python2 \  Python3")  **Output:**  Python1 Python2 Python3 |
| 2. | \\ | Backslash | print("\\")  **Output:**  \ |
| 3. | \' | Single Quotes | print('\'')  **Output:**  ' |
| 4. | \\'' | Double Quotes | print("\"")  **Output:**  " |
| 5. | \a | ASCII Bell | print("\a") |
| 6. | \b | ASCII Backspace(BS) | print("Hello \b World")  **Output:**  Hello World |
| 7. | \f | ASCII Formfeed | print("Hello \f World!")  Hello World! |
| 8. | \n | ASCII Linefeed | print("Hello \n World!")  **Output:**  Hello  World! |
| 9. | \r | ASCII Carriege Return(CR) | print("Hello \r World!")  **Output:**  World! |
| 10. | \t | ASCII Horizontal Tab | print("Hello \t World!")  **Output:**  Hello World! |
| 11. | \v | ASCII Vertical Tab | print("Hello \v World!")  **Output:**  Hello  World! |
| 12. | \ooo | Character with octal value | print("\110\145\154\154\157")  **Output:**  Hello |
| 13 | \xHH | Character with hex value. | print("\x48\x65\x6c\x6c\x6f")  **Output:**  Hello |

Here is the simple example of escape sequence.

1. **print**("C:\\Users\\DEVANSH SHARMA\\Python32\\Lib")
2. **print**("This is the \n multiline quotes")
3. **print**("This is \x48\x45\x58 representation")

**Output:**

C:\Users\DEVANSH SHARMA\Python32\Lib

This is the

multiline quotes

This is HEX representation

We can ignore the escape sequence from the given string by using the raw string. We can do this by writing **r** or **R** in front of the string. Consider the following example.

1. **print**(r"C:\\Users\\DEVANSH SHARMA\\Python32")

**Output:**

C:\\Users\\DEVANSH SHARMA\\Python32

## The format() method

The **format()** method is the most flexible and useful method in formatting strings. The curly braces {} are used as the placeholder in the string and replaced by the **format()** method argument. Let's have a look at the given an example:

1. # Using Curly braces
2. **print**("{} and {} both are the best friend".format("Devansh","Abhishek"))
4. #Positional Argument
5. **print**("{1} and {0} best players ".format("Virat","Rohit"))
7. #Keyword Argument
8. **print**("{a},{b},{c}".format(a = "James", b = "Peter", c = "Ricky"))

**Output:**

Devansh and Abhishek both are the best friend

Rohit and Virat best players

James,Peter,Ricky

## Python String Formatting Using % Operator

Python allows us to use the format specifiers used in C's printf statement. The format specifiers in Python are treated in the same way as they are treated in C. However, Python provides an additional operator %, which is used as an interface between the format specifiers and their values. In other words, we can say that it binds the format specifiers to the values.

Consider the following example.

1. Integer = 10;
2. Float = 1.290
3. String = "Devansh"
4. **print**("Hi I am Integer ... My value is %d\nHi I am float ... My value is %f\nHi I am string ... My value is %s"%(Integer,Float,String))

**Output:**

Hi I am Integer ... My value is 10

Hi I am float ... My value is 1.290000

Hi I am string ... My value is Devansh

## Python String functions

Python provides various in-built functions that are used for string handling. Many String fun

|  |  |
| --- | --- |
| **Method** | **Description** |
| [capitalize()](https://www.javatpoint.com/python-string-capitalize-method) | It capitalizes the first character of the String. This function is deprecated in python3 |
| [casefold()](https://www.javatpoint.com/python-string-casefold-method) | It returns a version of s suitable for case-less comparisons. |
| [center(width ,fillchar)](https://www.javatpoint.com/python-string-center-method) | It returns a space padded string with the original string centred with equal number of left and right spaces. |
| [count(string,begin,end)](https://www.javatpoint.com/python-string-count-method) | It counts the number of occurrences of a substring in a String between begin and end index. |
| decode(encoding = 'UTF8', errors = 'strict') | Decodes the string using codec registered for encoding. |
| [encode()](https://www.javatpoint.com/python-string-encode-method) | Encode S using the codec registered for encoding. Default encoding is 'utf-8'. |
| [endswith(suffix ,begin=0,end=len(string))](https://www.javatpoint.com/python-string-endswith-method) | It returns a Boolean value if the string terminates with given suffix between begin and end. |
| [expandtabs(tabsize = 8)](https://www.javatpoint.com/python-string-expandtabs-method) | It defines tabs in string to multiple spaces. The default space value is 8. |
| [find(substring ,beginIndex, endIndex)](https://www.javatpoint.com/python-string-find-method) | It returns the index value of the string where substring is found between begin index and end index. |
| [format(value)](https://www.javatpoint.com/python-string-format-method) | It returns a formatted version of S, using the passed value. |
| [index(subsring, beginIndex, endIndex)](https://www.javatpoint.com/python-string-index-method) | It throws an exception if string is not found. It works same as find() method. |
| [isalnum()](https://www.javatpoint.com/python-string-isalnum-method) | It returns true if the characters in the string are alphanumeric i.e., alphabets or numbers and there is at least 1 character. Otherwise, it returns false. |
| [isalpha()](https://www.javatpoint.com/python-string-isalpha-method) | It returns true if all the characters are alphabets and there is at least one character, otherwise False. |
| [isdecimal()](https://www.javatpoint.com/python-string-isdecimal-method) | It returns true if all the characters of the string are decimals. |
| [isdigit()](https://www.javatpoint.com/python-string-isdigit-method) | It returns true if all the characters are digits and there is at least one character, otherwise False. |
| [isidentifier()](https://www.javatpoint.com/python-string-isidentifier-method) | It returns true if the string is the valid identifier. |
| [islower()](https://www.javatpoint.com/python-string-islower-method) | It returns true if the characters of a string are in lower case, otherwise false. |
| [isnumeric()](https://www.javatpoint.com/python-string-isnumeric-method) | It returns true if the string contains only numeric characters. |
| [isprintable()](https://www.javatpoint.com/python-string-isprintable-method) | It returns true if all the characters of s are printable or s is empty, false otherwise. |
| [isupper()](https://www.javatpoint.com/python-string-isupper-method) | It returns false if characters of a string are in Upper case, otherwise False. |
| [isspace()](https://www.javatpoint.com/python-string-isspace-method) | It returns true if the characters of a string are white-space, otherwise false. |
| [istitle()](https://www.javatpoint.com/python-string-istitle-method) | It returns true if the string is titled properly and false otherwise. A title string is the one in which the first character is upper-case whereas the other characters are lower-case. |
| [isupper()](https://www.javatpoint.com/python-string-isupper-method) | It returns true if all the characters of the string(if exists) is true otherwise it returns false. |
| [join(seq)](https://www.javatpoint.com/python-string-join-method) | It merges the strings representation of the given sequence. |
| len(string) | It returns the length of a string. |
| [ljust(width[,fillchar])](https://www.javatpoint.com/python-string-ljust-method) | It returns the space padded strings with the original string left justified to the given width. |
| [lower()](https://www.javatpoint.com/python-string-lower-method) | It converts all the characters of a string to Lower case. |
| [lstrip()](https://www.javatpoint.com/python-string-lstrip-method) | It removes all leading whitespaces of a string and can also be used to remove particular character from leading. |
| [partition()](https://www.javatpoint.com/python-string-partition-method) | It searches for the separator sep in S, and returns the part before it, the separator itself, and the part after it. If the separator is not found, return S and two empty strings. |
| maketrans() | It returns a translation table to be used in translate function. |
| [replace(old,new[,count])](https://www.javatpoint.com/python-string-replace-method) | It replaces the old sequence of characters with the new sequence. The max characters are replaced if max is given. |
| [rfind(str,beg=0,end=len(str))](https://www.javatpoint.com/python-string-rfind-method) | It is similar to find but it traverses the string in backward direction. |
| [rindex(str,beg=0,end=len(str))](https://www.javatpoint.com/python-string-rindex-method) | It is same as index but it traverses the string in backward direction. |
| [rjust(width,[,fillchar])](https://www.javatpoint.com/python-string-rjust-method) | Returns a space padded string having original string right justified to the number of characters specified. |
| [rstrip()](https://www.javatpoint.com/python-string-rstrip-method) | It removes all trailing whitespace of a string and can also be used to remove particular character from trailing. |
| [rsplit(sep=None, maxsplit = -1)](https://www.javatpoint.com/python-string-rsplit-method) | It is same as split() but it processes the string from the backward direction. It returns the list of words in the string. If Separator is not specified then the string splits according to the white-space. |
| [split(str,num=string.count(str))](https://www.javatpoint.com/python-string-split-method) | Splits the string according to the delimiter str. The string splits according to the space if the delimiter is not provided. It returns the list of substring concatenated with the delimiter. |
| [splitlines(num=string.count('\n'))](https://www.javatpoint.com/python-string-splitlines-method) | It returns the list of strings at each line with newline removed. |
| [startswith(str,beg=0,end=len(str))](https://www.javatpoint.com/python-string-startswith-method) | It returns a Boolean value if the string starts with given str between begin and end. |
| strip([chars]) | It is used to perform lstrip() and rstrip() on the string. |
| [swapcase()](https://www.javatpoint.com/python-string-swapcase-method) | It inverts case of all characters in a string. |
| title() | It is used to convert the string into the title-case i.e., The string **meEruT** will be converted to Meerut. |
| [translate(table,deletechars = '')](https://www.javatpoint.com/python-string-translate-method) | It translates the string according to the translation table passed in the function . |
| [upper()](https://www.javatpoint.com/python-string-upper-method) | It converts all the characters of a string to Upper Case. |
| [zfill(width)](https://www.javatpoint.com/python-string-zfill-method) | Returns original string leftpadded with zeros to a total of width characters; intended for numbers, zfill() retains any sign given (less one zero). |
| [rpartition()](https://www.javatpoint.com/python-string-rpartition-method) |  |

# Python List

A list in Python is used to store the sequence of various types of data. Python lists are mutable type its mean we can modify its element after it created. However, Python consists of six data-types that are capable to store the sequences, but the most common and reliable type is the list.

A list can be defined as a collection of values or items of different types. The items in the list are separated with the comma (,) and enclosed with the square brackets [].

A list can be define as below

1. L1 = ["John", 102, "USA"]
2. L2 = [1, 2, 3, 4, 5, 6]

IIf we try to print the type of L1, L2, and L3 using type() function then it will come out to be a list.

1. **print**(type(L1))
2. **print**(type(L2))

**Output:**

<class 'list'>

<class 'list'>

### Characteristics of Lists

The list has the following characteristics:

* The lists are ordered.
* The element of the list can access by index.
* The lists are the mutable type.
* The lists are mutable types.
* A list can store the number of various elements.

Let's check the first statement that lists are the ordered.

1. a = [1,2,"Peter",4.50,"Ricky",5,6]
2. b = [1,2,5,"Peter",4.50,"Ricky",6]
3. a ==b

**Output:**

False

Both lists have consisted of the same elements, but the second list changed the index position of the 5th element that violates the order of lists. When compare both lists it returns the false.

Lists maintain the order of the element for the lifetime. That's why it is the ordered collection of objects.

1. a = [1, 2,"Peter", 4.50,"Ricky",5, 6]
2. b = [1, 2,"Peter", 4.50,"Ricky",5, 6]
3. a == b

**Output:**

True

Let's have a look at the list example in detail.

1. emp = ["John", 102, "USA"]
2. Dep1 = ["CS",10]
3. Dep2 = ["IT",11]
4. HOD\_CS = [10,"Mr. Holding"]
5. HOD\_IT = [11, "Mr. Bewon"]
6. **print**("printing employee data...")
7. **print**("Name : %s, ID: %d, Country: %s"%(emp[0],emp[1],emp[2]))
8. **print**("printing departments...")
9. **print**("Department 1:\nName: %s, ID: %d\nDepartment 2:\nName: %s, ID: %s"%(Dep1[0],Dep2[1],Dep2[0],Dep2[1]))
10. **print**("HOD Details ....")
11. **print**("CS HOD Name: %s, Id: %d"%(HOD\_CS[1],HOD\_CS[0]))
12. **print**("IT HOD Name: %s, Id: %d"%(HOD\_IT[1],HOD\_IT[0]))
13. **print**(type(emp),type(Dep1),type(Dep2),type(HOD\_CS),type(HOD\_IT))

**Output:**

printing employee data...

Name : John, ID: 102, Country: USA

printing departments...

Department 1:

Name: CS, ID: 11

Department 2:

Name: IT, ID: 11

HOD Details ....

CS HOD Name: Mr. Holding, Id: 10

IT HOD Name: Mr. Bewon, Id: 11

<class 'list'> <class 'list'> <class 'list'> <class 'list'> <class 'list'>

In the above example, we have created the lists which consist of the employee and department details and printed the corresponding details. Observe the above code to understand the concept of the list better.

## List indexing and splitting

The indexing is processed in the same way as it happens with the strings. The elements of the list can be accessed by using the slice operator [].

The index starts from 0 and goes to length - 1. The first element of the list is stored at the 0th index, the second element of the list is stored at the 1st index, and so on.
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We can get the sub-list of the list using the following syntax.

1. list\_varible(start:stop:step)

* The **start** denotes the starting index position of the list.
* The **stop** denotes the last index position of the list.
* The **step** is used to skip the nth element within a **start:stop**

Consider the following example:

1. list = [1,2,3,4,5,6,7]
2. **print**(list[0])
3. **print**(list[1])
4. **print**(list[2])
5. **print**(list[3])
6. # Slicing the elements
7. **print**(list[0:6])
8. # By default the index value is 0 so its starts from the 0th element and go for index -1.
9. **print**(list[:])
10. **print**(list[2:5])
11. **print**(list[1:6:2])

**Output:**

1

2

3

4

[1, 2, 3, 4, 5, 6]

[1, 2, 3, 4, 5, 6, 7]

[3, 4, 5]

[2, 4, 6]

Unlike other languages, Python provides the flexibility to use the negative indexing also. The negative indices are counted from the right. The last element (rightmost) of the list has the index -1; its adjacent left element is present at the index -2 and so on until the left-most elements are encountered.
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Let's have a look at the following example where we will use negative indexing to access the elements of the list.

1. list = [1,2,3,4,5]
2. **print**(list[-1])
3. **print**(list[-3:])
4. **print**(list[:-1])
5. **print**(list[-3:-1])

**Output:**

5

[3, 4, 5]

[1, 2, 3, 4]

[3, 4]

As we discussed above, we can get an element by using negative indexing. In the above code, the first print statement returned the rightmost element of the list. The second print statement returned the sub-list, and so on.

## Updating List values

Lists are the most versatile data structures in Python since they are mutable, and their values can be updated by using the slice and assignment operator.

Python also provides append() and insert() methods, which can be used to add values to the list.

Consider the following example to update the values inside the list.

1. list = [1, 2, 3, 4, 5, 6]
2. **print**(list)
3. # It will assign value to the value to the second index
4. list[2] = 10
5. **print**(list)
6. # Adding multiple-element
7. list[1:3] = [89, 78]
8. **print**(list)
9. # It will add value at the end of the list
10. list[-1] = 25
11. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

The list elements can also be deleted by using the **del** keyword. Python also provides us the **remove()** method if we do not know which element is to be deleted from the list.

Consider the following example to delete the list elements.

1. list = [1, 2, 3, 4, 5, 6]
2. **print**(list)
3. # It will assign value to the value to second index
4. list[2] = 10
5. **print**(list)
6. # Adding multiple element
7. list[1:3] = [89, 78]
8. **print**(list)
9. # It will add value at the end of the list
10. list[-1] = 25
11. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6]

[1, 2, 10, 4, 5, 6]

[1, 89, 78, 4, 5, 6]

[1, 89, 78, 4, 5, 25]

## Python List Operations

The concatenation (+) and repetition (\*) operators work in the same way as they were working with the strings.

Let's see how the list responds to various operators.

1. Consider a Lists l1 = [1, 2, 3, 4], **and** l2 = [5, 6, 7, 8] to perform operation.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Repetition | The repetition operator enables the list elements to be repeated multiple times. | L1\*2 = [1, 2, 3, 4, 1, 2, 3, 4] |
| Concatenation | It concatenates the list mentioned on either side of the operator. | l1+l2 = [1, 2, 3, 4, 5, 6, 7, 8] |
| Membership | It returns true if a particular item exists in a particular list otherwise false. | print(2 in l1) prints True. |
| Iteration | The for loop is used to iterate over the list elements. | for i in l1:  print(i)  **Output**  1  2  3  4 |
| Length | It is used to get the length of the list | len(l1) = 4 |

## Iterating a List

A list can be iterated by using a for - in loop. A simple list containing four strings, which can be iterated as follows.

1. list = ["John", "David", "James", "Jonathan"]
2. **for** i **in** list:
3. # The i variable will iterate over the elements of the List and contains each element in each iteration.
4. **print**(i)

**Output:**

John

David

James

Jonathan

## Adding elements to the list

Python provides append() function which is used to add an element to the list. However, the append() function can only add value to the end of the list.

Consider the following example in which, we are taking the elements of the list from the user and printing the list on the console.

1. #Declaring the empty list
2. l =[]
3. #Number of elements will be entered by the user
4. n = int(input("Enter the number of elements in the list:"))
5. # for loop to take the input
6. **for** i **in** range(0,n):
7. # The input is taken from the user and added to the list as the item
8. l.append(input("Enter the item:"))
9. **print**("printing the list items..")
10. # traversal loop to print the list items
11. **for** i **in** l:
12. **print**(i, end = "  ")

**Output:**

Enter the number of elements in the list:5

Enter the item:25

Enter the item:46

Enter the item:12

Enter the item:75

Enter the item:42

printing the list items

25 46 12 75 42

## Removing elements from the list

Python provides the **remove()** function which is used to remove the element from the list. Consider the following example to understand this concept.

**Example -**

1. list = [0,1,2,3,4]
2. **print**("printing original list: ");
3. **for** i **in** list:
4. **print**(i,end=" ")
5. list.remove(2)
6. **print**("\nprinting the list after the removal of first element...")
7. **for** i **in** list:
8. **print**(i,end=" ")

**Output:**

printing original list:

0 1 2 3 4

printing the list after the removal of first element...

0 1 3 4

## Python List Built-in functions

Python provides the following built-in functions, which can be used with the lists.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Function** | **Description** | **Example** |
| 1 | cmp(list1, list2) | It compares the elements of both the lists. | This method is not used in the Python 3 and the above versions. |
| 2 | len(list) | It is used to calculate the length of the list. | L1 = [1,2,3,4,5,6,7,8]  print(len(L1))  8 |
| 3 | max(list) | It returns the maximum element of the list. | L1 = [12,34,26,48,72]  print(max(L1))  72 |
| 4 | min(list) | It returns the minimum element of the list. | L1 = [12,34,26,48,72]  print(min(L1))  12 |
| 5 | list(seq) | It converts any sequence to the list. | str = "Johnson"  s = list(str)  print(type(s))  <class list> |

Let's have a look at the few list examples.

**Example: 1-** Write the program to remove the duplicate element of the list.

1. list1 = [1,2,2,3,55,98,65,65,13,29]
2. # Declare an empty list that will store unique values
3. list2 = []
4. **for** i **in** list1:
5. **if** i **not** **in** list2:
6. list2.append(i)
7. **print**(list2)

**Output:**

[1, 2, 3, 55, 98, 65, 13, 29]

**Example:2-** Write a program to find the sum of the element in the list.

1. list1 = [3,4,5,9,10,12,24]
2. sum = 0
3. **for** i **in** list1:
4. sum = sum+i
5. **print**("The sum is:",sum)

**Output:**

The sum is: 67

**Example: 3-** Write the program to find the lists consist of at least one common element.

1. list1 = [1,2,3,4,5,6]
2. list2 = [7,8,9,2,10]
3. **for** x **in** list1:
4. **for** y **in** list2:
5. **if** x == y:
6. **print**("The common element is:",x)

**Output:**

The common element is: 2

# Python Tuples

A collection of ordered and immutable objects is known as a tuple. Tuples and lists are similar as they both are sequences. Though, tuples and lists are different because we cannot modify tuples, although we can modify lists after creating them, and also because we use parentheses to create tuples while we use square brackets to create lists.

Placing different values separated by commas and enclosed in parentheses forms a tuple. For instance,

**Example**

1. tuple\_1 = ("Python", "tuples", "immutable", "object")
2. tuple\_2 = (23, 42, 12, 53, 64)
3. tuple\_3 = "Python", "Tuples", "Ordered", "Collection"

We represent an empty tuple by two parentheses enclosing nothing.

1. Empty\_tuple = ()

We need to add a comma after the element to create a tuple of a single element.

1. Tuple\_1 = (50,)

Tuple indices begin at 0, and similar to strings, we can slice them, concatenate them, and perform other operations.

## Creating a Tuple

All the objects (elements) must be enclosed in parenthesis (), each separated by a comma, to form a tuple. Although using parenthesis is not required, it is recommended to do so.

Whatever the number of objects, even of various data types, can be included in a tuple (dictionary, string, float, list, etc.).

**Code**

1. # Python program to show how to create a tuple
3. # Creating an empty tuple
4. empty\_tuple = ()
5. print("Empty tuple: ", empty\_tuple)
7. # Creating tuple having integers
8. int\_tuple = (4, 6, 8, 10, 12, 14)
9. print("Tuple with integers: ", int\_tuple)
11. # Creating a tuple having objects of different data types
12. mixed\_tuple = (4, "Python", 9.3)
13. print("Tuple with different data types: ", mixed\_tuple)
15. # Creating a nested tuple
16. nested\_tuple = ("Python", {4: 5, 6: 2, 8:2}, (5, 3, 5, 6))
17. print("A nested tuple: ", nested\_tuple)

**Output:**

Empty tuple: ()

Tuple with integers: (4, 6, 8, 10, 12, 14)

Tuple with different data types: (4, 'Python', 9.3)

A nested tuple: ('Python', {4: 5, 6: 2, 8: 2}, (5, 3, 5, 6))

Parentheses are not mandated to build tuples. Tuple packing is the term for this.

**Code**

1. # Python program to create a tuple without using parentheses
3. # Creating a tuple
4. tuple\_ = 4, 5.7, "Tuples", ["Python", "Tuples"]
6. # displaying the tuple created
7. print(tuple\_)
9. # Checking the data type of object tuple\_
10. print( type(tuple\_) )
12. # trying to modify tuple\_
13. **try**:
14. tuple\_[1] = 4.2
15. except:
16. print( TypeError )

**Output:**

(4, 5.7, 'Tuples', ['Python', 'Tuples'])

<class 'tuple'>

<class 'TypeError'>

It can be challenging to build a tuple with just one element.

Placing just the element in parentheses is not sufficient. It will require a comma after the element to be recognized as a tuple.

**Code**

1. # Python program to show how to create a tuple having a single element
3. single\_tuple = ("Tuple")
4. print( type(single\_tuple) )
6. # Creating a tuple that has only one element
7. single\_tuple = ("Tuple",)
8. print( type(single\_tuple) )
10. # Creating tuple without parentheses
11. single\_tuple = "Tuple",
12. print( type(single\_tuple) )

**Output:**

<class 'str'>

<class 'tuple'>

<class 'tuple'>

## Accessing Tuple Elements

We can access the objects of a tuple in a variety of ways.

### Indexing

To access an object of a tuple, we can use the index operator [], where indexing in the tuple starts from 0.

A tuple with 5 items will have indices ranging from 0 to 4. An IndexError will be raised if we try to access an index from the tuple that is outside the range of the tuple index. In this case, an index above 4 will be out of range.

We cannot give an index of a floating data type or other kinds because the index in Python must be an integer. TypeError will appear as a result if we give a floating index.

The example below illustrates how indexing is performed in nested tuples to access elements.

**Code**

1. # Python program to show how to access tuple elements
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Collection")
6. print(tuple\_[0])
7. print(tuple\_[1])
8. # trying to access element index more than the length of a tuple
9. **try**:
10. print(tuple\_[5])
11. except Exception as e:
12. print(e)
13. # trying to access elements through the index of floating data type
14. **try**:
15. print(tuple\_[1.0])
16. except Exception as e:
17. print(e)
19. # Creating a nested tuple
20. nested\_tuple = ("Tuple", [4, 6, 2, 6], (6, 2, 6, 7))
22. # Accessing the index of a nested tuple
23. print(nested\_tuple[0][3])
24. print(nested\_tuple[1][1])

**Output:**

Python

Tuple

tuple index out of range

tuple indices must be integers or slices, not float

l

6

### Negative Indexing

Python's sequence objects support negative indexing.

The last item of the collection is represented by -1, the second last item by -2, and so on.

**Code**

1. # Python program to show how negative indexing works in Python tuples
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Collection")
6. # Printing elements using negative indices
7. print("Element at -1 index: ", tuple\_[-1])
9. print("Elements between -4 and -1 are: ", tuple\_[-4:-1])

**Output:**

Element at -1 index: Collection

Elements between -4 and -1 are: ('Python', 'Tuple', 'Ordered')

### Slicing

We can use a slicing operator, a colon (:), to access a range of tuple elements.

**Code**

1. # Python program to show how slicing works in Python tuples
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Objects")
6. # Using slicing to access elements of the tuple
7. print("Elements between indices 1 and 3: ", tuple\_[1:3])
9. # Using negative indexing in slicing
10. print("Elements between indices 0 and -4: ", tuple\_[:-4])
12. # Printing the entire tuple by using the **default** start and end values.
13. print("Entire tuple: ", tuple\_[:])

**Output:**

Elements between indices 1 and 3: ('Tuple', 'Ordered')

Elements between indices 0 and -4: ('Python', 'Tuple')

Entire tuple: ('Python', 'Tuple', 'Ordered', 'Immutable', 'Collection', 'Objects')

## Deleting a Tuple

The elements of a tuple cannot be changed, as was already said. Therefore, we are unable to eliminate or remove elements of a tuple.

However, the keyword del makes it feasible to delete a tuple completely.

**Code**

1. # Python program to show how to delete elements of a Python tuple
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Objects")
6. # Deleting a particular element of the tuple
7. **try**:
8. del tuple\_[3]
9. print(tuple\_)
10. except Exception as e:
11. print(e)
13. # Deleting the variable from the global space of the program
14. del tuple\_
16. # Trying accessing the tuple after deleting it
17. **try**:
18. print(tuple\_)
19. except Exception as e:
20. print(e)

**Output:**

'tuple' object doesn't support item deletion

name 'tuple\_' is not defined

## Repetition Tuples in Python

**Code**

1. # Python program to show repetition in tuples
3. tuple\_ = ('Python',"Tuples")
4. print("Original tuple is: ", tuple\_)
6. # Repeting the tuple elements
7. tuple\_ = tuple\_ \* 3
8. print("New tuple is: ", tuple\_)

**Output:**

Original tuple is: ('Python', 'Tuples')

New tuple is: ('Python', 'Tuples', 'Python', 'Tuples', 'Python', 'Tuples')

## Tuple Methods

Tuple does not provide methods to add or delete elements, and there are only the following two choices.

Examples of these methods are given below.

**Code**

1. # Python program to show how to tuple methods (.index() and .count()) work
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Ordered")
6. # Counting the occurrence of an element of the tuple using the count() method
7. print(tuple\_.count('Ordered'))
9. # Getting the index of an element using the index() method
10. print(tuple\_.index('Ordered')) # This method returns index of the first occurrence of the element

**Output:**

2

2

## Tuple Membership Test

Using the in keyword, we can determine whether an item is present in the given tuple or not.

**Code**

1. # Python program to show how to perform membership test **for** tuples
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", "Collection", "Ordered")
6. # In operator
7. print('Tuple' in tuple\_)
8. print('Items' in tuple\_)
10. # Not in operator
11. print('Immutable' not in tuple\_)
12. print('Items' not in tuple\_)

**Output:**

True

False

False

True

## Iterating Through a Tuple

We can use a for loop to iterate through each element of a tuple.

**Code**

1. # Python program to show how to iterate over tuple elements
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable")
6. # Iterating over tuple elements using a **for** loop
7. **for** item in tuple\_:
8. print(item)

**Output:**

Python

Tuple

Ordered

Immutable

## Changing a Tuple

Tuples, as opposed to lists, are immutable objects.

This implies that after a tuple's elements have been specified, we cannot modify them. However, we can modify the nested elements of an element if the element itself is a mutable data type like a list.

A tuple can be assigned to many values (reassignment).

**Code**

1. # Python program to show that Python tuples are immutable objects
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable", [1,2,3,4])
6. # Trying to change the element at index 2
7. **try**:
8. tuple\_[2] = "Items"
9. print(tuple\_)
10. except Exception as e:
11. print( e )
13. # But inside a tuple, we can change elements of a mutable object
14. tuple\_[-1][2] = 10
15. print(tuple\_)
17. # Changing the whole tuple
18. tuple\_ = ("Python", "Items")
19. print(tuple\_)

**Output:**

'tuple' object does not support item assignment

('Python', 'Tuple', 'Ordered', 'Immutable', [1, 2, 10, 4])

('Python', 'Items')

To merge multiple tuples, we can use the + operator. Concatenation is the term for this.

Using the \* operator, we may also repeat a tuple's elements for a specified number of times. This is already shown above.

The results of the operations + and \* are new tuples.

**Code**

1. # Python program to show how to concatenate tuples
3. # Creating a tuple
4. tuple\_ = ("Python", "Tuple", "Ordered", "Immutable")
6. # Adding a tuple to the tuple\_
7. print(tuple\_ + (4, 5, 6))

**Output:**

('Python', 'Tuple', 'Ordered', 'Immutable', 4, 5, 6)

## Advantages of Tuple over List

Tuples and lists are employed in similar contexts because of how similar they are. A tuple implementation has several benefits over a list, though. The following are a few of the primary benefits:

* We generally employ lists for homogeneous data types and tuples for heterogeneous data types.
* Tuple iteration is quicker than list iteration because tuples are immutable. There is such a modest performance improvement.
* Tuples with immutable components can function as the key for a Python dictionary object. This feature is not feasible with lists.
* Collecting data in a tuple will ensure that it stays write-protected if it never changes.

# Python Set

A Python set is the collection of the unordered items. Each element in the set must be unique, immutable, and the sets remove the duplicate elements. Sets are mutable which means we can modify it after its creation.

Unlike other collections in Python, there is no index attached to the elements of the set, i.e., we cannot directly access any element of the set by the index. However, we can print them all together, or we can get the list of elements by looping through the set.

## Creating a set

The set can be created by enclosing the comma-separated immutable items with the curly braces {}. Python also provides the set() method, which can be used to create the set by the passed sequence.

### Example 1: Using curly braces

1. Days = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

{'Friday', 'Tuesday', 'Monday', 'Saturday', 'Thursday', 'Sunday', 'Wednesday'}

<class 'set'>

looping through the set elements ...

Friday

Tuesday

Monday

Saturday

Thursday

Sunday

Wednesday

### Example 2: Using set() method

1. Days = set(["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"])
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

{'Friday', 'Wednesday', 'Thursday', 'Saturday', 'Monday', 'Tuesday', 'Sunday'}

<class 'set'>

looping through the set elements ...

Friday

Wednesday

Thursday

Saturday

Monday

Tuesday

Sunday

It can contain any type of element such as integer, float, tuple etc. But mutable elements (list, dictionary, set) can't be a member of set. Consider the following example.

1. # Creating a set which have immutable elements
2. set1 = {1,2,3, "JavaTpoint", 20.5, 14}
3. **print**(type(set1))
4. #Creating a set which have mutable element
5. set2 = {1,2,3,["Javatpoint",4]}
6. **print**(type(set2))

**Output:**

<class 'set'>

Traceback (most recent call last)

<ipython-input-5-9605bb6fbc68> in <module>

4

5 #Creating a set which holds mutable elements

----> 6 set2 = {1,2,3,["Javatpoint",4]}

7 print(type(set2))

TypeError: unhashable type: 'list'

In the above code, we have created two sets, the set **set1** have immutable elements and set2 have one mutable element as a list. While checking the type of set2, it raised an error, which means set can contain only immutable elements.

Creating an empty set is a bit different because empty curly {} braces are also used to create a dictionary as well. So Python provides the set() method used without an argument to create an empty set.

1. # Empty curly braces will create dictionary
2. set3 = {}
3. **print**(type(set3))
5. # Empty set using set() function
6. set4 = set()
7. **print**(type(set4))

**Output:**

<class 'dict'>

<class 'set'>

Let's see what happened if we provide the duplicate element to the set.

1. set5 = {1,2,4,4,5,8,9,9,10}
2. **print**("Return set with unique elements:",set5)

**Output:**

Return set with unique elements: {1, 2, 4, 5, 8, 9, 10}

In the above code, we can see that **set5** consisted of multiple duplicate elements when we printed it remove the duplicity from the set.

## Adding items to the set

Python provides the **add()** method and **update()** method which can be used to add some particular item to the set. The add() method is used to add a single element whereas the update() method is used to add multiple elements to the set. Consider the following example.

### Example: 1 - Using add() method

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nAdding other months to the set...");
5. Months.add("July");
6. Months.add ("August");
7. **print**("\nPrinting the modified set...");
8. **print**(Months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** Months:
11. **print**(i)

**Output:**

printing the original set ...

{'February', 'May', 'April', 'March', 'June', 'January'}

Adding other months to the set...

Printing the modified set...

{'February', 'July', 'May', 'April', 'March', 'August', 'June', 'January'}

looping through the set elements ...

February

July

May

April

March

August

June

January

To add more than one item in the set, Python provides the **update()** method. It accepts iterable as an argument.

Consider the following example.

### Example - 2 Using update() function

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nupdating the original set ... ")
5. Months.update(["July","August","September","October"]);
6. **print**("\nprinting the modified set ... ")
7. **print**(Months);

**Output:**

printing the original set ...

{'January', 'February', 'April', 'May', 'June', 'March'}

updating the original set ...

printing the modified set ...

{'January', 'February', 'April', 'August', 'October', 'May', 'June', 'July', 'September', 'March'}

## Removing items from the set

Python provides the **discard()** method and **remove()** method which can be used to remove the items from the set. The difference between these function, using discard() function if the item does not exist in the set then the set remain unchanged whereas remove() method will through an error.

Consider the following example.

### Example-1 Using discard() method

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.discard("January");
6. months.discard("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** months:
11. **print**(i)

**Output:**

printing the original set ...

{'February', 'January', 'March', 'April', 'June', 'May'}

Removing some months from the set...

Printing the modified set...

{'February', 'March', 'April', 'June'}

looping through the set elements ...

February

March

April

June

Python provides also the **remove()** method to remove the item from the set. Consider the following example to remove the items using **remove()** method.

### Example-2 Using remove() function

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.remove("January");
6. months.remove("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)

**Output:**

printing the original set ...

{'February', 'June', 'April', 'May', 'January', 'March'}

Removing some months from the set...

Printing the modified set...

{'February', 'June', 'April', 'March'}

We can also use the pop() method to remove the item. Generally, the pop() method will always remove the last item but the set is unordered, we can't determine which element will be popped from set.

Consider the following example to remove the item from the set using pop() method.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving some months from the set...");
5. Months.pop();
6. Months.pop();
7. **print**("\nPrinting the modified set...");
8. **print**(Months)

**Output:**

printing the original set ...

{'June', 'January', 'May', 'April', 'February', 'March'}

Removing some months from the set...

Printing the modified set...

{'May', 'April', 'February', 'March'}

In the above code, the last element of the **Month** set is **March** but the pop() method removed the **June and January** because the set is unordered and the pop() method could not determine the last element of the set.

Python provides the clear() method to remove all the items from the set.

Consider the following example.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving all the items from the set...");
5. Months.clear()
6. **print**("\nPrinting the modified set...")
7. **print**(Months)

**Output:**

printing the original set ...

{'January', 'May', 'June', 'April', 'March', 'February'}

Removing all the items from the set...

Printing the modified set...

set()

## Difference between discard() and remove()

Despite the fact that **discard()** and **remove()** method both perform the same task, There is one main difference between discard() and remove().

If the key to be deleted from the set using discard() doesn't exist in the set, the Python will not give the error. The program maintains its control flow.

On the other hand, if the item to be deleted from the set using remove() doesn't exist in the set, the Python will raise an error.

Consider the following example.

### Example-

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving items through discard() method...");
5. Months.discard("Feb"); #will not give an error although the key feb is not available in the set
6. **print**("\nprinting the modified set...")
7. **print**(Months)
8. **print**("\nRemoving items through remove() method...");
9. Months.remove("Jan") #will give an error as the key jan is not available in the set.
10. **print**("\nPrinting the modified set...")
11. **print**(Months)

**Output:**

printing the original set ...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through discard() method...

printing the modified set...

{'March', 'January', 'April', 'June', 'February', 'May'}

Removing items through remove() method...

Traceback (most recent call last):

File "set.py", line 9, in

Months.remove("Jan")

KeyError: 'Jan'

## Python Set Operations

Set can be performed mathematical operation such as union, intersection, difference, and symmetric difference. Python provides the facility to carry out these operations with operators or methods. We describe these operations as follows.

### Union of two Sets

The union of two sets is calculated by using the pipe (|) operator. The union of the two sets contains all the items that are present in both the sets.
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Consider the following example to calculate the union of two sets.

**Example 1: using union | operator**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday", "Sunday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1|Days2) #printing the union of the sets

**Output:**

{'Friday', 'Sunday', 'Saturday', 'Tuesday', 'Wednesday', 'Monday', 'Thursday'}

Python also provides the **union()** method which can also be used to calculate the union of two sets. Consider the following example.

**Example 2: using union() method**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1.union(Days2)) #printing the union of the sets

**Output:**

{'Friday', 'Monday', 'Tuesday', 'Thursday', 'Wednesday', 'Sunday', 'Saturday'}

### Intersection of two sets

The intersection of two sets can be performed by the **and &** operator or the **intersection() function**. The intersection of the two sets is given as the set of the elements that common in both sets.
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Consider the following example.

**Example 1: Using & operator**

1. Days1 = {"Monday","Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday","Tuesday","Sunday", "Friday"}
3. **print**(Days1&Days2) #prints the intersection of the two sets

**Output:**

{'Monday', 'Tuesday'}

**Example 2: Using intersection() method**

1. set1 = {"Devansh","John", "David", "Martin"}
2. set2 = {"Steve", "Milan", "David", "Martin"}
3. **print**(set1.intersection(set2)) #prints the intersection of the two sets

**Output:**

{'Martin', 'David'}

**Example 3:**

1. set1 = {1,2,3,4,5,6,7}
2. set2 = {1,2,20,32,5,9}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{1,2,5}

## The intersection\_update() method

The **intersection\_update()** method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

The **intersection\_update()** method is different from the intersection() method since it modifies the original set by removing the unwanted items, on the other hand, the intersection() method returns a new set.

Consider the following example.

1. a = {"Devansh", "bob", "castle"}
2. b = {"castle", "dude", "emyway"}
3. c = {"fuson", "gaurav", "castle"}
5. a.intersection\_update(b, c)
7. **print**(a)

**Output:**

{'castle'}

## Difference between the two sets

The difference of two sets can be calculated by using the subtraction (-) operator or **intersection()** method. Suppose there are two sets A and B, and the difference is A-B that denotes the resulting set will be obtained that element of A, which is not present in the set B.
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Consider the following example.

**Example 1 : Using subtraction ( - ) operator**

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1-Days2) #{"Wednesday", "Thursday" will be printed}

**Output:**

{'Thursday', 'Wednesday'}

**Example 2 : Using difference() method**

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1.difference(Days2)) # prints the difference of the two sets Days1 and Days2

**Output:**

{'Thursday', 'Wednesday'}

## Symmetric Difference of two sets

The symmetric difference of two sets is calculated by ^ operator or **symmetric\_difference()** method. Symmetric difference of sets, it removes that element which is present in both sets. Consider the following example:
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**Example - 1: Using ^ operator**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a^b
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

**Example - 2: Using symmetric\_difference() method**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a.symmetric\_difference(b)
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

## Set comparisons

Python allows us to use the comparison operators i.e., <, >, <=, >= , == with the sets by using which we can check whether a set is a subset, superset, or equivalent to other set. The boolean true or false is returned depending upon the items present inside the sets.

Consider the following example.

1. Days1 = {"Monday",  "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday"}
3. Days3 = {"Monday", "Tuesday", "Friday"}
5. #Days1 is the superset of Days2 hence it will print true.
6. **print** (Days1>Days2)
8. #prints false since Days1 is not the subset of Days2
9. **print** (Days1<Days2)
11. #prints false since Days2 and Days3 are not equivalent
12. **print** (Days2 == Days3)

**Output:**

True

False

False

## FrozenSets

The frozen sets are the immutable form of the normal sets, i.e., the items of the frozen set cannot be changed and therefore it can be used as a key in the dictionary.

The elements of the frozen set cannot be changed after the creation. We cannot change or append the content of the frozen sets by using the methods like add() or remove().

The frozenset() method is used to create the frozenset object. The iterable sequence is passed into this method which is converted into the frozen set as a return type of the method.

Consider the following example to create the frozen set.

1. Frozenset = frozenset([1,2,3,4,5])
2. **print**(type(Frozenset))
3. **print**("\nprinting the content of frozen set...")
4. **for** i **in** Frozenset:
5. **print**(i);
6. Frozenset.add(6) #gives an error since we cannot change the content of Frozenset after creation

**Output:**

<class 'frozenset'>

printing the content of frozen set...

1

2

3

4

5

Traceback (most recent call last):

File "set.py", line 6, in <module>

Frozenset.add(6) #gives an error since we can change the content of Frozenset after creation

AttributeError: 'frozenset' object has no attribute 'add'

## Frozenset for the dictionary

If we pass the dictionary as the sequence inside the frozenset() method, it will take only the keys from the dictionary and returns a frozenset that contains the key of the dictionary as its elements.

Consider the following example.

1. Dictionary = {"Name":"John", "Country":"USA", "ID":101}
2. **print**(type(Dictionary))
3. Frozenset = frozenset(Dictionary); #Frozenset will contain the keys of the dictionary
4. **print**(type(Frozenset))
5. **for** i **in** Frozenset:
6. **print**(i)

**Output:**

<class 'dict'>

<class 'frozenset'>

Name

Country

ID

### Set Programming Example

**Example - 1:** Write a program to remove the given number from the set.

1. my\_set = {1,2,3,4,5,6,12,24}
2. n = int(input("Enter the number you want to remove"))
3. my\_set.discard(n)
4. **print**("After Removing:",my\_set)

**Output:**

Enter the number you want to remove:12

After Removing: {1, 2, 3, 4, 5, 6, 24}

**Example - 2:** Write a program to add multiple elements to the set.

1. set1 = set([1,2,4,"John","CS"])
2. set1.update(["Apple","Mango","Grapes"])
3. **print**(set1)

**Output:**

{1, 2, 4, 'Apple', 'John', 'CS', 'Mango', 'Grapes'}

**Example - 3:** Write a program to find the union between two set.

1. set1 = set(["Peter","Joseph", 65,59,96])
2. set2  = set(["Peter",1,2,"Joseph"])
3. set3 = set1.union(set2)
4. **print**(set3)

**Output:**

{96, 65, 2, 'Joseph', 1, 'Peter', 59}

**Example- 4:** Write a program to find the intersection between two sets.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{56, 23}

**Example - 5:** Write the program to add element to the frozenset.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

TypeError: 'frozenset' object does not support item assignment

Above code raised an error because frozensets are immutable and can't be changed after creation.

**Example - 6:** Write the program to find the issuperset, issubset and superset.

1. set1 = set(["Peter","James","Camroon","Ricky","Donald"])
2. set2 = set(["Camroon","Washington","Peter"])
3. set3 = set(["Peter"])
5. issubset = set1 >= set2
6. **print**(issubset)
7. issuperset = set1 <= set2
8. **print**(issuperset)
9. issubset = set3 <= set2
10. **print**(issubset)
11. issuperset = set2 >= set3
12. **print**(issuperset)

**Output:**

False

False

True

True

## Python Built-in set methods

Python contains the following methods to be used with the sets.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [add(item)](https://www.javatpoint.com/python-set-add-method) | It adds an item to the set. It has no effect if the item is already present in the set. |
| 2 | clear() | It deletes all the items from the set. |
| 3 | copy() | It returns a shallow copy of the set. |
| 4 | difference\_update(....) | It modifies this set by removing all the items that are also present in the specified sets. |
| 5 | [discard(item)](https://www.javatpoint.com/python-set-discard-method) | It removes the specified item from the set. |
| 6 | intersection() | It returns a new set that contains only the common elements of both the sets. (all the sets if more than two are specified). |
| 7 | intersection\_update(....) | It removes the items from the original set that are not present in both the sets (all the sets if more than one are specified). |
| 8 | Isdisjoint(....) | Return True if two sets have a null intersection. |
| 9 | Issubset(....) | Report whether another set contains this set. |
| 10 | Issuperset(....) | Report whether this set contains another set. |
| 11 | [pop()](https://www.javatpoint.com/python-set-pop-method) | Remove and return an arbitrary set element that is the last element of the set. Raises KeyError if the set is empty. |
| 12 | [remove(item)](https://www.javatpoint.com/python-set-remove-method) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 13 | symmetric\_difference(....) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 14 | symmetric\_difference\_update(....) | Update a set with the symmetric difference of itself and another. |
| 15 | union(....) | Return the union of sets as a new set. (i.e. all elements that are in either set.) |
| 16 | update() | Update a set with the union of itself and others. |

# Python Dictionary

Python Dictionary is used to store the data in a key-value pair format. The dictionary is the data type in Python, which can simulate the real-life data arrangement where some specific value exists for some particular key. It is the mutable data-structure. The dictionary is defined into element Keys and values.

* Keys must be a single element
* Value can be any type such as list, tuple, integer, etc.

In other words, we can say that a dictionary is the collection of key-value pairs where the value can be any Python object. In contrast, the keys are the immutable Python object, i.e., Numbers, string, or tuple.

## Creating the dictionary

The dictionary can be created by using multiple key-value pairs enclosed with the curly brackets {}, and each key is separated from its value by the colon (:).The syntax to define the dictionary is given below.

**Syntax:**

Play Videox[![https://i.imgur.com/q2gVMyY.png](data:image/png;base64,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)](https://campaign.adpushup.com/get-started/?utm_source=banner&utm_campaign=growth_hack)

1. Dict = {"Name": "Tom", "Age": 22}

In the above dictionary **Dict**, The keys **Name** and **Age** are the string that is an immutable object.

Let's see an example to create a dictionary and print its content.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. print(type(Employee))
3. print("printing Employee data .... ")
4. print(Employee)

**Output**

<class 'dict'>

Printing Employee data ....

{'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}

Python provides the built-in function **dict()** method which is also used to create dictionary. The empty curly braces {} is used to create empty dictionary.

1. # Creating an empty Dictionary
2. Dict = {}
3. print("Empty Dictionary: ")
4. print(Dict)
6. # Creating a Dictionary
7. # with dict() method
8. Dict = dict({1: 'Java', 2: 'T', 3:'Point'})
9. print("\nCreate Dictionary by using  dict(): ")
10. print(Dict)
12. # Creating a Dictionary
13. # with each item as a Pair
14. Dict = dict([(1, 'Devansh'), (2, 'Sharma')])
15. print("\nDictionary with each item as a pair: ")
16. print(Dict)

**Output:**

Empty Dictionary:

{}

Create Dictionary by using dict():

{1: 'Java', 2: 'T', 3: 'Point'}

Dictionary with each item as a pair:

{1: 'Devansh', 2: 'Sharma'}

## Accessing the dictionary values

We have discussed how the data can be accessed in the list and tuple by using the indexing.

However, the values can be accessed in the dictionary by using the keys as keys are unique in the dictionary.

The dictionary values can be accessed in the following way.

Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}

print(type(Employee))

print("printing Employee data .... ")

print("Name : %s" %Employee["Name"])

print("Age : %d" %Employee["Age"])

print("Salary : %d" %Employee["salary"])

print("Company : %s" %Employee["Company"])

**Output:**

<class 'dict'>

printing Employee data ....

Name : John

Age : 29

Salary : 25000

Company : GOOGLE

Python provides us with an alternative to use the get() method to access the dictionary values. It would give the same result as given by the indexing.

## Adding dictionary values

The dictionary is a mutable data type, and its values can be updated by using the specific keys. The value can be updated along with key **Dict[key] = value**. The update() method is also used to update an existing value.

Note: If the key-value already present in the dictionary, the value gets updated. Otherwise, the new keys added in the dictionary.

Let's see an example to update the dictionary values.

**Example - 1:**

# Creating an empty Dictionary

1. Dict = {}
2. print("Empty Dictionary: ")
3. print(Dict)
5. # Adding elements to dictionary one at a time
6. Dict[0] = 'Peter'
7. Dict[2] = 'Joseph'
8. Dict[3] = 'Ricky'
9. print("\nDictionary after adding 3 elements: ")
10. print(Dict)
12. # Adding set of values
13. # with a single Key
14. # The Emp\_ages doesn't exist to dictionary
15. Dict['Emp\_ages'] = 20, 33, 24
16. print("\nDictionary after adding 3 elements: ")
17. print(Dict)
19. # Updating existing Key's Value
20. Dict[3] = 'JavaTpoint'
21. print("\nUpdated key value: ")
22. print(Dict)

**Output:**

Empty Dictionary:

{}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky'}

Dictionary after adding 3 elements:

{0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}

Updated key value:

{0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

**Example - 2:**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. print(type(Employee))
3. print("printing Employee data .... ")
4. print(Employee)
5. print("Enter the details of the new employee....");
6. Employee["Name"] = input("Name: ");
7. Employee["Age"] = int(input("Age: "));
8. Employee["salary"] = int(input("Salary: "));
9. Employee["Company"] = input("Company:");
10. print("printing the new data");
11. print(Employee)
12. Output:
13. Empty Dictionary:
14. {}
15. Dictionary after adding 3 elements:
16. {0: 'Peter', 2: 'Joseph', 3: 'Ricky'}
17. Dictionary after adding 3 elements:
18. {0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}
19. Updated key value:
20. {0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

## Deleting elements using del keyword

1. The items of the dictionary can be deleted by using the **del** keyword as given below.
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
3. print(type(Employee))
4. print("printing Employee data .... ")
5. print(Employee)
6. print("Deleting some of the employee data")
7. del Employee["Name"]
8. del Employee["Company"]
9. print("printing the modified information ")
10. print(Employee)
11. print("Deleting the dictionary: Employee");
12. del Employee
13. print("Lets try to print it again ");
14. print(Employee)
15. **Output:**
16. <class 'dict'>
17. printing Employee data ....
18. {'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}
19. Deleting some of the employee data
20. printing the modified information
21. {'Age': 29, 'salary': 25000}
22. Deleting the dictionary: Employee
23. Lets try to print it again
24. NameError: name 'Employee' is not defined
25. The last print statement in the above code, it raised an error because we tried to print the Employee dictionary that already deleted.
26. **Using pop() method**
27. The **pop()** method accepts the key as an argument and remove the associated value. Consider the following example.
28. # Creating a Dictionary
29. Dict = {1: 'JavaTpoint', 2: 'Peter', 3: 'Thomas'}
30. # Deleting a key
31. # using pop() method
32. pop\_ele = Dict.pop(3)
33. print(Dict)
34. **Output:**
35. {1: 'JavaTpoint', 2: 'Peter'}
36. Python also provides a built-in methods popitem() and clear() method for remove elements from the dictionary. The popitem() removes the arbitrary element from a dictionary, whereas the clear() method removes all elements to the whole dictionary.

## Iterating Dictionary

1. A dictionary can be iterated using for loop as given below.

### Example 1

1. **# for loop to print all the keys of a dictionary**
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
3. for x in Employee:
4. print(x)
5. **Output:**

Name

Age

salary

Company

### Example 2

1. **#for loop to print all the values of the dictionary**
2. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
3. for x in Employee:
4. print(Employee[x])
5. **Output:**
6. John
7. 29
8. 25000
9. GOOGLE
10. Example - 3
11. **#for loop to print the values of the dictionary by using values() method.**
12. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
13. for x in Employee.values():
14. print(x)
15. **Output:**
16. John
17. 29
18. 25000
19. GOOGLE
20. Example 4
21. **#for loop to print the items of the dictionary by using items() method.**
22. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
23. for x in Employee.items():
24. print(x)
25. **Output:**
26. ('Name', 'John')
27. ('Age', 29)
28. ('salary', 25000)
29. ('Company', 'GOOGLE')
30. Properties of Dictionary keys
31. 1. In the dictionary, we cannot store multiple values for the same keys. If we pass more than one value for a single key, then the value which is last assigned is considered as the value of the key.
32. Consider the following example.
33. Employee={"Name":"John","Age":29,"Salary":25000,"Company":"GOOGLE","Name":"John"}
34. for x,y in Employee.items():
35. print(x,y)
36. **Output:**
37. Name John
38. Age 29
39. Salary 25000
40. Company GOOGLE
41. 2. In python, the key cannot be any mutable object. We can use numbers, strings, or tuples as the key, but we cannot use any mutable object like the list as the key in the dictionary.
42. Consider the following example.
43. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}
44. for x,y in Employee.items():
45. print(x,y)
46. **Output:**
47. Traceback (most recent call last):
48. File "dictionary.py", line 1, in
49. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}
50. TypeError: unhashable type: 'list'

## Built-in Dictionary functions

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| SN | Function | Description |
| 1 | cmp(dict1, dict2) | It compares the items of both the dictionary and returns true if the first dictionary values are greater than the second dictionary, otherwise it returns false. |
| 2 | len(dict) | It is used to calculate the length of the dictionary. |
| 3 | str(dict) | It converts the dictionary into the printable string representation. |
| 4 | type(variable) | It is used to print the type of the passed variable. |

## Built-in Dictionary methods

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| SN | Method | Description |
| 1 | [dic.clear()](https://www.javatpoint.com/python-dictionary-clear-method) | It is used to delete all the items of the dictionary. |
| 2 | [dict.copy()](https://www.javatpoint.com/python-dictionary-copy-method) | It returns a shallow copy of the dictionary. |
| 3 | [dict.fromkeys(iterable, value = None, /)](https://www.javatpoint.com/python-dictionary-fromkeys-method) | Create a new dictionary from the iterable with the values equal to value. |
| 4 | [dict.get(key, default = "None")](https://www.javatpoint.com/python-dictionary-get-method) | It is used to get the value specified for the passed key. |
| 5 | dict.has\_key(key) | It returns true if the dictionary contains the specified key. |
| 6 | [dict.items()](https://www.javatpoint.com/python-dictionary-items-method) | It returns all the key-value pairs as a tuple. |
| 7 | [dict.keys()](https://www.javatpoint.com/python-dictionary-keys-method) | It returns all the keys of the dictionary. |
| 8 | [dict.setdefault(key,default= "None")](https://www.javatpoint.com/python-dictionary-setdefault-method) | It is used to set the key to the default value if the key is not specified in the dictionary |
| 9 | [dict.update(dict2)](https://www.javatpoint.com/python-dictionary-update-method) | It updates the dictionary by adding the key-value pair of dict2 to this dictionary. |
| 10 | [dict.values()](https://www.javatpoint.com/python-dictionary-values-method) | It returns all the values of the dictionary. |
| 11 | [len()](https://www.javatpoint.com/python-dictionary-len-method) |  |
| 12 | [popItem()](https://www.javatpoint.com/python-dictionary-popitem-method) |  |
| 13 | [pop()](https://www.javatpoint.com/python-dictionary-pop-method) |  |
| 14 | [count()](https://www.javatpoint.com/python-dictionary-count-method) |  |
| 15 | [index()](https://www.javatpoint.com/python-dictionary-index-method) |  |

# Python Functions

This tutorial will learn about the basics of Python functions, including what they are, their syntax, their main components, return keywords, and major types. We will also see examples of how to define a Python function.

## What are Python Functions?

A function is a collection of related assertions that performs a mathematical, analytical, or evaluative operation. Python functions are simple to define and essential to intermediate-level programming. The exact criteria hold to function names as they do to variable names. The goal is to group up certain often performed actions and define a function. Rather than rewriting the same code block over and over for varied input variables, we may call the function and repurpose the code included within it with different variables.

The functions are broad of two types, user-defined and built-in functions. It aids in keeping the software succinct, non-repetitive, and well-organized.

### Advantages of Functions in Python

Python functions have the following benefits.

* By including functions, we can prevent repeating the same code block repeatedly in a program.
* Python functions, once defined, can be called many times and from anywhere in a program.
* If our Python program is large, it can be separated into numerous functions which is simple to track.
* The key accomplishment of Python functions is we can return as many outputs as we want with different arguments.

However, calling functions has always been overhead in a Python program.

### Syntax of Python Function

**Code**

1. **def** name\_of\_function( parameters ):
2. """This is a docstring"""
3. # code block

The following elements make up define a function, as seen above.

* The beginning of a function header is indicated by a keyword called def.
* name\_of\_function is the function's name that we can use to separate it from others. We will use this name to call the function later in the program. The same criteria apply to naming functions as to naming variables in Python.
* We pass arguments to the defined function using parameters. They are optional, though.
* The function header is terminated by a colon (:).
* We can use a documentation string called docstring in the short form to explain the purpose of the function.
* The body of the function is made up of several valid Python statements. The indentation depth of the whole code block must be the same (usually 4 spaces).
* We can use a return expression to return a value from a defined function.

### Example of a User-Defined Function

We will define a function that when called will return the square of the number passed to it as an argument.

**Code**

1. **def** square( num ):
2. """
3. This function computes the square of the number.
4. """
5. **return** num\*\*2
6. object\_ = square(9)
7. **print**( "The square of the number is: ", object\_ )

**Output:**

The square of the number is: 81

## Calling a Function

A function is defined by using the def keyword and giving it a name, specifying the arguments that must be passed to the function, and structuring the code block.

After a function's fundamental framework is complete, we can call it from anywhere in the program. The following is an example of how to use the a\_function function.

**Code**

1. # Defining a function
2. **def** a\_function( string ):
3. "This prints the value of length of string"
4. **return** len(string)
6. # Calling the function we defined
7. **print**( "Length of the string Functions is: ", a\_function( "Functions" ) )
8. **print**( "Length of the string Python is: ", a\_function( "Python" ) )

**Output:**

Length of the string Functions is: 9

Length of the string Python is: 6

## Pass by Reference vs. Value

In the Python programming language, all arguments are supplied by reference. It implies that if we modify the value of an argument within a function, the change is also reflected in the calling function. For instance,

**Code**

1. # defining the function
2. **def** square( my\_list ):
3. '''''This function will find the square of items in list'''
4. squares = []
5. **for** l **in** my\_list:
6. squares.append( l\*\*2 )
7. **return** squares
9. # calling the defined function
10. list\_ = [45, 52, 13];
11. result = square( list\_ )
12. **print**( "Squares of the list is: ", result )

**Output:**

Squares of the list is: [2025, 2704, 169]

## Function Arguments

The following are the types of arguments that we can use to call a function:

1. Default arguments
2. Keyword arguments
3. Required arguments
4. Variable-length arguments

### Default Arguments

A default argument is a kind of parameter that takes as input a default value if no value is supplied for the argument when the function is called. Default arguments are demonstrated in the following instance.

**Code**

1. # Python code to demonstrate the use of default arguments
2. # defining a function
3. **def** function( num1, num2 = 40 ):
4. **print**("num1 is: ", num1)
5. **print**("num2 is: ", num2)

8. # Calling the function and passing only one argument
9. **print**( "Passing one argument" )
10. function(10)
12. # Now giving two arguments to the function
13. **print**( "Passing two arguments" )
14. function(10,30)

**Output:**

Passing one argument

num1 is: 10

num2 is: 40

Passing two arguments

num1 is: 10

num2 is: 30

### Keyword Arguments

The arguments in a function called are connected to keyword arguments. If we provide keyword arguments while calling a function, the user uses the parameter label to identify which parameters value it is.

Since the Python interpreter will connect the keywords given to link the values with its parameters, we can omit some arguments or arrange them out of order. The function() method can also be called with keywords in the following manner:

**Code**

1. # Python code to demonstrate the use of keyword arguments
3. # Defining a function
4. **def** function( num1, num2 ):
5. **print**("num1 is: ", num1)
6. **print**("num2 is: ", num2)
8. # Calling function and passing arguments without using keyword
9. **print**( "Without using keyword" )
10. function( 50, 30)
12. # Calling function and passing arguments using keyword
13. **print**( "With using keyword" )
14. function( num2 = 50, num1 = 30)

**Output:**

Without using keyword

num1 is: 50

num2 is: 30

With using keyword

num1 is: 30

num2 is: 50

### Required Arguments

The arguments given to a function while calling in a pre-defined positional sequence are required arguments. The count of required arguments in the method call must be equal to the count of arguments provided while defining the function.

We must send two arguments to the function function() in the correct order, or it will return a syntax error, as seen below.

**Code**

1. # Python code to demonstrate the use of default arguments
3. # Defining a function
4. **def** function( num1, num2 ):
5. **print**("num1 is: ", num1)
6. **print**("num2 is: ", num2)
8. # Calling function and passing two arguments out of order, we need num1 to be 20 and num2 to be 30
9. **print**( "Passing out of order arguments" )
10. function( 30, 20 )
12. # Calling function and passing only one argument
13. **print**( "Passing only one argument" )
14. **try**:
15. function( 30 )
16. **except**:
17. **print**( "Function needs two positional arguments" )

**Output:**

Passing out of order arguments

num1 is: 30

num2 is: 20

Passing only one argument

Function needs two positional arguments

### Variable-Length Arguments

We can use special characters in Python functions to pass as many arguments as we want in a function. There are two types of characters that we can use for this purpose:

1. **\*args -**These are Non-Keyword Arguments
2. **\*\*kwargs -** These are Keyword Arguments.

Here is an example to clarify Variable length arguments

**Code**

1. # Python code to demonstrate the use of variable-length arguments
3. # Defining a function
4. **def** function( \*args\_list ):
5. ans = []
6. **for** l **in** args\_list:
7. ans.append( l.upper() )
8. **return** ans
9. # Passing args arguments
10. object = function('Python', 'Functions', 'tutorial')
11. **print**( object )
13. # defining a function
14. **def** function( \*\*kargs\_list ):
15. ans = []
16. **for** key, value **in** kargs\_list.items():
17. ans.append([key, value])
18. **return** ans
19. # Paasing kwargs arguments
20. object = function(First = "Python", Second = "Functions", Third = "Tutorial")
21. **print**(object)

**Output:**

['PYTHON', 'FUNCTIONS', 'TUTORIAL']

[['First', 'Python'], ['Second', 'Functions'], ['Third', 'Tutorial']]

## return Statement

We write a return statement in a function to leave a function and give the calculated value when a defined function is called.

**Syntax:**

1. **return** < expression to be returned as output >

An argument, a statement, or a value can be used in the return statement, which is given as output when a specific task or function is completed. If we do not write a return statement, then None object is returned by a defined function.

Here is an example of a return statement in Python functions.

**Code**

1. # Python code to demonstrate the use of return statements
3. # Defining a function with return statement
4. **def** square( num ):
5. **return** num\*\*2
7. # Calling function and passing arguments.
8. **print**( "With return statement" )
9. **print**( square( 39 ) )
11. # Defining a function without return statement
12. **def** square( num ):
13. num\*\*2
15. # Calling function and passing arguments.
16. **print**( "Without return statement" )
17. **print**( square( 39 ) )

**Output:**

With return statement

1521

Without return statement

None

## The Anonymous Functions

These types of Python functions are anonymous since we do not declare them, as we declare usual functions, using the def keyword. We can use the lambda keyword to define the short, single output, anonymous functions.

Lambda expressions can accept an unlimited number of arguments; however, they only return one value as the result of the function. They can't have numerous expressions or instructions in them. Since lambda needs an expression, an anonymous function cannot be directly called to print.

Lambda functions contain their unique local domain, meaning they can only reference variables in their argument list and the global domain name.

Although lambda expressions seem to be a one-line representation of a function, they are not like inline expressions in C and C++, which pass function stack allocations at execution for efficiency concerns.

**Syntax**

Lambda functions have exactly one line in their syntax:

1. **lambda** [argument1 [,argument2... .argumentn]] : expression

Below is an illustration of how to use the lambda function:

**Code**

1. # Defining a function
2. lambda\_ = **lambda** argument1, argument2: argument1 + argument2;
4. # Calling the function and passing values
5. **print**( "Value of the function is : ", lambda\_( 20, 30 ) )
6. **print**( "Value of the function is : ", lambda\_( 40, 50 ) )

**Output:**

Value of the function is : 50

Value of the function is : 90

## Scope and Lifetime of Variables

The scope of a variable refers to the domain of a program wherever it is declared. A function's arguments and variables are not accessible outside the defined function. As a result, they only have a local domain.

The period of a variable's existence in RAM is referred to as its lifetime. Variables within a function have the same lifespan as the function itself.

When we get out of the function, they are removed. As a result, a function does not retain a variable's value from earlier executions.

Here's a simple example of a variable's scope within a function.

**Code**

1. #defining a function to print a number.
2. **def** number( ):
3. num = 30
4. **print**( "Value of num inside the function: ", num)
6. num = 20
7. number()
8. **print**( "Value of num outside the function:", num)

**Output:**

Value of num inside the function: 30

Value of num outside the function: 20

Here, we can observe that the initial value of num is 20. Even if the function number() modified the value of num to 30, the value of num outside the function remained unchanged.

This is because the variable num within the function is distinct from the variable outside the function (local to the function). Despite their identical variable name, they are 2 distinct variables having distinct scopes.

Variables beyond the function, on the contrary, are accessible within the function. These variables have a global reach.

We can retrieve their values inside the function but cannot alter (change) them. If we declare a variable global using the keyword global, we can also change the variable's value outside the function.

## Python Function within Another Function

Functions are considered first-class objects in Python. In a programming language, first-class objects are treated the same wherever they are used. They can be used in conditional expressions, as arguments, and saved in built-in data structures. If a programming language handles functions as first-class entities, it is said to implement first-class functions. Python supports the notion of First Class functions.

Inner or nested function refers to a function defined within another defined function. Inner functions can access the parameters of the outer scope. Inner functions are constructed to cover them from the changes that happen outside the function. Many developers regard this process as encapsulation.

**Code**

1. # Python code to show how to access variables of a nested functions
2. # defining a nested function
3. **def** function1():
4. string = 'Python functions tutorial'
6. **def** function2():
7. **print**( string )
9. function2()
10. function1()

**Output:**

Python functions tutorial

Python Built-in Functions

The Python built-in functions are defined as the functions whose functionality is pre-defined in Python. The python interpreter has several functions that are always present for use. These functions are known as Built-in Functions. There are several built-in functions in Python which are listed below:

Python abs() Function

The python **abs()** function is used to return the absolute value of a number. It takes only one argument, a number whose absolute value is to be returned. The argument can be an integer and floating-point number. If the argument is a complex number, then, abs() returns its magnitude.

**Python abs() Function Example**

1. #  integer number
2. integer = -20
3. **print**('Absolute value of -40 is:', abs(integer))
5. #  floating number
6. floating = -20.83
7. **print**('Absolute value of -40.83 is:', abs(floating))

**Output:**

Absolute value of -20 is: 20

Absolute value of -20.83 is: 20.83

Python all() Function

The python **all()** function accepts an iterable object (such as list, dictionary, etc.). It returns true if all items in passed iterable are true. Otherwise, it returns False. If the iterable object is empty, the all() function returns True.

**Python all() Function Example**

1. # all values true
2. k = [1, 3, 4, 6]
3. **print**(all(k))
5. # all values false
6. k = [0, False]
7. **print**(all(k))
9. # one false value
10. k = [1, 3, 7, 0]
11. **print**(all(k))
13. # one true value
14. k = [0, False, 5]
15. **print**(all(k))
17. # empty iterable
18. k = []
19. **print**(all(k))

**Output:**

True

False

False

False

True

Python bin() Function

The python **bin()** function is used to return the binary representation of a specified integer. A result always starts with the prefix 0b.

**Python bin() Function Example**

1. x =  10
2. y =  bin(x)
3. **print** (y)

**Output:**

0b1010

Python bool()

The python **bool()** converts a value to boolean(True or False) using the standard truth testing procedure.

**Python bool() Example**

1. test1 = []
2. **print**(test1,'is',bool(test1))
3. test1 = [0]
4. **print**(test1,'is',bool(test1))
5. test1 = 0.0
6. **print**(test1,'is',bool(test1))
7. test1 = None
8. **print**(test1,'is',bool(test1))
9. test1 = True
10. **print**(test1,'is',bool(test1))
11. test1 = 'Easy string'
12. **print**(test1,'is',bool(test1))

**Output:**

[] is False

[0] is True

0.0 is False

None is False

True is True

Easy string is True

Python bytes()

The python **bytes()** in Python is used for returning a **bytes** object. It is an immutable version of the bytearray() function.

It can create empty bytes object of the specified size.

**Python bytes() Example**

1. string = "Hello World."
2. array = bytes(string, 'utf-8')
3. **print**(array)

**Output:**

b ' Hello World.'

Python callable() Function

A python **callable()** function in Python is something that can be called. This built-in function checks and returns true if the object passed appears to be callable, otherwise false.

**Python callable() Function Example**

1. x = 8
2. **print**(callable(x))

**Output:**

False

Python compile() Function

The python **compile()** function takes source code as input and returns a code object which can later be executed by exec() function.

**Python compile() Function Example**

1. # compile string source to code
2. code\_str = 'x=5\ny=10\nprint("sum =",x+y)'
3. code = compile(code\_str, 'sum.py', 'exec')
4. **print**(type(code))
5. **exec**(code)
6. **exec**(x)

**Output:**

<class 'code'>

sum = 15

Python exec() Function

The python **exec()** function is used for the dynamic execution of Python program which can either be a string or object code and it accepts large blocks of code, unlike the eval() function which only accepts a single expression.

**Python exec() Function Example**

1. x = 8
2. **exec**('print(x==8)')
3. **exec**('print(x+4)')

**Output:**

True

12

Python sum() Function

As the name says, python **sum()** function is used to get the sum of numbers of an iterable, i.e., list.

**Python sum() Function Example**

1. s = sum([1, 2,4 ])
2. **print**(s)
4. s = sum([1, 2, 4], 10)
5. **print**(s)

**Output:**

7

17

Python any() Function

The python **any()** function returns true if any item in an iterable is true. Otherwise, it returns False.

**Python any() Function Example**

1. l = [4, 3, 2, 0]
2. **print**(any(l))
4. l = [0, False]
5. **print**(any(l))
7. l = [0, False, 5]
8. **print**(any(l))
10. l = []
11. **print**(any(l))

**Output:**

True

False

True

False

Python ascii() Function

The python **ascii()** function returns a string containing a printable representation of an object and escapes the non-ASCII characters in the string using \x, \u or \U escapes.

**Python ascii() Function Example**

1. normalText = 'Python is interesting'
2. **print**(ascii(normalText))
4. otherText = 'Pythön is interesting'
5. **print**(ascii(otherText))
7. **print**('Pyth\xf6n is interesting')

**Output:**

'Python is interesting'

'Pyth\xf6n is interesting'

Pythön is interesting

Python bytearray()

The python **bytearray()** returns a bytearray object and can convert objects into bytearray objects, or create an empty bytearray object of the specified size.

**Python bytearray() Example**

1. string = "Python is a programming language."
3. # string with encoding 'utf-8'
4. arr = bytearray(string, 'utf-8')
5. **print**(arr)

**Output:**

bytearray(b'Python is a programming language.')

Python eval() Function

The python **eval()** function parses the expression passed to it and runs python expression(code) within the program.

**Python eval() Function Example**

1. x = 8
2. **print**(eval('x + 1'))

**Output:**

9

Python float()

The python **float()** function returns a floating-point number from a number or string.

**Python float() Example**

1. # for integers
2. **print**(float(9))
4. # for floats
5. **print**(float(8.19))
7. # for string floats
8. **print**(float("-24.27"))
10. # for string floats with whitespaces
11. **print**(float("     -17.19\n"))
13. # string float error
14. **print**(float("xyz"))

**Output:**

9.0

8.19

-24.27

-17.19

ValueError: could not convert string to float: 'xyz'

Python format() Function

The python **format()** function returns a formatted representation of the given value.

**Python format() Function Example**

1. # d, f and b are a type
3. # integer
4. **print**(format(123, "d"))
6. # float arguments
7. **print**(format(123.4567898, "f"))
9. # binary format
10. **print**(format(12, "b"))

**Output:**

123

123.456790

1100

Python frozenset()

The python **frozenset()** function returns an immutable frozenset object initialized with elements from the given iterable.

**Python frozenset() Example**

1. # tuple of letters
2. letters = ('m', 'r', 'o', 't', 's')
4. fSet = frozenset(letters)
5. **print**('Frozen set is:', fSet)
6. **print**('Empty frozen set is:', frozenset())

**Output:**

Frozen set is: frozenset({'o', 'm', 's', 'r', 't'})

Empty frozen set is: frozenset()

Python getattr() Function

The python **getattr()** function returns the value of a named attribute of an object. If it is not found, it returns the default value.

**Python getattr() Function Example**

1. **class** Details:
2. age = 22
3. name = "Phill"
5. details = Details()
6. **print**('The age is:', getattr(details, "age"))
7. **print**('The age is:', details.age)

**Output:**

The age is: 22

The age is: 22

Python globals() Function

The python **globals()** function returns the dictionary of the current global symbol table.

A **Symbol table** is defined as a data structure which contains all the necessary information about the program. It includes variable names, methods, classes, etc.

**Python globals() Function Example**

1. age = 22
3. globals()['age'] = 22
4. **print**('The age is:', age)

**Output:**

The age is: 22

Python hasattr() Function

The python **any()** function returns true if any item in an iterable is true, otherwise it returns False.

**Python hasattr() Function Example**

1. l = [4, 3, 2, 0]
2. **print**(any(l))
4. l = [0, False]
5. **print**(any(l))
7. l = [0, False, 5]
8. **print**(any(l))
10. l = []
11. **print**(any(l))

**Output:**

True

False

True

False

Python iter() Function

The python **iter()** function is used to return an iterator object. It creates an object which can be iterated one element at a time.

**Python iter() Function Example**

1. # list of numbers
2. list = [1,2,3,4,5]
4. listIter = iter(list)
6. # prints '1'
7. **print**(next(listIter))
9. # prints '2'
10. **print**(next(listIter))
12. # prints '3'
13. **print**(next(listIter))
15. # prints '4'
16. **print**(next(listIter))
18. # prints '5'
19. **print**(next(listIter))

**Output:**

1

2

3

4

5

Python len() Function

The python **len()** function is used to return the length (the number of items) of an object.

**Python len() Function Example**

1. strA = 'Python'
2. **print**(len(strA))

**Output:**

6

Python list()

The python **list()** creates a list in python.

**Python list() Example**

1. # empty list
2. **print**(list())
4. # string
5. String = 'abcde'
6. **print**(list(String))
8. # tuple
9. Tuple = (1,2,3,4,5)
10. **print**(list(Tuple))
11. # list
12. List = [1,2,3,4,5]
13. **print**(list(List))

**Output:**

[]

['a', 'b', 'c', 'd', 'e']

[1,2,3,4,5]

[1,2,3,4,5]

Python locals() Function

The python **locals()** method updates and returns the dictionary of the current local symbol table.

A **Symbol table** is defined as a data structure which contains all the necessary information about the program. It includes variable names, methods, classes, etc.

**Python locals() Function Example**

1. **def** localsAbsent():
2. **return** locals()
4. **def** localsPresent():
5. present = True
6. **return** locals()
8. **print**('localsNotPresent:', localsAbsent())
9. **print**('localsPresent:', localsPresent())

**Output:**

localsAbsent: {}

localsPresent: {'present': True}

Python map() Function

The python **map()** function is used to return a list of results after applying a given function to each item of an iterable(list, tuple etc.).

**Python map() Function Example**

1. **def** calculateAddition(n):
2. **return** n+n
4. numbers = (1, 2, 3, 4)
5. result = map(calculateAddition, numbers)
6. **print**(result)
8. # converting map object to set
9. numbersAddition = set(result)
10. **print**(numbersAddition)

**Output:**

<map object at 0x7fb04a6bec18>

{8, 2, 4, 6}

Python memoryview() Function

The python **memoryview()** function returns a memoryview object of the given argument.

**Python memoryview () Function Example**

1. #A random bytearray
2. randomByteArray = bytearray('ABC', 'utf-8')
4. mv = memoryview(randomByteArray)
6. # access the memory view's zeroth index
7. **print**(mv[0])
9. # It create byte from memory view
10. **print**(bytes(mv[0:2]))
12. # It create list from memory view
13. **print**(list(mv[0:3]))

**Output:**

65

b'AB'

[65, 66, 67]

Python object()

The python **object()** returns an empty object. It is a base for all the classes and holds the built-in properties and methods which are default for all the classes.

**Python object() Example**

1. python = object()
3. **print**(type(python))
4. **print**(dir(python))

**Output:**

<class 'object'>

['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_',

'\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_ne\_\_',

'\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_',

'\_\_str\_\_', '\_\_subclasshook\_\_']

Python open() Function

The python **open()** function opens the file and returns a corresponding file object.

**Python open() Function Example**

1. # opens python.text file of the current directory
2. f = open("python.txt")
3. # specifying full path
4. f = open("C:/Python33/README.txt")

**Output:**

Since the mode is omitted, the file is opened in 'r' mode; opens for reading.

Python chr() Function

Python **chr()** function is used to get a string representing a character which points to a Unicode code integer. For example, chr(97) returns the string 'a'. This function takes an integer argument and throws an error if it exceeds the specified range. The standard range of the argument is from 0 to 1,114,111.

**Python chr() Function Example**

1. # Calling function
2. result = chr(102) # It returns string representation of a char
3. result2 = chr(112)
4. # Displaying result
5. **print**(result)
6. **print**(result2)
7. # Verify, is it string type?
8. **print**("is it string type:", type(result) **is** str)

**Output:**

ValueError: chr() arg not in range(0x110000)

Python complex()

Python **complex()** function is used to convert numbers or string into a complex number. This method takes two optional parameters and returns a complex number. The first parameter is called a real and second as imaginary parts.

**Python complex() Example**

1. # Python complex() function example
2. # Calling function
3. a = complex(1) # Passing single parameter
4. b = complex(1,2) # Passing both parameters
5. # Displaying result
6. **print**(a)
7. **print**(b)

**Output:**

(1.5+0j)

(1.5+2.2j)

Python delattr() Function

Python **delattr()** function is used to delete an attribute from a class. It takes two parameters, first is an object of the class and second is an attribute which we want to delete. After deleting the attribute, it no longer available in the class and throws an error if try to call it using the class object.

**Python delattr() Function Example**

1. **class** Student:
2. id = 101
3. name = "Pranshu"
4. email = "pranshu@abc.com"
5. # Declaring function
6. **def** getinfo(self):
7. **print**(self.id, self.name, self.email)
8. s = Student()
9. s.getinfo()
10. delattr(Student,'course') # Removing attribute which is not available
11. s.getinfo() # error: throws an error

**Output:**

101 Pranshu pranshu@abc.com

AttributeError: course

Python dir() Function

Python **dir()** function returns the list of names in the current local scope. If the object on which method is called has a method named \_\_dir\_\_(), this method will be called and must return the list of attributes. It takes a single object type argument.

**Python dir() Function Example**

1. # Calling function
2. att = dir()
3. # Displaying result
4. **print**(att)

**Output:**

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_cached\_\_', '\_\_doc\_\_', '\_\_file\_\_', '\_\_loader\_\_',

'\_\_name\_\_', '\_\_package\_\_', '\_\_spec\_\_']

Python divmod() Function

Python **divmod()** function is used to get remainder and quotient of two numbers. This function takes two numeric arguments and returns a tuple. Both arguments are required and numeric

**Python divmod() Function Example**

1. # Python divmod() function example
2. # Calling function
3. result = divmod(10,2)
4. # Displaying result
5. **print**(result)

**Output:**

(5, 0)

Python enumerate() Function

Python **enumerate()** function returns an enumerated object. It takes two parameters, first is a sequence of elements and the second is the start index of the sequence. We can get the elements in sequence either through a loop or next() method.

**Python enumerate() Function Example**

1. # Calling function
2. result = enumerate([1,2,3])
3. # Displaying result
4. **print**(result)
5. **print**(list(result))

**Output:**

<enumerate object at 0x7ff641093d80>

[(0, 1), (1, 2), (2, 3)]

Python dict()

Python **dict()** function is a constructor which creates a dictionary. Python dictionary provides three different constructors to create a dictionary:

* If no argument is passed, it creates an empty dictionary.
* If a positional argument is given, a dictionary is created with the same key-value pairs. Otherwise, pass an iterable object.
* If keyword arguments are given, the keyword arguments and their values are added to the dictionary created from the positional argument.

**Python dict() Example**

1. # Calling function
2. result = dict() # returns an empty dictionary
3. result2 = dict(a=1,b=2)
4. # Displaying result
5. **print**(result)
6. **print**(result2)

**Output:**

{}

{'a': 1, 'b': 2}

Python filter() Function

Python **filter()** function is used to get filtered elements. This function takes two arguments, first is a function and the second is iterable. The filter function returns a sequence of those elements of iterable object for which function returns **true value**.

The first argument can be **none**, if the function is not available and returns only elements that are **true**.

**Python filter() Function Example**

1. # Python filter() function example
2. **def** filterdata(x):
3. **if** x>5:
4. **return** x
5. # Calling function
6. result = filter(filterdata,(1,2,6))
7. # Displaying result
8. **print**(list(result))

**Output:**

[6]

Python hash() Function

Python **hash()** function is used to get the hash value of an object. Python calculates the hash value by using the hash algorithm. The hash values are integers and used to compare dictionary keys during a dictionary lookup. We can hash only the types which are given below:

**Hashable types:** \* bool \* int \* long \* float \* string \* Unicode \* tuple \* code object.

**Python hash() Function Example**

1. # Calling function
2. result = hash(21) # integer value
3. result2 = hash(22.2) # decimal value
4. # Displaying result
5. **print**(result)
6. **print**(result2)

**Output:**

21

461168601842737174

Python help() Function

Python **help()** function is used to get help related to the object passed during the call. It takes an optional parameter and returns help information. If no argument is given, it shows the Python help console. It internally calls python's help function.

**Python help() Function Example**

1. # Calling function
2. info = help() # No argument
3. # Displaying result
4. **print**(info)

**Output:**

Welcome to Python 3.5's help utility!

Python min() Function

Python **min()** function is used to get the smallest element from the collection. This function takes two arguments, first is a collection of elements and second is key, and returns the smallest element from the collection.

**Python min() Function Example**

1. # Calling function
2. small = min(2225,325,2025) # returns smallest element
3. small2 = min(1000.25,2025.35,5625.36,10052.50)
4. # Displaying result
5. **print**(small)
6. **print**(small2)

**Output:**

325

1000.25

Python set() Function

In python, a set is a built-in class, and this function is a constructor of this class. It is used to create a new set using elements passed during the call. It takes an iterable object as an argument and returns a new set object.

**Python set() Function Example**

1. # Calling function
2. result = set() # empty set
3. result2 = set('12')
4. result3 = set('javatpoint')
5. # Displaying result
6. **print**(result)
7. **print**(result2)
8. **print**(result3)

**Output:**

set()

{'1', '2'}

{'a', 'n', 'v', 't', 'j', 'p', 'i', 'o'}

Python hex() Function

Python **hex()** function is used to generate hex value of an integer argument. It takes an integer argument and returns an integer converted into a hexadecimal string. In case, we want to get a hexadecimal value of a float, then use float.hex() function.

**Python hex() Function Example**

1. # Calling function
2. result = hex(1)
3. # integer value
4. result2 = hex(342)
5. # Displaying result
6. **print**(result)
7. **print**(result2)

**Output:**

0x1

0x156

Python id() Function

Python **id()** function returns the identity of an object. This is an integer which is guaranteed to be unique. This function takes an argument as an object and returns a unique integer number which represents identity. Two objects with non-overlapping lifetimes may have the same id() value.

**Python id() Function Example**

1. # Calling function
2. val = id("Javatpoint") # string object
3. val2 = id(1200) # integer object
4. val3 = id([25,336,95,236,92,3225]) # List object
5. # Displaying result
6. **print**(val)
7. **print**(val2)
8. **print**(val3)

**Output:**

139963782059696

139963805666864

139963781994504

Python setattr() Function

Python **setattr()** function is used to set a value to the object's attribute. It takes three arguments, i.e., an object, a string, and an arbitrary value, and returns none. It is helpful when we want to add a new attribute to an object and set a value to it.

**Python setattr() Function Example**

1. **class** Student:
2. id = 0
3. name = ""
5. **def** \_\_init\_\_(self, id, name):
6. self.id = id
7. self.name = name
9. student = Student(102,"Sohan")
10. **print**(student.id)
11. **print**(student.name)
12. #print(student.email) product error
13. setattr(student, 'email','sohan@abc.com') # adding new attribute
14. **print**(student.email)

**Output:**

102

Sohan

sohan@abc.com

Python slice() Function

Python **slice()** function is used to get a slice of elements from the collection of elements. Python provides two overloaded slice functions. The first function takes a single argument while the second function takes three arguments and returns a slice object. This slice object can be used to get a subsection of the collection.

**Python slice() Function Example**

1. # Calling function
2. result = slice(5) # returns slice object
3. result2 = slice(0,5,3) # returns slice object
4. # Displaying result
5. **print**(result)
6. **print**(result2)

**Output:**

slice(None, 5, None)

slice(0, 5, 3)

Python sorted() Function

Python **sorted()** function is used to sort elements. By default, it sorts elements in an ascending order but can be sorted in descending also. It takes four arguments and returns a collection in sorted order. In the case of a dictionary, it sorts only keys, not values.

**Python sorted() Function Example**

1. str = "javatpoint" # declaring string
2. # Calling function
3. sorted1 = sorted(str) # sorting string
4. # Displaying result
5. **print**(sorted1)

**Output:**

['a', 'a', 'i', 'j', 'n', 'o', 'p', 't', 't', 'v']

Python next() Function

Python **next()** function is used to fetch next item from the collection. It takes two arguments, i.e., an iterator and a default value, and returns an element.

This method calls on iterator and throws an error if no item is present. To avoid the error, we can set a default value.

**Python next() Function Example**

1. number = iter([256, 32, 82]) # Creating iterator
2. # Calling function
3. item = next(number)
4. # Displaying result
5. **print**(item)
6. # second item
7. item = next(number)
8. **print**(item)
9. # third item
10. item = next(number)
11. **print**(item)

**Output:**

256

32

82

Python input() Function

Python **input()** function is used to get an input from the user. It prompts for the user input and reads a line. After reading data, it converts it into a string and returns it. It throws an error **EOFError** if EOF is read.

**Python input() Function Example**

1. # Calling function
2. val = input("Enter a value: ")
3. # Displaying result
4. **print**("You entered:",val)

**Output:**

Enter a value: 45

You entered: 45

Python int() Function

Python **int()** function is used to get an integer value. It returns an expression converted into an integer number. If the argument is a floating-point, the conversion truncates the number. If the argument is outside the integer range, then it converts the number into a long type.

If the number is not a number or if a base is given, the number must be a string.

**Python int() Function Example**

1. # Calling function
2. val = int(10) # integer value
3. val2 = int(10.52) # float value
4. val3 = int('10') # string value
5. # Displaying result
6. **print**("integer values :",val, val2, val3)

**Output:**

integer values : 10 10 10

Python isinstance() Function

Python **isinstance()** function is used to check whether the given object is an instance of that class. If the object belongs to the class, it returns true. Otherwise returns False. It also returns true if the class is a subclass.

The **isinstance()** function takes two arguments, i.e., object and classinfo, and then it returns either True or False.

**Python isinstance() function Example**

1. **class** Student:
2. id = 101
3. name = "John"
4. **def** \_\_init\_\_(self, id, name):
5. self.id=id
6. self.name=name
8. student = Student(1010,"John")
9. lst = [12,34,5,6,767]
10. # Calling function
11. **print**(isinstance(student, Student)) # isinstance of Student class
12. **print**(isinstance(lst, Student))

**Output:**

True

False

Python oct() Function

Python **oct()** function is used to get an octal value of an integer number. This method takes an argument and returns an integer converted into an octal string. It throws an error **TypeError**, if argument type is other than an integer.

**Python oct() function Example**

1. # Calling function
2. val = oct(10)
3. # Displaying result
4. **print**("Octal value of 10:",val)

**Output:**

Octal value of 10: 0o12

Python ord() Function

The python **ord()** function returns an integer representing Unicode code point for the given Unicode character.

**Python ord() function Example**

1. # Code point of an integer
2. **print**(ord('8'))
4. # Code point of an alphabet
5. **print**(ord('R'))
7. # Code point of a character
8. **print**(ord('&'))

**Output:**

56

82

38

Python pow() Function

The python **pow()** function is used to compute the power of a number. It returns x to the power of y. If the third argument(z) is given, it returns x to the power of y modulus z, i.e. (x, y) % z.

**Python pow() function Example**

1. # positive x, positive y (x\*\*y)
2. **print**(pow(4, 2))
4. # negative x, positive y
5. **print**(pow(-4, 2))
7. # positive x, negative y (x\*\*-y)
8. **print**(pow(4, -2))
10. # negative x, negative y
11. **print**(pow(-4, -2))

**Output:**

16

16

0.0625

0.0625

Python print() Function

The python **print()** function prints the given object to the screen or other standard output devices.

**Python print() function Example**

1. **print**("Python is programming language.")
3. x = 7
4. # Two objects passed
5. **print**("x =", x)
7. y = x
8. # Three objects passed
9. **print**('x =', x, '= y')

**Output:**

Python is programming language.

x = 7

x = 7 = y

Python range() Function

The python **range()** function returns an immutable sequence of numbers starting from 0 by default, increments by 1 (by default) and ends at a specified number.

**Python range() function Example**

1. # empty range
2. **print**(list(range(0)))
4. # using the range(stop)
5. **print**(list(range(4)))
7. # using the range(start, stop)
8. **print**(list(range(1,7 )))

**Output:**

[]

[0, 1, 2, 3]

[1, 2, 3, 4, 5, 6]

Python reversed() Function

The python **reversed()** function returns the reversed iterator of the given sequence.

**Python reversed() function Example**

1. # for string
2. String = 'Java'
3. **print**(list(reversed(String)))
5. # for tuple
6. Tuple = ('J', 'a', 'v', 'a')
7. **print**(list(reversed(Tuple)))
9. # for range
10. Range = range(8, 12)
11. **print**(list(reversed(Range)))
13. # for list
14. List = [1, 2, 7, 5]
15. **print**(list(reversed(List)))

**Output:**

['a', 'v', 'a', 'J']

['a', 'v', 'a', 'J']

[11, 10, 9, 8]

[5, 7, 2, 1]

Python round() Function

The python **round()** function rounds off the digits of a number and returns the floating point number.

**Python round() Function Example**

1. #  for integers
2. **print**(round(10))
4. #  for floating point
5. **print**(round(10.8))
7. #  even choice
8. **print**(round(6.6))

**Output:**

10

11

7

Python issubclass() Function

The python **issubclass()** function returns true if object argument(first argument) is a subclass of second class(second argument).

**Python issubclass() Function Example**

1. **class** Rectangle:
2. **def** \_\_init\_\_(rectangleType):
3. **print**('Rectangle is a ', rectangleType)
5. **class** Square(Rectangle):
6. **def** \_\_init\_\_(self):
7. Rectangle.\_\_init\_\_('square')
9. **print**(issubclass(Square, Rectangle))
10. **print**(issubclass(Square, list))
11. **print**(issubclass(Square, (list, Rectangle)))
12. **print**(issubclass(Rectangle, (list, Rectangle)))

**Output:**

True

False

True

True

Python str

The python **str()** converts a specified value into a string.

**Python str() Function Example**

1. str('4')

**Output:**

'4'

Python tuple() Function

The python **tuple()** function is used to create a tuple object.

**Python tuple() Function Example**

1. t1 = tuple()
2. **print**('t1=', t1)
4. # creating a tuple from a list
5. t2 = tuple([1, 6, 9])
6. **print**('t2=', t2)
8. # creating a tuple from a string
9. t1 = tuple('Java')
10. **print**('t1=',t1)
12. # creating a tuple from a dictionary
13. t1 = tuple({4: 'four', 5: 'five'})
14. **print**('t1=',t1)

**Output:**

t1= ()

t2= (1, 6, 9)

t1= ('J', 'a', 'v', 'a')

t1= (4, 5)

Python type()

The python **type()** returns the type of the specified object if a single argument is passed to the type() built in function. If three arguments are passed, then it returns a new type object.

**Python type() Function Example**

1. List = [4, 5]
2. **print**(type(List))
4. Dict = {4: 'four', 5: 'five'}
5. **print**(type(Dict))
7. **class** Python:
8. a = 0
10. InstanceOfPython = Python()
11. **print**(type(InstanceOfPython))

**Output:**

<class 'list'>

<class 'dict'>

<class '\_\_main\_\_.Python'>

Python vars() function

The python **vars()** function returns the \_\_dict\_\_ attribute of the given object.

**Python vars() Function Example**

1. **class** Python:
2. **def** \_\_init\_\_(self, x = 7, y = 9):
3. self.x = x
4. self.y = y
6. InstanceOfPython = Python()
7. **print**(vars(InstanceOfPython))

**Output:**

{'y': 9, 'x': 7}

Python zip() Function

The python **zip()** Function returns a zip object, which maps a similar index of multiple containers. It takes iterables (can be zero or more), makes it an iterator that aggregates the elements based on iterables passed, and returns an iterator of tuples.

**Python zip() Function Example**

1. numList = [4,5, 6]
2. strList = ['four', 'five', 'six']
4. # No iterables are passed
5. result = zip()
7. # Converting itertor to list
8. resultList = list(result)
9. **print**(resultList)
11. # Two iterables are passed
12. result = zip(numList, strList)
14. # Converting itertor to set
15. resultSet = set(result)
16. **print**(resultSet)

**Output:**

[]

{(5, 'five'), (4, 'four'), (6, 'six')}

# Python Lambda Functions

In this tutorial, we'll study anonymous functions, commonly called lambda functions. We'll understand what they are, how to execute them, and their syntax.

## What are Lambda Functions in Python?

Lambda Functions in Python are anonymous functions, implying they don't have a name. The def keyword is needed to create a typical function in Python, as we already know. We can also use the lambda keyword in Python to define an unnamed function.

### Syntax of Python Lambda Function

1. **lambda** arguments: expression

This function accepts any count of inputs but only evaluates and returns one expression.

Lambda functions can be used whenever function arguments are necessary. In addition to other forms of formulations in functions, it has a variety of applications in certain coding domains. It's important to remember that according to syntax, lambda functions are limited to a single statement.

### Example of Lambda Function in Python

An example of a lambda function that adds 4 to the input number is shown below.

**Code**

1. # Code to demonstrate how we can use a lambda function
2. add = **lambda** num: num + 4
3. **print**( add(6) )

**Output:**

10

The lambda function is "lambda num: num+4" in the given programme. The parameter is num, and the computed and returned equation is num \* 4.

There is no label for this function. It generates a function object associated with the "add" identifier. We can now refer to it as a standard function. The lambda statement, "lambda num: num+4", is nearly the same as:

**Code**

1. **def** add( num ):
2. **return** num + 4
3. **print**( add(6) )

**Output:**

10

## What's the Distinction Between Lambda and Def Functions?

Let's glance at this instance to see how a conventional def defined function differs from a function defined using the lambda keyword. This program calculates the reciprocal of a given number:

**Code**

1. # Python code to show the reciprocal of the given number to highlight the difference between def() and lambda().
2. **def** reciprocal( num ):
3. **return** 1 / num
5. lambda\_reciprocal = **lambda** num: 1 / num
7. # using the function defined by def keyword
8. **print**( "Def keyword: ", reciprocal(6) )
10. # using the function defined by lambda keyword
11. **print**( "Lambda keyword: ", lambda\_reciprocal(6) )

**Output:**

Def keyword: 0.16666666666666666

Lambda keyword: 0.16666666666666666

The reciprocal() and lambda\_reciprocal() functions act similarly and as expected in the preceding scenario. Let's take a closer look at the sample above:

Both of these yield the reciprocal of a given number without employing Lambda. However, we wanted to declare a function with the name reciprocal and send a number to it while executing def. We were also required to use the return keyword to provide the output from wherever the function was invoked after being executed.

Using Lambda: Instead of a "return" statement, Lambda definitions always include a statement given at output. The beauty of lambda functions is their convenience. We need not allocate a lambda expression to a variable because we can put it at any place a function is requested.

## Using Lambda Function with filter()

The filter() method accepts two arguments in Python: a function and an iterable such as a list.

The function is called for every item of the list, and a new iterable or list is returned that holds just those elements that returned True when supplied to the function.

Here's a simple illustration of using the filter() method to return only odd numbers from a list.

**Code**

1. # Code to filter odd numbers from a given list
2. list\_ = [34, 12, 64, 55, 75, 13, 63]
4. odd\_list = list(filter( **lambda** num: (num % 2 != 0) , list\_ ))
6. **print**(odd\_list)

**Output:**

[55, 75, 13, 63]

## Using Lambda Function with map()

A method and a list are passed to Python's map() function.

The function is executed for all of the elements within the list, and a new list is produced with elements generated by the given function for every item.

The map() method is used to square all the entries in a list in this example.

**Code**

1. #Code to calculate the square of each number of a list using the map() function
3. numbers\_list = [2, 4, 5, 1, 3, 7, 8, 9, 10]
5. squared\_list = list(map( **lambda** num: num \*\* 2 , numbers\_list ))
7. **print**( squared\_list )

**Output:**

[4, 16, 25, 1, 9, 49, 64, 81, 100]

## Using Lambda Function with List Comprehension

We'll apply the lambda function combined with list comprehension and lambda keyword with a for loop in this instance. We'll attempt to print the square of numbers in the range 0 to 11.

**Code**

1. #Code to calculate square of each number of list using list comprehension
2. squares = [**lambda** num = num: num \*\* 2 **for** num **in** range(0, 11)]
4. **for** square **in** squares:
5. **print**( square(), end = " ")

**Output:**

0 1 4 9 16 25 36 49 64 81 100

## Using Lambda Function with if-else

We will use the lambda function with the if-else block.

**Code**

1. # Code to use lambda function with if-else
2. Minimum = **lambda** x, y : x **if** (x < y) **else** y
4. **print**(Minimum( 35, 74 ))

**Output:**

35

## Using Lambda with Multiple Statements

Multiple expressions are not allowed in lambda functions, but we can construct 2 lambda functions or more and afterward call the second lambda expression as an argument to the first. Let's use lambda to discover the third maximum element.

**Code**

1. # Code to print the third-largest number of the given list using the lambda function
3. my\_List = [ [3, 5, 8, 6], [23, 54, 12, 87], [1, 2, 4, 12, 5] ]
5. # sorting every sublist of the above list
6. sort\_List = **lambda** num : ( sorted(n) **for** n **in** num )
8. # Getting the third largest number of the sublist
9. third\_Largest = **lambda** num, func : [ l[ len(l) - 2] **for** l **in** func(num)]
10. result = third\_Largest( my\_List, sort\_List)
12. **print**( result )

**Output:**

[6, 54, 5]

# Python File Handling

Till now, we were taking the input from the console and writing it back to the console to interact with the user.

Sometimes, it is not enough to only display the data on the console. The data to be displayed may be very large, and only a limited amount of data can be displayed on the console since the memory is volatile, it is impossible to recover the programmatically generated data again and again.

The file handling plays an important role when the data needs to be stored permanently into the file. A file is a named location on disk to store related information. We can access the stored information (non-volatile) after the program termination.

The file-handling implementation is slightly lengthy or complicated in the other programming language, but it is easier and shorter in Python.

In Python, files are treated in two modes as text or binary. The file may be in the text or binary format, and each line of a file is ended with the special character.

Hence, a file operation can be done in the following order.

* Open a file
* Read or write - Performing operation
* Close the file

## Opening a file

Python provides an **open()** function that accepts two arguments, file name and access mode in which the file is accessed. The function returns a file object which can be used to perform various operations like reading, writing, etc.

**Syntax:**

1. file object = open(<file-name>, <access-mode>, <buffering>)

The files can be accessed using various modes like read, write, or append. The following are the details about the access mode to open a file.

|  |  |  |
| --- | --- | --- |
| **SN** | **Access mode** | **Description** |
| 1 | r | It opens the file to read-only mode. The file pointer exists at the beginning. The file is by default open in this mode if no access mode is passed. |
| 2 | rb | It opens the file to read-only in binary format. The file pointer exists at the beginning of the file. |
| 3 | r+ | It opens the file to read and write both. The file pointer exists at the beginning of the file. |
| 4 | rb+ | It opens the file to read and write both in binary format. The file pointer exists at the beginning of the file. |
| 5 | w | It opens the file to write only. It overwrites the file if previously exists or creates a new one if no file exists with the same name. The file pointer exists at the beginning of the file. |
| 6 | wb | It opens the file to write only in binary format. It overwrites the file if it exists previously or creates a new one if no file exists. The file pointer exists at the beginning of the file. |
| 7 | w+ | It opens the file to write and read both. It is different from r+ in the sense that it overwrites the previous file if one exists whereas r+ doesn't overwrite the previously written file. It creates a new file if no file exists. The file pointer exists at the beginning of the file. |
| 8 | wb+ | It opens the file to write and read both in binary format. The file pointer exists at the beginning of the file. |
| 9 | a | It opens the file in the append mode. The file pointer exists at the end of the previously written file if exists any. It creates a new file if no file exists with the same name. |
| 10 | ab | It opens the file in the append mode in binary format. The pointer exists at the end of the previously written file. It creates a new file in binary format if no file exists with the same name. |
| 11 | a+ | It opens a file to append and read both. The file pointer remains at the end of the file if a file exists. It creates a new file if no file exists with the same name. |
| 12 | ab+ | It opens a file to append and read both in binary format. The file pointer remains at the end of the file. |

Let's look at the simple example to open a file named "file.txt" (stored in the same directory) in read mode and printing its content on the console.

## Example

1. #opens the file file.txt in read mode
2. fileptr = open("file.txt","r")
4. **if** fileptr:
5. **print**("file is opened successfully")

**Output:**

<class '\_io.TextIOWrapper'>

file is opened successfully

In the above code, we have passed **filename** as a first argument and opened file in read mode as we mentioned **r** as the second argument. The **fileptr** holds the file object and if the file is opened successfully, it will execute the print statement

## The close() method

Once all the operations are done on the file, we must close it through our Python script using the **close()** method. Any unwritten information gets destroyed once the **close()** method is called on a file object.

We can perform any operation on the file externally using the file system which is the currently opened in Python; hence it is good practice to close the file once all the operations are done.

The syntax to use the **close()** method is given below.

**Syntax**

1. fileobject.close()

Consider the following example.

1. # opens the file file.txt in read mode
2. fileptr = open("file.txt","r")
4. **if** fileptr:
5. **print**("file is opened successfully")
7. #closes the opened file
8. fileptr.close()

After closing the file, we cannot perform any operation in the file. The file needs to be properly closed. If any exception occurs while performing some operations in the file then the program terminates without closing the file.

We should use the following method to overcome such type of problem.

1. **try**:
2. fileptr = open("file.txt")
3. # perform file operations
4. **finally**:
5. fileptr.close()

## The with statement

The **with** statement was introduced in python 2.5. The with statement is useful in the case of manipulating the files. It is used in the scenario where a pair of statements is to be executed with a block of code in between.

The syntax to open a file using with the statement is given below.

1. with open(<file name>, <access mode>) as <file-pointer>:
2. #statement suite

The advantage of using with statement is that it provides the guarantee to close the file regardless of how the nested block exits.

It is always suggestible to use the **with** statement in the case of files because, if the break, return, or exception occurs in the nested block of code then it automatically closes the file, we don't need to write the **close()** function. It doesn't let the file to corrupt.

Consider the following example.

### Example

1. with open("file.txt",'r') as f:
2. content = f.read();
3. **print**(content)

## Writing the file

To write some text to a file, we need to open the file using the open method with one of the following access modes.

**w:** It will overwrite the file if any file exists. The file pointer is at the beginning of the file.

**a:** It will append the existing file. The file pointer is at the end of the file. It creates a new file if no file exists.

Consider the following example.

### Example

1. # open the file.txt in append mode. Create a new file if no such file exists.
2. fileptr = open("file2.txt", "w")
4. # appending the content to the file
5. fileptr.write('''''Python is the modern day language. It makes things so simple.
6. It is the fastest-growing programing language''')
8. # closing the opened the file
9. fileptr.close()

**Output:**

File2.txt

Python is the modern-day language. It makes things so simple. It is the fastest growing programming language.

**Snapshot of the file2.txt**
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We have opened the file in **w** mode. The **file1.txt** file doesn't exist, it created a new file and we have written the content in the file using the **write()** function.

### Example 2

1. #open the file.txt in write mode.
2. fileptr = open("file2.txt","a")
4. #overwriting the content of the file
5. fileptr.write(" Python has an easy syntax and user-friendly interaction.")
7. #closing the opened file
8. fileptr.close()

**Output:**

Python is the modern day language. It makes things so simple.

It is the fastest growing programing language Python has an easy syntax and user-friendly interaction.

**Snapshot of the file2.txt**

![Python File Handling](data:image/png;base64,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)

We can see that the content of the file is modified. We have opened the file in **a** mode and it appended the content in the existing **file2.txt**.

To read a file using the Python script, the Python provides the **read()** method. The **read()** method reads a string from the file. It can read the data in the text as well as a binary format.

The syntax of the **read()** method is given below.

**Syntax:**

1. fileobj.read(<count>)

Here, the count is the number of bytes to be read from the file starting from the beginning of the file. If the count is not specified, then it may read the content of the file until the end.

Consider the following example.

### Example

1. #open the file.txt in read mode. causes error if no such file exists.
2. fileptr = open("file2.txt","r")
3. #stores all the data of the file into the variable content
4. content = fileptr.read(10)
5. # prints the type of the data stored in the file
6. **print**(type(content))
7. #prints the content of the file
8. **print**(content)
9. #closes the opened file
10. fileptr.close()

**Output:**

<class 'str'>

Python is

In the above code, we have read the content of **file2.txt** by using the **read()** function. We have passed count value as ten which means it will read the first ten characters from the file.

If we use the following line, then it will print all content of the file.

1. content = fileptr.read()
2. **print**(content)

**Output:**

Python is the modern-day language. It makes things so simple.

It is the fastest-growing programing language Python has easy an syntax and user-friendly interaction.

### Read file through for loop

We can read the file using for loop. Consider the following example.

1. #open the file.txt in read mode. causes an error if no such file exists.
2. fileptr = open("file2.txt","r");
3. #running a for loop
4. **for** i **in** fileptr:
5. **print**(i) # i contains each line of the file

**Output:**

Python is the modern day language.

It makes things so simple.

Python has easy syntax and user-friendly interaction.

## Read Lines of the file

Python facilitates to read the file line by line by using a function **readline()** method. The **readline()** method reads the lines of the file from the beginning, i.e., if we use the readline() method two times, then we can get the first two lines of the file.

Consider the following example which contains a function **readline()** that reads the first line of our file **"file2.txt"** containing three lines. Consider the following example.

### Example 1: Reading lines using readline() function

1. #open the file.txt in read mode. causes error if no such file exists.
2. fileptr = open("file2.txt","r");
3. #stores all the data of the file into the variable content
4. content = fileptr.readline()
5. content1 = fileptr.readline()
6. #prints the content of the file
7. **print**(content)
8. **print**(content1)
9. #closes the opened file
10. fileptr.close()

**Output:**

Python is the modern day language.

It makes things so simple.

We called the **readline()** function two times that's why it read two lines from the file.

Python provides also the **readlines()** method which is used for the reading lines. It returns the list of the lines till the end of **file(EOF)** is reached.

### Example 2: Reading Lines Using readlines() function

1. #open the file.txt in read mode. causes error if no such file exists.
2. fileptr = open("file2.txt","r");
4. #stores all the data of the file into the variable content
5. content = fileptr.readlines()
7. #prints the content of the file
8. **print**(content)
10. #closes the opened file
11. fileptr.close()

**Output:**

['Python is the modern day language.\n', 'It makes things so simple.\n', 'Python has easy syntax and user-friendly interaction.']

## Creating a new file

The new file can be created by using one of the following access modes with the function open().

**x:** it creates a new file with the specified name. It causes an error a file exists with the same name.

**a:** It creates a new file with the specified name if no such file exists. It appends the content to the file if the file already exists with the specified name.

**w:** It creates a new file with the specified name if no such file exists. It overwrites the existing file.

Consider the following example.

### Example 1

1. #open the file.txt in read mode. causes error if no such file exists.
2. fileptr = open("file2.txt","x")
3. **print**(fileptr)
4. **if** fileptr:
5. **print**("File created successfully")

**Output:**

<\_io.TextIOWrapper name='file2.txt' mode='x' encoding='cp1252'>

File created successfully

## File Pointer positions

Python provides the tell() method which is used to print the byte number at which the file pointer currently exists. Consider the following example.

1. # open the file file2.txt in read mode
2. fileptr = open("file2.txt","r")
4. #initially the filepointer is at 0
5. **print**("The filepointer is at byte :",fileptr.tell())
7. #reading the content of the file
8. content = fileptr.read();
10. #after the read operation file pointer modifies. tell() returns the location of the fileptr.
12. **print**("After reading, the filepointer is at:",fileptr.tell())

**Output:**

The filepointer is at byte : 0

After reading, the filepointer is at: 117

## Modifying file pointer position

In real-world applications, sometimes we need to change the file pointer location externally since we may need to read or write the content at various locations.

For this purpose, the Python provides us the seek() method which enables us to modify the file pointer position externally.

The syntax to use the seek() method is given below.

**Syntax:**

1. <file-ptr>.seek(offset[, **from**)

The seek() method accepts two parameters:

**offset:** It refers to the new position of the file pointer within the file.

**from:** It indicates the reference position from where the bytes are to be moved. If it is set to 0, the beginning of the file is used as the reference position. If it is set to 1, the current position of the file pointer is used as the reference position. If it is set to 2, the end of the file pointer is used as the reference position.

Consider the following example.

### Example

1. # open the file file2.txt in read mode
2. fileptr = open("file2.txt","r")
4. #initially the filepointer is at 0
5. **print**("The filepointer is at byte :",fileptr.tell())
7. #changing the file pointer location to 10.
8. fileptr.seek(10);
10. #tell() returns the location of the fileptr.
11. **print**("After reading, the filepointer is at:",fileptr.tell())

**Output:**

### The filepointer is at byte : 0

### After reading, the filepointer is at: 10

## Python OS module

### Renaming the file

The Python **os** module enables interaction with the operating system. The os module provides the functions that are involved in file processing operations like renaming, deleting, etc. It provides us the rename() method to rename the specified file to a new name. The syntax to use the **rename()** method is given below.

**Syntax:**

1. rename(current-name, new-name)

The first argument is the current file name and the second argument is the modified name. We can change the file name bypassing these two arguments.

**Example 1:**

1. **import** os
3. #rename file2.txt to file3.txt
4. os.rename("file2.txt","file3.txt")

**Output:**

The above code renamed current **file2.txt** to **file3.txt**

### Removing the file

The os module provides the **remove()** method which is used to remove the specified file. The syntax to use the **remove()** method is given below.

1. remove(file-name)

**Example 1**

1. **import** os;
2. #deleting the file named file3.txt
3. os.remove("file3.txt")

## Creating the new directory

The **mkdir()** method is used to create the directories in the current working directory. The syntax to create the new directory is given below.

**Syntax:**

1. mkdir(directory name)

**Example 1**

1. **import** os
3. #creating a new directory with the name new
4. os.mkdir("new")

## The getcwd() method

This method returns the current working directory.

The syntax to use the getcwd() method is given below.

**Syntax**

1. os.getcwd()

**Example**

1. **import** os
2. os.getcwd()

**Output:**

'C:\\Users\\DEVANSH SHARMA'

## Changing the current working directory

The chdir() method is used to change the current working directory to a specified directory.

The syntax to use the chdir() method is given below.

**Syntax**

1. chdir("new-directory")

### Example

1. **import** os
2. # Changing current directory with the new directiory
3. os.chdir("C:\\Users\\DEVANSH SHARMA\\Documents")
4. #It will display the current working directory
5. os.getcwd()

**Output:**

'C:\\Users\\DEVANSH SHARMA\\Documents'

## Deleting directory

The rmdir() method is used to delete the specified directory.

The syntax to use the rmdir() method is given below.

**Syntax**

1. os.rmdir(directory name)

**Example 1**

1. **import** os
2. #removing the new directory
3. os.rmdir("directory\_name")

It will remove the specified directory.

## Writing Python output to the files

In Python, there are the requirements to write the output of a Python script to a file.

The **check\_call()** method of module **subprocess** is used to execute a Python script and write the output of that script to a file.

The following example contains two python scripts. The script file1.py executes the script file.py and writes its output to the text file **output.txt.**

**Example**

**file.py**

1. temperatures=[10,-20,-289,100]
2. **def** c\_to\_f(c):
3. **if** c< -273.15:
4. **return** "That temperature doesn't make sense!"
5. **else**:
6. f=c\*9/5+32
7. **return** f
8. **for** t **in** temperatures:
9. **print**(c\_to\_f(t))

**file.py**

1. **import** subprocess
3. with open("output.txt", "wb") as f:
4. subprocess.check\_call(["python", "file.py"], stdout=f)

## The file related methods

The file object provides the following methods to manipulate the files on various operating systems.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | file.close() | It closes the opened file. The file once closed, it can't be read or write anymore. |
| 2 | File.fush() | It flushes the internal buffer. |
| 3 | File.fileno() | It returns the file descriptor used by the underlying implementation to request I/O from the OS. |
| 4 | File.isatty() | It returns true if the file is connected to a TTY device, otherwise returns false. |
| 5 | File.next() | It returns the next line from the file. |
| 6 | File.read([size]) | It reads the file for the specified size. |
| 7 | File.readline([size]) | It reads one line from the file and places the file pointer to the beginning of the new line. |
| 8 | File.readlines([sizehint]) | It returns a list containing all the lines of the file. It reads the file until the EOF occurs using readline() function. |
| 9 | File.seek(offset[,from) | It modifies the position of the file pointer to a specified offset with the specified reference. |
| 10 | File.tell() | It returns the current position of the file pointer within the file. |
| 11 | File.truncate([size]) | It truncates the file to the optional specified size. |
| 12 | File.write(str) | It writes the specified string to a file |
| 13 | File.writelines(seq) | It writes a sequence of the strings to a file. |

# Python Modules

This tutorial will explain how to construct and import custom Python modules. Additionally, we may import or integrate Python's built-in modules via various methods.

## What is Modular Programming?

Modular programming is the practice of segmenting a single, complicated coding task into multiple, simpler, easier-to-manage sub-tasks. We call these subtasks modules. Therefore, we can build a bigger program by assembling different modules that act like building blocks.

Modularizing our code in a big application has a lot of benefits.

**Simplification:** A module often concentrates on one comparatively small area of the overall problem instead of the full task. We will have a more manageable design problem to think about if we are only concentrating on one module. Program development is now simpler and much less vulnerable to mistakes.

**Flexibility:** Modules are frequently used to establish conceptual separations between various problem areas. It is less likely that changes to one module would influence other portions of the program if modules are constructed in a fashion that reduces interconnectedness. (We might even be capable of editing a module despite being familiar with the program beyond it.) It increases the likelihood that a group of numerous developers will be able to collaborate on a big project.

**Reusability:** Functions created in a particular module may be readily accessed by different sections of the assignment (through a suitably established api). As a result, duplicate code is no longer necessary.

**Scope:** Modules often declare a distinct namespace to prevent identifier clashes in various parts of a program.

In Python, modularization of the code is encouraged through the use of functions, modules, and packages.

## What are Modules in Python?

A document with definitions of functions and various statements written in Python is called a Python module.

In Python, we can define a module in one of 3 ways:

* Python itself allows for the creation of modules.
* Similar to the re (regular expression) module, a module can be primarily written in C programming language and then dynamically inserted at run-time.
* A built-in module, such as the itertools module, is inherently included in the interpreter.

A module is a file containing Python code, definitions of functions, statements, or classes. An example\_module.py file is a module we will create and whose name is example\_module.

We employ modules to divide complicated programs into smaller, more understandable pieces. Modules also allow for the reuse of code.

Rather than duplicating their definitions into several applications, we may define our most frequently used functions in a separate module and then import the complete module.

Let's construct a module. Save the file as example\_module.py after entering the following.

### Code

1. # Python program to show how to create a module.
2. # defining a function in the module to reuse it
3. **def** square( number ):
4. """This function will square the number passed to it"""
6. result = number \*\* 2
7. **return** result

Here, a module called example\_module contains the definition of the function square(). The function returns the square of a given number.

### How to Import Modules in Python?

In Python, we may import functions from one module into our program, or as we say into, another module.

For this, we make use of the import Python keyword. In the Python window, we add the next to import keyword, the name of the module we need to import. We will import the module we defined earlier example\_module.

**Code**

1. **import** example\_module

The functions that we defined in the example\_module are not immediately imported into the present program. Only the name of the module, i.e., example\_ module, is imported here.

We may use the dot operator to use the functions using the module name. For instance:

**Code**

1. result = example\_module.square(  4  )
2. **print**( "By using the module square of number is: ", result )

**Output:**

By using the module square of number is: 16

There are several standard modules for Python. The complete list of Python standard modules is available. The list can be seen using the help command.

Similar to how we imported our module, a user-defined module, we can use an import statement to import other standard modules.

Importing a module can be done in a variety of ways. Below is a list of them.

### Python import Statement

Using the import Python keyword and the dot operator, we may import a standard module and can access the defined functions within it. Here's an illustration.

**Code**

1. # Python program to show how to import a standard module
2. # We will import the math module which is a standard module
4. **import** math
5. **print**( "The value of euler's number is", math.e )

**Output:**

The value of euler's number is 2.718281828459045

### Importing and also Renaming

While importing a module, we can change its name too. Here is an example to show.

**Code**

1. # Python program to show how to import a module and rename it
2. # We will import the math module and give a different name to it
4. **import** math as mt
5. **print**( "The value of euler's number is", mt.e )

**Output:**

The value of euler's number is 2.718281828459045

The math module is now named mt in this program. In some circumstances, it might help us type faster in case of modules having long names.

Please take note that now the scope of our program does not include the term math. Thus, mt.pi is the proper implementation of the module, whereas math.pi is invalid.

### Python from...import Statement

We can import specific names from a module without importing the module as a whole. Here is an example.

**Code**

1. # Python program to show how to import specific objects from a module
2. # We will import euler's number from the math module using the from keyword
4. **from** math **import** e
5. **print**( "The value of euler's number is", e )

**Output:**

The value of euler's number is 2.718281828459045

Only the e constant from the math module was imported in this case.

We avoid using the dot (.) operator in these scenarios. As follows, we may import many attributes at the same time:

**Code**

1. # Python program to show how to import multiple objects from a module
2. **from** math **import** e, tau
3. **print**( "The value of tau constant is: ", tau )
4. **print**( "The value of the euler's number is: ", e )

**Output:**

The value of tau constant is: 6.283185307179586

The value of the euler's number is: 2.718281828459045

### Import all Names - From import \* Statement

To import all the objects from a module within the present namespace, use the \* symbol and the from and import keyword.

**Syntax:**

1. **from** name\_of\_module **import** \*

There are benefits and drawbacks to using the symbol \*. It is not advised to use \* unless we are certain of our particular requirements from the module; otherwise, do so.

Here is an example of the same.

**Code**

1. # importing the complete math module using \*
2. **from** math **import** \*
4. # accessing functions of math module without using the dot operator
5. **print**( "Calculating square root: ", sqrt(25) )
6. **print**( "Calculating tangent of an angle: ", tan(pi/6) ) # here pi is also imported from the math module

**Output:**

Calculating square root: 5.0

Calculating tangent of an angle: 0.5773502691896257

## Locating Path of Modules

The interpreter searches numerous places when importing a module in the Python program. Several directories are searched if the built-in module is not present. The list of directories can be accessed using sys.path. The Python interpreter looks for the module in the way described below:

The module is initially looked for in the current working directory. Python then explores every directory in the shell parameter PYTHONPATH if the module cannot be located in the current directory. A list of folders makes up the environment variable known as PYTHONPATH. Python examines the installation-dependent set of folders set up when Python is downloaded if that also fails.

Here is an example to print the path.

**Code**

1. # We will import the sys module
2. **import** sys
4. # we will import sys.path
5. **print**(sys.path)

**Output:**

['/home/pyodide', '/home/pyodide/lib/Python310.zip', '/lib/Python3.10', '/lib/Python3.10/lib-dynload', '', '/lib/Python3.10/site-packages']

## The dir() Built-in Function

We may use the dir() method to identify names declared within a module.

For instance, we have the following names in the standard module str. To print the names, we will use the dir() method in the following way:

**Code**

1. # Python program to print the directory of a module
2. **print**( "List of functions:\n ", dir( str ), end=", " )

**Output:**

List of functions:

['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getnewargs\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mod\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_rmod\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'capitalize', 'casefold', 'center', 'count', 'encode', 'endswith', 'expandtabs', 'find', 'format', 'format\_map', 'index', 'isalnum', 'isalpha', 'isascii', 'isdecimal', 'isdigit', 'isidentifier', 'islower', 'isnumeric', 'isprintable', 'isspace', 'istitle', 'isupper', 'join', 'ljust', 'lower', 'lstrip', 'maketrans', 'partition', 'removeprefix', 'removesuffix', 'replace', 'rfind', 'rindex', 'rjust', 'rpartition', 'rsplit', 'rstrip', 'split', 'splitlines', 'startswith', 'strip', 'swapcase', 'title', 'translate', 'upper', 'zfill']

## Namespaces and Scoping

Objects are represented by names or identifiers called variables. A namespace is a dictionary containing the names of variables (keys) and the objects that go with them (values).

Both local and global namespace variables can be accessed by a Python statement. When two variables with the same name are local and global, the local variable takes the role of the global variable. There is a separate local namespace for every function. The scoping rule for class methods is the same as for regular functions. Python determines if parameters are local or global based on reasonable predictions. Any variable that is allocated a value in a method is regarded as being local.

Therefore, we must use the global statement before we may provide a value to a global variable inside of a function. Python is informed that Var\_Name is a global variable by the line global Var\_Name. Python stops looking for the variable inside the local namespace.

We declare the variable Number, for instance, within the global namespace. Since we provide a Number a value inside the function, Python considers a Number to be a local variable. UnboundLocalError will be the outcome if we try to access the value of the local variable without or before declaring it global.

**Code**

1. Number = 204
2. **def** AddNumber():
3. # accessing the global namespace
4. **global** Number
5. Number = Number + 200
7. **print**( Number )
8. AddNumber()
9. **print**( Number )

**Output:**

204

404

# Python Exceptions

When a Python program meets an error, it stops the execution of the rest of the program. An error in Python might be either an error in the syntax of an expression or a Python exception. We will see what an exception is. Also, we will see the difference between a syntax error and an exception in this tutorial. Following that, we will learn about trying and except blocks and how to raise exceptions and make assertions. After that, we will see the Python exceptions list.

## What is an Exception?

An exception in Python is an incident that happens while executing a program that causes the regular course of the program's commands to be disrupted. When a Python code comes across a condition it can't handle, it raises an exception. An object in Python that describes an error is called an exception.

When a Python code throws an exception, it has two options: handle the exception immediately or stop and quit.

### Exceptions versus Syntax Errors

When the interpreter identifies a statement that has an error, syntax errors occur. Consider the following scenario:

**Code**

1. #Python code after removing the syntax error
2. string = "Python Exceptions"
4. **for** s **in** string:
5. **if** (s != o:
6. **print**( s )

**Output:**

if (s != o:

^

SyntaxError: invalid syntax

The arrow in the output shows where the interpreter encountered a syntactic error. There was one unclosed bracket in this case. Close it and rerun the program:

**Code**

1. #Python code after removing the syntax error
2. string = "Python Exceptions"
4. **for** s **in** string:
5. **if** (s != o):
6. **print**( s )

**Output:**

2 string = "Python Exceptions"

4 for s in string:

----> 5 if (s != o):

6 print( s )

NameError: name 'o' is not defined

We encountered an exception error after executing this code. When syntactically valid Python code produces an error, this is the kind of error that arises. The output's last line specified the name of the exception error code encountered. Instead of displaying just "exception error", Python displays information about the sort of exception error that occurred. It was a NameError in this situation. Python includes several built-in exceptions. However, Python offers the facility to construct custom exceptions.

## Try and Except Statement - Catching Exceptions

In Python, we catch exceptions and handle them using try and except code blocks. The try clause contains the code that can raise an exception, while the except clause contains the code lines that handle the exception. Let's see if we can access the index from the array, which is more than the array's length, and handle the resulting exception.

**Code**

1. # Python code to catch an exception and handle it using try and except code blocks
3. a = ["Python", "Exceptions", "try and except"]
4. **try**:
5. #looping through the elements of the array a, choosing a range that goes beyond the length of the array
6. **for** i **in** range( 4 ):
7. **print**( "The index and element from the array is", i, a[i] )
8. #if an error occurs in the try block, then except block will be executed by the Python interpreter
9. **except**:
10. **print** ("Index out of range")

**Output:**

The index and element from the array is 0 Python

The index and element from the array is 1 Exceptions

The index and element from the array is 2 try and except

Index out of range

The code blocks that potentially produce an error are inserted inside the try clause in the preceding example. The value of i greater than 2 attempts to access the list's item beyond its length, which is not present, resulting in an exception. The except clause then catches this exception and executes code without stopping it.

## How to Raise an Exception

If a condition does not meet our criteria but is correct according to the Python interpreter, we can intentionally raise an exception using the raise keyword. We can use a customized exception in conjunction with the statement.

If we wish to use raise to generate an exception when a given condition happens, we may do so as follows:

**Code**

1. #Python code to show how to raise an exception in Python
2. num = [3, 4, 5, 7]
3. **if** len(num) > 3:
4. **raise** Exception( f"Length of the given list must be less than or equal to 3 but is {len(num)}" )

**Output:**

1 num = [3, 4, 5, 7]

2 if len(num) > 3:

----> 3 raise Exception( f"Length of the given list must be less than or equal to 3 but is {len(num)}" )

Exception: Length of the given list must be less than or equal to 3 but is 4

The implementation stops and shows our exception in the output, providing indications as to what went incorrect.

## Assertions in Python

When we're finished verifying the program, an assertion is a consistency test that we can switch on or off.

The simplest way to understand an assertion is to compare it with an if-then condition. An exception is thrown if the outcome is false when an expression is evaluated.

Assertions are made via the assert statement, which was added in Python 1.5 as the latest keyword.

Assertions are commonly used at the beginning of a function to inspect for valid input and at the end of calling the function to inspect for valid output.

### The assert Statement

Python examines the adjacent expression, preferably true when it finds an assert statement. Python throws an AssertionError exception if the result of the expression is false.

**The syntax for the assert clause is −**

1. **assert** Expressions[, Argument]

Python uses ArgumentException, if the assertion fails, as the argument for the AssertionError. We can use the try-except clause to catch and handle AssertionError exceptions, but if they aren't, the program will stop, and the Python interpreter will generate a traceback.

**Code**

1. #Python program to show how to use assert keyword
2. # defining a function
3. **def** square\_root( Number ):
4. **assert** ( Number < 0), "Give a positive integer"
5. **return** Number\*\*(1/2)
7. #Calling function and passing the values
8. **print**( square\_root( 36 ) )
9. **print**( square\_root( -36 ) )

**Output:**

7 #Calling function and passing the values

----> 8 print( square\_root( 36 ) )

9 print( square\_root( -36 ) )

Input In [23], in square\_root(Number)

3 def square\_root( Number ):

----> 4 assert ( Number < 0), "Give a positive integer"

5 return Number\*\*(1/2)

AssertionError: Give a positive integer

## Try with Else Clause

Python also supports the else clause, which should come after every except clause, in the try, and except blocks. Only when the try clause fails to throw an exception the Python interpreter goes on to the else block.

Here is an instance of a try clause with an else clause.

**Code**

1. # Python program to show how to use else clause with try and except clauses
3. # Defining a function which returns reciprocal of a number
4. **def** reciprocal( num1 ):
5. **try**:
6. reci = 1 / num1
7. **except** ZeroDivisionError:
8. **print**( "We cannot divide by zero" )
9. **else**:
10. **print** ( reci )
11. # Calling the function and passing values
12. reciprocal( 4 )
13. reciprocal( 0 )

**Output:**

0.25

We cannot divide by zero

## Finally Keyword in Python

The finally keyword is available in Python, and it is always used after the try-except block. The finally code block is always executed after the try block has terminated normally or after the try block has terminated for some other reason.

Here is an example of finally keyword with try-except clauses:

**Code**

1. # Python code to show the use of finally clause
3. # Raising an exception in try block
4. **try**:
5. div = 4 // 0
6. **print**( div )
7. # this block will handle the exception raised
8. **except** ZeroDivisionError:
9. **print**( "Atepting to divide by zero" )
10. # this will always be executed no matter exception is raised or not
11. **finally**:
12. **print**( 'This is code of finally clause' )

**Output:**

Atepting to divide by zero

This is code of finally clause

## User-Defined Exceptions

By inheriting classes from the typical built-in exceptions, Python also lets us design our customized exceptions.

Here is an illustration of a RuntimeError. In this case, a class that derives from RuntimeError is produced. Once an exception is detected, we can use this to display additional detailed information.

We raise a user-defined exception in the try block and then handle the exception in the except block. An example of the class EmptyError is created using the variable var.

**Code**

1. **class** EmptyError( RuntimeError ):
2. **def** \_\_init\_\_(self, argument):
3. self.arguments = argument
4. Once the preceding **class** has been created, the following **is** how to **raise** an exception:
5. Code
6. var = " "
7. **try**:
8. **raise** EmptyError( "The variable is empty" )
9. **except** (EmptyError, var):
10. **print**( var.arguments )

**Output:**

2 try:

----> 3 raise EmptyError( "The variable is empty" )

4 except (EmptyError, var):

EmptyError: The variable is empty

## Python Exceptions List

Here is the complete list of Python in-built exceptions.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name of the Exception** | **Description of the Exception** |
| **1** | **Exception** | All exceptions of Python have a base class. |
| **2** | **StopIteration** | If the next() method returns null for an iterator, this exception is raised. |
| **3** | **SystemExit** | The sys.exit() procedure raises this value. |
| **4** | **StandardError** | Excluding the StopIteration and SystemExit, this is the base class for all Python built-in exceptions. |
| **5** | **ArithmeticError** | All mathematical computation errors belong to this base class. |
| **6** | **OverflowError** | This exception is raised when a computation surpasses the numeric data type's maximum limit. |
| **7** | **FloatingPointError** | If a floating-point operation fails, this exception is raised. |
| **8** | **ZeroDivisionError** | For all numeric data types, its value is raised whenever a number is attempted to be divided by zero. |
| **9** | **AssertionError** | If the Assert statement fails, this exception is raised. |
| **10** | **AttributeError** | This exception is raised if a variable reference or assigning a value fails. |
| **11** | **EOFError** | When the endpoint of the file is approached, and the interpreter didn't get any input value by raw\_input() or input() functions, this exception is raised. |
| **12** | **ImportError** | This exception is raised if using the import keyword to import a module fails. |
| **13** | **KeyboardInterrupt** | If the user interrupts the execution of a program, generally by hitting Ctrl+C, this exception is raised. |
| **14** | **LookupError** | LookupErrorBase is the base class for all search errors. |
| **15** | **IndexError** | This exception is raised when the index attempted to be accessed is not found. |
| **16** | **KeyError** | When the given key is not found in the dictionary to be found in, this exception is raised. |
| **17** | **NameError** | This exception is raised when a variable isn't located in either local or global namespace. |
| **18** | **UnboundLocalError** | This exception is raised when we try to access a local variable inside a function, and the variable has not been assigned any value. |
| **19** | **EnvironmentError** | All exceptions that arise beyond the Python environment have this base class. |
| **20** | **IOError** | If an input or output action fails, like when using the print command or the open() function to access a file that does not exist, this exception is raised. |
| **22** | **SyntaxError** | This exception is raised whenever a syntax error occurs in our program. |
| **23** | **IndentationError** | This exception was raised when we made an improper indentation. |
| **24** | **SystemExit** | This exception is raised when the sys.exit() method is used to terminate the Python interpreter. The parser exits if the situation is not addressed within the code. |
| **25** | **TypeError** | This exception is raised whenever a data type-incompatible action or function is tried to be executed. |
| **26** | **ValueError** | This exception is raised if the parameters for a built-in method for a particular data type are of the correct type but have been given the wrong values. |
| **27** | **RuntimeError** | This exception is raised when an error that occurred during the program's execution cannot be classified. |
| **28** | **NotImplementedError** | If an abstract function that the user must define in an inherited class is not defined, this exception is raised. |

## Summary

We learned about different methods to raise, catch, and handle Python exceptions after learning the distinction between syntax errors and exceptions. We learned about these clauses in this tutorial:

* We can throw an exception at any line of code using the raise keyword.
* Using the assert keyword, we may check to see if a specific condition is fulfilled and raise an exception if it is not.
* All statements are carried out in the try clause until an exception is found.
* The try clause's exception(s) are detected and handled using the except function.
* If no exceptions are thrown in the try code block, we can write code to be executed in the else code block.

Here is the syntax of try, except, else, and finally clauses.

**Syntax:**

1. **try**:
2. # Code block
3. # These statements are those which can probably have some error
5. **except**:
6. # This block is optional.
7. # If the try block encounters an exception, this block will handle it.
9. **else**:
10. # If there is no exception, this code block will be executed by the Python interpreter
12. **finally**:
13. # Python interpreter will always execute this code.

Python Date and time

Python provides the **datetime** module work with real dates and times. In real-world applications, we need to work with the date and time. Python enables us to schedule our Python script to run at a particular timing.

In Python, the date is not a data type, but we can work with the date objects by importing the module named with **datetime, time, and calendar**.

In this section of the tutorial, we will discuss how to work with the date and time objects in Python.

The **datetime** classes are classified in the six main classes.

* **date** - It is a naive ideal date. It consists of the year, month, and day as attributes.
* **time** - It is a perfect time, assuming every day has precisely 24\*60\*60 seconds. It has hour, minute, second, microsecond, and **tzinfo** as attributes.
* **datetime** - It is a grouping of date and time, along with the attributes year, month, day, hour, minute, second, microsecond, and tzinfo.
* **timedelta -** It represents the difference between two dates, time or datetime instances to microsecond resolution.
* **tzinfo** - It provides time zone information objects.
* **timezone -** It is included in the new version of Python. It is the class that implements the **tzinfo** abstract base class.

Tick

In Python, the time instants are counted since 12 AM, 1st January 1970. The function **time()** of the module time returns the total number of ticks spent since 12 AM, 1st January 1970. A tick can be seen as the smallest unit to measure the time.

Consider the following example

1. **import** time;
2. #prints the number of ticks spent since 12 AM, 1st January 1970
3. **print**(time.time())

**Output:**

1585928913.6519969

How to get the current time?

The localtime() functions of the time module are used to get the current time tuple. Consider the following example.

**Example**

1. **import** time;
3. #returns a time tuple
5. **print**(time.localtime(time.time()))

**Output:**

time.struct\_time(tm\_year=2020, tm\_mon=4, tm\_mday=3, tm\_hour=21, tm\_min=21, tm\_sec=40, tm\_wday=4, tm\_yday=94, tm\_isdst=0)

Time tuple

The time is treated as the tuple of 9 numbers. Let's look at the members of the time tuple.

|  |  |  |
| --- | --- | --- |
| **Index** | **Attribute** | **Values** |
| 0 | Year | 4 digit (for example 2018) |
| 1 | Month | 1 to 12 |
| 2 | Day | 1 to 31 |
| 3 | Hour | 0 to 23 |
| 4 | Minute | 0 to 59 |
| 5 | Second | 0 to 60 |
| 6 | Day of weak | 0 to 6 |
| 7 | Day of year | 1 to 366 |
| 8 | Daylight savings | -1, 0, 1 , or -1 |

Getting formatted time

The time can be formatted by using the **asctime()** function of the time module. It returns the formatted time for the time tuple being passed.

**Example**

1. **import** time
2. #returns the formatted time
4. **print**(time.asctime(time.localtime(time.time())))

**Output:**

Tue Dec 18 15:31:39 2018

Python sleep time

The **sleep()** method of time module is used to stop the execution of the script for a given amount of time. The output will be delayed for the number of seconds provided as the float.

Consider the following example.

**Example**

1. **import** time
2. **for** i **in** range(0,5):
3. **print**(i)
4. #Each element will be printed after 1 second
5. time.sleep(1)

**Output:**

0

1

2

3

4

The datetime Module

The **datetime** module enables us to create the custom date objects, perform various operations on dates like the comparison, etc.

To work with dates as date objects, we have to import **the datetime** module into the python source code.

Consider the following example to get the **datetime** object representation for the current time.

**Example**

1. **import** datetime
2. #returns the current datetime object
3. **print**(datetime.datetime.now())

**Output:**

2020-04-04 13:18:35.252578

Creating date objects

We can create the date objects bypassing the desired date in the datetime constructor for which the date objects are to be created.

Consider the following example.

**Example**

1. **import** datetime
2. #returns the datetime object for the specified date
3. **print**(datetime.datetime(2020,04,04))

**Output:**

2020-04-04 00:00:00

We can also specify the time along with the date to create the datetime object. Consider the following example.

**Example**

1. **import** datetime
3. #returns the datetime object for the specified time
5. **print**(datetime.datetime(2020,4,4,1,26,40))

**Output:**

2020-04-04 01:26:40

In the above code, we have passed in **datetime()** function year, month, day, hour, minute, and millisecond attributes in a sequential manner.

Comparison of two dates

We can compare two dates by using the comparison operators like >, >=, <, and <=.

Consider the following example.

**Example**

1. **from** datetime **import** datetime as dt
2. #Compares the time. If the time is in between 8AM and 4PM, then it prints working hours otherwise it prints fun hours
3. **if** dt(dt.now().year,dt.now().month,dt.now().day,8)<dt.now()<dt(dt.now().year,dt.now().month,dt.now().day,16):
4. **print**("Working hours....")
5. **else**:
6. **print**("fun hours")

**Output:**

fun hours

The calendar module

Python provides a calendar object that contains various methods to work with the calendars.

Consider the following example to print the calendar for the last month of 2018.

**Example**

1. **import** calendar;
2. cal = calendar.month(2020,3)
3. #printing the calendar of December 2018
4. **print**(cal)

**Output:**

March 2020

Mo Tu We Th Fr Sa Su

1

2 3 4 5 6 7 8

9 10 11 12 13 14 15

16 17 18 19 20 21 22

23 24 25 26 27 28 29

30 31

Printing the calendar of whole year

The prcal() method of calendar module is used to print the calendar of the entire year. The year of which the calendar is to be printed must be passed into this method.

**Example**

1. **import** calendar
2. #printing the calendar of the year 2019
3. s = calendar.prcal(2020)

**Output:**
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# Python Regex

A regular expression is a set of characters with highly specialized syntax that we can use to find or match other characters or groups of characters. In short, regular expressions, or Regex, are widely used in the UNIX world.

The re-module in Python gives full support for regular expressions of Pearl style. The re module raises the re.error exception whenever an error occurs while implementing or using a regular expression.

We'll go over two crucial functions utilized to deal with regular expressions. But first, a minor point: many letters have a particular meaning when utilized in a regular expression.

## re.match()

Python's re.match() function finds and delivers the very first appearance of a regular expression pattern. In Python, the RegEx Match function solely searches for a matching string at the beginning of the provided text to be searched. The matching object is produced if one match is found in the first line. If a match is found in a subsequent line, the Python RegEx Match function gives output as null.

Examine the implementation for the re.match() method in Python. The expressions ".w\*" and ".w\*?" will match words that have the letter "w," and anything that does not has the letter "w" will be ignored. The for loop is used in this Python re.match() illustration to inspect for matches for every element in the list of words.

## Matching Characters

The majority of symbols and characters will easily match. (A case-insensitive feature can be enabled, allowing this RE to match Python or PYTHON.) The regular expression check, for instance, will match exactly the string check.

There are some exceptions to this general rule; certain symbols are special metacharacters that don't match. Rather, they indicate that they must compare something unusual, or they have an effect on other parts of the RE by recurring or modifying their meaning.

Here's the list of the metacharacters;

1. . ^ $ \* + ? { } [ ] \ | ( )

## Repeating Things

The ability to match different sets of symbols will be the first feature regular expressions can achieve that's not previously achievable with string techniques. On the other hand, Regexes isn't much of an improvement if that had been their only extra capacity. We can also define that some sections of the RE must be reiterated a specified number of times.

The first metacharacter we'll examine for recurring occurrences is \*. Instead of matching the actual character '\*,' \* signals that the preceding letter can be matched 0 or even more times, rather than exactly one.

Ba\*t, for example, matches 'bt' (zero 'a' characters), 'bat' (one 'a' character), 'baaat' (three 'a' characters), etc.

Greedy repetitions, such as \*, cause the matching algorithm to attempt to replicate the RE as many times as feasible. If later elements of the sequence fail to match, the matching algorithm will retry with lesser repetitions.

This is the syntax of re.match() function -

1. re.match(pattern, string, flags=0)

### Parameters

**pattern:-** this is the expression that is to be matched. It must be a regular expression

**string:-** This is the string that will be compared to the pattern at the start of the string.

**flags:-** Bitwise OR (|) can be used to express multiple flags. These are modifications, and the table below lists them.

**Code**

1. **import** re
2. line = "Learn Python through tutorials on javatpoint"
3. match\_object = re.match( r'.w\* (.w?) (.w\*?)', line, re.M|re.I)
5. **if** match\_object:
6. **print** ("match object group : ", match\_object.group())
7. **print** ("match object 1 group : ", match\_object.group(1))
8. **print** ("match object 2 group : ", match\_object.group(2))
9. **else**:
10. **print** ( "There isn't any match!!" )

**Output:**

There isn't any match!!

## re.search()

The re.search() function will look for the first occurrence of a regular expression sequence and deliver it. It will verify all rows of the supplied string, unlike Python's re.match(). If the pattern is matched, the re.search() function produces a match object; otherwise, it returns "null."

To execute the search() function, we must first import the Python re-module and afterward run the program. The "sequence" and "content" to check from our primary string are passed to the Python re.search() call.

This is the syntax of re.search() function -

1. re.search(pattern, string, flags=0)

Here is the description of the parameters -

**pattern:-** this is the expression that is to be matched. It must be a regular expression

**string:-** The string provided is the one that will be searched for the pattern wherever within it.

**flags:-** Bitwise OR (|) can be used to express multiple flags. These are modifications, and the table below lists them.

**Code**

1. **import** re
3. line = "Learn Python through tutorials on javatpoint";
5. search\_object = re.search( r' .\*t? (.\*t?) (.\*t?)', line)
6. **if** search\_object:
7. **print**("search object group : ", search\_object.group())
8. **print**("search object group 1 : ", search\_object.group(1))
9. **print**("search object group 2 : ", search\_object.group(2))
10. **else**:
11. **print**("Nothing found!!")

**Output:**

search object group : Python through tutorials on javatpoint

search object group 1 : on

search object group 2 : javatpoint

## Matching Versus Searching

Python has two primary regular expression functions: match and search. Match looks for a match only where the string commencements, whereas search looks for a match everywhere in the string (this is the default function of Perl).

**Code**

1. **import** re
3. line = "Learn Python through tutorials on javatpoint"
5. match\_object = re.match( r'through', line, re.M|re.I)
6. **if** match\_object:
7. **print**("match object group : ", match\_object.group())
8. **else**:
9. **print**( "There isn't any match!!")
11. search\_object = re.search( r' .\*t? ', line, re.M|re.I)
12. **if** searchObj:
13. **print**("search object group : ", search\_object.group())
14. **else**:
15. **print**("Nothing found!!")

**Output:**

There isn't any match!!

search object group : Python through tutorials on

## re.findall()

The findall() function is often used to look for "all" appearances of a pattern. The search() module, on the other hand, will only provide the earliest occurrence that matches the description. In a single operation, findall() will loop over all the rows of the document and provide all non-overlapping regular matches.

We have a line of text, and we want to get all of the occurrences from the content, so we use Python's re.findall() function. It will search the entire content provided to it.

Using the re-package isn't always a good idea. If we're only searching a fixed string or a specific character class, and we're not leveraging any re features like the IGNORECASE flag, regular expressions' full capability would not be needed. Strings offer various ways for doing tasks with fixed strings, and they're generally considerably faster than the larger, more generalized regular expression solver because the execution is a simple short C loop that has been optimized for the job.

# Python Regex

A regular expression is a set of characters with highly specialized syntax that we can use to find or match other characters or groups of characters. In short, regular expressions, or Regex, are widely used in the UNIX world.

The re-module in Python gives full support for regular expressions of Pearl style. The re module raises the re.error exception whenever an error occurs while implementing or using a regular expression.

We'll go over two crucial functions utilized to deal with regular expressions. But first, a minor point: many letters have a particular meaning when utilized in a regular expression.

## re.match()

Python's re.match() function finds and delivers the very first appearance of a regular expression pattern. In Python, the RegEx Match function solely searches for a matching string at the beginning of the provided text to be searched. The matching object is produced if one match is found in the first line. If a match is found in a subsequent line, the Python RegEx Match function gives output as null.

Examine the implementation for the re.match() method in Python. The expressions ".w\*" and ".w\*?" will match words that have the letter "w," and anything that does not has the letter "w" will be ignored. The for loop is used in this Python re.match() illustration to inspect for matches for every element in the list of words.

## Matching Characters

The majority of symbols and characters will easily match. (A case-insensitive feature can be enabled, allowing this RE to match Python or PYTHON.) The regular expression check, for instance, will match exactly the string check.

There are some exceptions to this general rule; certain symbols are special metacharacters that don't match. Rather, they indicate that they must compare something unusual, or they have an effect on other parts of the RE by recurring or modifying their meaning.

Here's the list of the metacharacters;

1. . ^ $ \* + ? { } [ ] \ | ( )

## Repeating Things

The ability to match different sets of symbols will be the first feature regular expressions can achieve that's not previously achievable with string techniques. On the other hand, Regexes isn't much of an improvement if that had been their only extra capacity. We can also define that some sections of the RE must be reiterated a specified number of times.

The first metacharacter we'll examine for recurring occurrences is \*. Instead of matching the actual character '\*,' \* signals that the preceding letter can be matched 0 or even more times, rather than exactly one.

Ba\*t, for example, matches 'bt' (zero 'a' characters), 'bat' (one 'a' character), 'baaat' (three 'a' characters), etc.

Greedy repetitions, such as \*, cause the matching algorithm to attempt to replicate the RE as many times as feasible. If later elements of the sequence fail to match, the matching algorithm will retry with lesser repetitions.

This is the syntax of re.match() function -

1. re.match(pattern, string, flags=0)

### Parameters

**pattern:-** this is the expression that is to be matched. It must be a regular expression

**string:-** This is the string that will be compared to the pattern at the start of the string.

**flags:-** Bitwise OR (|) can be used to express multiple flags. These are modifications, and the table below lists them.

**Code**

1. **import** re
2. line = "Learn Python through tutorials on javatpoint"
3. match\_object = re.match( r'.w\* (.w?) (.w\*?)', line, re.M|re.I)
5. **if** match\_object:
6. **print** ("match object group : ", match\_object.group())
7. **print** ("match object 1 group : ", match\_object.group(1))
8. **print** ("match object 2 group : ", match\_object.group(2))
9. **else**:
10. **print** ( "There isn't any match!!" )

**Output:**

There isn't any match!!

## re.search()

The re.search() function will look for the first occurrence of a regular expression sequence and deliver it. It will verify all rows of the supplied string, unlike Python's re.match(). If the pattern is matched, the re.search() function produces a match object; otherwise, it returns "null."

To execute the search() function, we must first import the Python re-module and afterward run the program. The "sequence" and "content" to check from our primary string are passed to the Python re.search() call.

This is the syntax of re.search() function -

1. re.search(pattern, string, flags=0)

Here is the description of the parameters -

**pattern:-** this is the expression that is to be matched. It must be a regular expression

**string:-** The string provided is the one that will be searched for the pattern wherever within it.

**flags:-** Bitwise OR (|) can be used to express multiple flags. These are modifications, and the table below lists them.

**Code**

1. **import** re
3. line = "Learn Python through tutorials on javatpoint";
5. search\_object = re.search( r' .\*t? (.\*t?) (.\*t?)', line)
6. **if** search\_object:
7. **print**("search object group : ", search\_object.group())
8. **print**("search object group 1 : ", search\_object.group(1))
9. **print**("search object group 2 : ", search\_object.group(2))
10. **else**:
11. **print**("Nothing found!!")

**Output:**

search object group : Python through tutorials on javatpoint

search object group 1 : on

search object group 2 : javatpoint

## Matching Versus Searching

Python has two primary regular expression functions: match and search. Match looks for a match only where the string commencements, whereas search looks for a match everywhere in the string (this is the default function of Perl).

**Code**

1. **import** re
3. line = "Learn Python through tutorials on javatpoint"
5. match\_object = re.match( r'through', line, re.M|re.I)
6. **if** match\_object:
7. **print**("match object group : ", match\_object.group())
8. **else**:
9. **print**( "There isn't any match!!")
11. search\_object = re.search( r' .\*t? ', line, re.M|re.I)
12. **if** searchObj:
13. **print**("search object group : ", search\_object.group())
14. **else**:
15. **print**("Nothing found!!")

**Output:**

There isn't any match!!

search object group : Python through tutorials on

## re.findall()

The findall() function is often used to look for "all" appearances of a pattern. The search() module, on the other hand, will only provide the earliest occurrence that matches the description. In a single operation, findall() will loop over all the rows of the document and provide all non-overlapping regular matches.

We have a line of text, and we want to get all of the occurrences from the content, so we use Python's re.findall() function. It will search the entire content provided to it.

Using the re-package isn't always a good idea. If we're only searching a fixed string or a specific character class, and we're not leveraging any re features like the IGNORECASE flag, regular expressions' full capability would not be needed. Strings offer various ways for doing tasks with fixed strings, and they're generally considerably faster than the larger, more generalized regular expression solver because the execution is a simple short C loop that has been optimized for the job.

# Python OOPs Concepts

Like other general-purpose programming languages, Python is also an object-oriented language since its beginning. It allows us to develop applications using an Object-Oriented approach. In [Python](https://www.javatpoint.com/python-tutorial), we can easily create and use classes and objects.

An object-oriented paradigm is to design the program using classes and objects. The object is related to real-word entities such as book, house, pencil, etc. The oops concept focuses on writing the reusable code. It is a widespread technique to solve the problem by creating objects.

Major principles of object-oriented programming system are given below.

* Class
* Object
* Method
* Inheritance
* Polymorphism
* Data Abstraction
* Encapsulation

## Class

The class can be defined as a collection of objects. It is a logical entity that has some specific attributes and methods. For example: if you have an employee class, then it should contain an attribute and method, i.e. an email id, name, age, salary, etc.

**Syntax**

1. **class** ClassName:
2. <statement-1>
3. .
4. .
5. <statement-N>

## Object

The object is an entity that has state and behavior. It may be any real-world object like the mouse, keyboard, chair, table, pen, etc.

Everything in Python is an object, and almost everything has attributes and methods. All functions have a built-in attribute \_\_doc\_\_, which returns the docstring defined in the function source code.

When we define a class, it needs to create an object to allocate the memory. Consider the following example.

**Example:**

1. **class** car:
2. **def** \_\_init\_\_(self,modelname, year):
3. self.modelname = modelname
4. self.year = year
5. **def** display(self):
6. **print**(self.modelname,self.year)
8. c1 = car("Toyota", 2016)
9. c1.display()

**Output:**

Toyota 2016

In the above example, we have created the class named car, and it has two attributes modelname and year. We have created a c1 object to access the class attribute. The c1 object will allocate memory for these values. We will learn more about class and object in the next tutorial.

## Method

The method is a function that is associated with an object. In Python, a method is not unique to class instances. Any object type can have methods.

## Inheritance

Inheritance is the most important aspect of object-oriented programming, which simulates the real-world concept of inheritance. It specifies that the child object acquires all the properties and behaviors of the parent object.

By using inheritance, we can create a class which uses all the properties and behavior of another class. The new class is known as a derived class or child class, and the one whose properties are acquired is known as a base class or parent class.

It provides the re-usability of the code.

## Polymorphism

Polymorphism contains two words "poly" and "morphs". Poly means many, and morph means shape. By polymorphism, we understand that one task can be performed in different ways. For example - you have a class animal, and all animals speak. But they speak differently. Here, the "speak" behavior is polymorphic in a sense and depends on the animal. So, the abstract "animal" concept does not actually "speak", but specific animals (like dogs and cats) have a concrete implementation of the action "speak".

## Encapsulation

Encapsulation is also an essential aspect of object-oriented programming. It is used to restrict access to methods and variables. In encapsulation, code and data are wrapped together within a single unit from being modified by accident.

## Data Abstraction

Data abstraction and encapsulation both are often used as synonyms. Both are nearly synonyms because data abstraction is achieved through encapsulation.

Abstraction is used to hide internal details and show only functionalities. Abstracting something means to give names to things so that the name captures the core of what a function or a whole program does.

## Object-oriented vs. Procedure-oriented Programming languages

The difference between object-oriented and procedure-oriented programming is given below:

|  |  |  |
| --- | --- | --- |
| **Index** | **Object-oriented Programming** | **Procedural Programming** |
| 1. | Object-oriented programming is the problem-solving approach and used where computation is done by using objects. | Procedural programming uses a list of instructions to do computation step by step. |
| 2. | It makes the development and maintenance easier. | In procedural programming, It is not easy to maintain the codes when the project becomes lengthy. |
| 3. | It simulates the real world entity. So real-world problems can be easily solved through oops. | It doesn't simulate the real world. It works on step by step instructions divided into small parts called functions. |
| 4. | It provides data hiding. So it is more secure than procedural languages. You cannot access private data from anywhere. | Procedural language doesn't provide any proper way for data binding, so it is less secure. |
| 5. | Example of object-oriented programming languages is C++, Java, .Net, Python, C#, etc. | Example of procedural languages are: C, Fortran, Pascal, VB etc. |

# Python Class and Objects

We have already discussed in previous tutorial, a class is a virtual entity and can be seen as a blueprint of an object. The class came into existence when it instantiated. Let's understand it by an example.

Suppose a class is a prototype of a building. A building contains all the details about the floor, rooms, doors, windows, etc. we can make as many buildings as we want, based on these details. Hence, the building can be seen as a class, and we can create as many objects of this class.

On the other hand, the object is the instance of a class. The process of creating an object can be called instantiation.

In this section of the tutorial, we will discuss creating classes and objects in Python. We will also discuss how a class attribute is accessed by using the object.

## Creating classes in Python

In Python, a class can be created by using the keyword class, followed by the class name. The syntax to create a class is given below.

**Syntax**

1. **class** ClassName:
2. #statement\_suite

In Python, we must notice that each class is associated with a documentation string which can be accessed by using **<class-name>.\_\_doc\_\_.** A class contains a statement suite including fields, constructor, function, etc. definition.

Consider the following example to create a class **Employee** which contains two fields as Employee id, and name.

The class also contains a function **display()**, which is used to display the information of the **Employee.**

**Example**

1. **class** Employee:
2. id = 10
3. name = "Devansh"
4. **def** display (self):
5. **print**(self.id,self.name)

Here, the **self** is used as a reference variable, which refers to the current class object. It is always the first argument in the function definition. However, using **self** is optional in the function call.

### The self-parameter

The self-parameter refers to the current instance of the class and accesses the class variables. We can use anything instead of self, but it must be the first parameter of any function which belongs to the class.

## Creating an instance of the class

A class needs to be instantiated if we want to use the class attributes in another class or method. A class can be instantiated by calling the class using the class name.

The syntax to create the instance of the class is given below.

1. <object-name> = <**class**-name>(<arguments>)

The following example creates the instance of the class Employee defined in the above example.

**Example**

1. **class** Employee:
2. id = 10
3. name = "John"
4. **def** display (self):
5. **print**("ID: %d \nName: %s"%(self.id,self.name))
6. # Creating a emp instance of Employee class
7. emp = Employee()
8. emp.display()

**Output:**

ID: 10

Name: John

In the above code, we have created the Employee class which has two attributes named id and name and assigned value to them. We can observe we have passed the self as parameter in display function. It is used to refer to the same class attribute.

We have created a new instance object named **emp.** By using it, we can access the attributes of the class.

## Delete the Object

We can delete the properties of the object or object itself by using the del keyword. Consider the following example.

**Example**

1. **class** Employee:
2. id = 10
3. name = "John"
5. **def** display(self):
6. **print**("ID: %d \nName: %s" % (self.id, self.name))
7. # Creating a emp instance of Employee class
9. emp = Employee()
11. # Deleting the property of object
12. **del** emp.id
13. # Deleting the object itself
14. **del** emp
15. emp.display()

It will through the Attribute error because we have deleted the object **emp**.

# Python Constructor

A constructor is a special type of method (function) which is used to initialize the instance members of the class.

In C++ or Java, the constructor has the same name as its class, but it treats constructor differently in Python. It is used to create an object.

Constructors can be of two types.

1. Parameterized Constructor
2. Non-parameterized Constructor

Constructor definition is executed when we create the object of this class. Constructors also verify that there are enough resources for the object to perform any start-up task.

## Creating the constructor in python

In Python, the method the **\_\_init\_\_()** simulates the constructor of the class. This method is called when the class is instantiated. It accepts the **self**-keyword as a first argument which allows accessing the attributes or method of the class.

We can pass any number of arguments at the time of creating the class object, depending upon the **\_\_init\_\_()** definition. It is mostly used to initialize the class attributes. Every class must have a constructor, even if it simply relies on the default constructor.

Consider the following example to initialize the **Employee** class attributes.

### Example

1. **class** Employee:
2. **def** \_\_init\_\_(self, name, id):
3. self.id = id
4. self.name = name
6. **def** display(self):
7. **print**("ID: %d \nName: %s" % (self.id, self.name))

10. emp1 = Employee("John", 101)
11. emp2 = Employee("David", 102)
13. # accessing display() method to print employee 1 information
15. emp1.display()
17. # accessing display() method to print employee 2 information
18. emp2.display()

**Output:**

ID: 101

Name: John

ID: 102

Name: David

### Counting the number of objects of a class

The constructor is called automatically when we create the object of the class. Consider the following example.

### Example

1. **class** Student:
2. count = 0
3. **def** \_\_init\_\_(self):
4. Student.count = Student.count + 1
5. s1=Student()
6. s2=Student()
7. s3=Student()
8. **print**("The number of students:",Student.count)

**Output:**

The number of students: 3

## Python Non-Parameterized Constructor

The non-parameterized constructor uses when we do not want to manipulate the value or the constructor that has only self as an argument. Consider the following example.

### Example

1. **class** Student:
2. # Constructor - non parameterized
3. **def** \_\_init\_\_(self):
4. **print**("This is non parametrized constructor")
5. **def** show(self,name):
6. **print**("Hello",name)
7. student = Student()
8. student.show("John")

## Python Parameterized Constructor

The parameterized constructor has multiple parameters along with the **self**. Consider the following example.

### Example

1. **class** Student:
2. # Constructor - parameterized
3. **def** \_\_init\_\_(self, name):
4. **print**("This is parametrized constructor")
5. self.name = name
6. **def** show(self):
7. **print**("Hello",self.name)
8. student = Student("John")
9. student.show()

**Output:**

This is parametrized constructor

Hello John

## Python Default Constructor

When we do not include the constructor in the class or forget to declare it, then that becomes the default constructor. It does not perform any task but initializes the objects. Consider the following example.

### Example

1. **class** Student:
2. roll\_num = 101
3. name = "Joseph"
5. **def** display(self):
6. **print**(self.roll\_num,self.name)
8. st = Student()
9. st.display()

**Output:**

101 Joseph

## More than One Constructor in Single class

Let's have a look at another scenario, what happen if we declare the two same constructors in the class.

### Example

1. **class** Student:
2. **def** \_\_init\_\_(self):
3. **print**("The First Constructor")
4. **def** \_\_init\_\_(self):
5. **print**("The second contructor")
7. st = Student()

**Output:**

The Second Constructor

In the above code, the object **st** called the second constructor whereas both have the same configuration. The first method is not accessible by the **st** object. Internally, the object of the class will always call the last constructor if the class has multiple constructors.

#### Note: The constructor overloading is not allowed in Python.

## Python built-in class functions

The built-in functions defined in the class are described in the following table.

|  |  |  |
| --- | --- | --- |
| **SN** | **Function** | **Description** |
| 1 | getattr(obj,name,default) | It is used to access the attribute of the object. |
| 2 | setattr(obj, name,value) | It is used to set a particular value to the specific attribute of an object. |
| 3 | delattr(obj, name) | It is used to delete a specific attribute. |
| 4 | hasattr(obj, name) | It returns true if the object contains some specific attribute. |

### Example

1. **class** Student:
2. **def** \_\_init\_\_(self, name, id, age):
3. self.name = name
4. self.id = id
5. self.age = age
7. # creates the object of the class Student
8. s = Student("John", 101, 22)
10. # prints the attribute name of the object s
11. **print**(getattr(s, 'name'))
13. # reset the value of attribute age to 23
14. setattr(s, "age", 23)
16. # prints the modified value of age
17. **print**(getattr(s, 'age'))
19. # prints true if the student contains the attribute with name id
21. **print**(hasattr(s, 'id'))
22. # deletes the attribute age
23. delattr(s, 'age')
25. # this will give an error since the attribute age has been deleted
26. **print**(s.age)

**Output:**

John

23

True

AttributeError: 'Student' object has no attribute 'age'

## Built-in class attributes

Along with the other attributes, a Python class also contains some built-in class attributes which provide information about the class.

The built-in class attributes are given in the below table.

|  |  |  |
| --- | --- | --- |
| **SN** | **Attribute** | **Description** |
| 1 | \_\_dict\_\_ | It provides the dictionary containing the information about the class namespace. |
| 2 | \_\_doc\_\_ | It contains a string which has the class documentation |
| 3 | \_\_name\_\_ | It is used to access the class name. |
| 4 | \_\_module\_\_ | It is used to access the module in which, this class is defined. |
| 5 | \_\_bases\_\_ | It contains a tuple including all base classes. |

### Example

1. **class** Student:
2. **def** \_\_init\_\_(self,name,id,age):
3. self.name = name;
4. self.id = id;
5. self.age = age
6. **def** display\_details(self):
7. **print**("Name:%s, ID:%d, age:%d"%(self.name,self.id))
8. s = Student("John",101,22)
9. **print**(s.\_\_doc\_\_)
10. **print**(s.\_\_dict\_\_)
11. **print**(s.\_\_module\_\_)

**Output:**

None

{'name': 'John', 'id': 101, 'age': 22}

\_\_main\_\_

# Python Inheritance

Inheritance is an important aspect of the object-oriented paradigm. Inheritance provides code reusability to the program because we can use an existing class to create a new class instead of creating it from scratch.

In inheritance, the child class acquires the properties and can access all the data members and functions defined in the parent class. A child class can also provide its specific implementation to the functions of the parent class. In this section of the tutorial, we will discuss inheritance in detail.

In python, a derived class can inherit base class by just mentioning the base in the bracket after the derived class name. Consider the following syntax to inherit a base class into the derived class.

![Python Inheritance](data:image/png;base64,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)

### Syntax

1. **class** derived-**class**(base **class**):
2. <**class**-suite>

A class can inherit multiple classes by mentioning all of them inside the bracket. Consider the following syntax.

### Syntax

1. **class** derive-**class**(<base **class** 1>, <base **class** 2>, ..... <base **class** n>):
2. <**class** - suite>

### Example 1

1. **class** Animal:
2. **def** speak(self):
3. **print**("Animal Speaking")
4. #child class Dog inherits the base class Animal
5. **class** Dog(Animal):
6. **def** bark(self):
7. **print**("dog barking")
8. d = Dog()
9. d.bark()
10. d.speak()

**Output:**

dog barking

Animal Speaking

## Python Multi-Level inheritance

Multi-Level inheritance is possible in python like other object-oriented languages. Multi-level inheritance is archived when a derived class inherits another derived class. There is no limit on the number of levels up to which, the multi-level inheritance is archived in python.
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The syntax of multi-level inheritance is given below.

### Syntax

1. **class** class1:
2. <**class**-suite>
3. **class** class2(class1):
4. <**class** suite>
5. **class** class3(class2):
6. <**class** suite>
7. .
8. .

### Example

1. **class** Animal:
2. **def** speak(self):
3. **print**("Animal Speaking")
4. #The child class Dog inherits the base class Animal
5. **class** Dog(Animal):
6. **def** bark(self):
7. **print**("dog barking")
8. #The child class Dogchild inherits another child class Dog
9. **class** DogChild(Dog):
10. **def** eat(self):
11. **print**("Eating bread...")
12. d = DogChild()
13. d.bark()
14. d.speak()
15. d.eat()

**Output:**

dog barking

Animal Speaking

Eating bread...

## Python Multiple inheritance

Python provides us the flexibility to inherit multiple base classes in the child class.
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The syntax to perform multiple inheritance is given below.

### Syntax

1. **class** Base1:
2. <**class**-suite>
4. **class** Base2:
5. <**class**-suite>
6. .
7. .
8. .
9. **class** BaseN:
10. <**class**-suite>
12. **class** Derived(Base1, Base2, ...... BaseN):
13. <**class**-suite>

### Example

1. **class** Calculation1:
2. **def** Summation(self,a,b):
3. **return** a+b;
4. **class** Calculation2:
5. **def** Multiplication(self,a,b):
6. **return** a\*b;
7. **class** Derived(Calculation1,Calculation2):
8. **def** Divide(self,a,b):
9. **return** a/b;
10. d = Derived()
11. **print**(d.Summation(10,20))
12. **print**(d.Multiplication(10,20))
13. **print**(d.Divide(10,20))

**Output:**

30

200

0.5

## The issubclass(sub,sup) method

The issubclass(sub, sup) method is used to check the relationships between the specified classes. It returns true if the first class is the subclass of the second class, and false otherwise.

Consider the following example.

### Example

1. **class** Calculation1:
2. **def** Summation(self,a,b):
3. **return** a+b;
4. **class** Calculation2:
5. **def** Multiplication(self,a,b):
6. **return** a\*b;
7. **class** Derived(Calculation1,Calculation2):
8. **def** Divide(self,a,b):
9. **return** a/b;
10. d = Derived()
11. **print**(issubclass(Derived,Calculation2))
12. **print**(issubclass(Calculation1,Calculation2))

**Output:**

True

False

## The isinstance (obj, class) method

The isinstance() method is used to check the relationship between the objects and classes. It returns true if the first parameter, i.e., obj is the instance of the second parameter, i.e., class.

Consider the following example.

### Example

1. **class** Calculation1:
2. **def** Summation(self,a,b):
3. **return** a+b;
4. **class** Calculation2:
5. **def** Multiplication(self,a,b):
6. **return** a\*b;
7. **class** Derived(Calculation1,Calculation2):
8. **def** Divide(self,a,b):
9. **return** a/b;
10. d = Derived()
11. **print**(isinstance(d,Derived))

**Output:**

True

## Method Overriding

We can provide some specific implementation of the parent class method in our child class. When the parent class method is defined in the child class with some specific implementation, then the concept is called method overriding. We may need to perform method overriding in the scenario where the different definition of a parent class method is needed in the child class.

Consider the following example to perform method overriding in python.

### Example

1. **class** Animal:
2. **def** speak(self):
3. **print**("speaking")
4. **class** Dog(Animal):
5. **def** speak(self):
6. **print**("Barking")
7. d = Dog()
8. d.speak()

**Output:**

Barking

### Real Life Example of method overriding

1. **class** Bank:
2. **def** getroi(self):
3. **return** 10;
4. **class** SBI(Bank):
5. **def** getroi(self):
6. **return** 7;
8. **class** ICICI(Bank):
9. **def** getroi(self):
10. **return** 8;
11. b1 = Bank()
12. b2 = SBI()
13. b3 = ICICI()
14. **print**("Bank Rate of interest:",b1.getroi());
15. **print**("SBI Rate of interest:",b2.getroi());
16. **print**("ICICI Rate of interest:",b3.getroi());

**Output:**

Bank Rate of interest: 10

SBI Rate of interest: 7

ICICI Rate of interest: 8

## Data abstraction in python

Abstraction is an important aspect of object-oriented programming. In python, we can also perform data hiding by adding the double underscore (\_\_\_) as a prefix to the attribute which is to be hidden. After this, the attribute will not be visible outside of the class through the object.

Consider the following example.

### Example

1. **class** Employee:
2. \_\_count = 0;
3. **def** \_\_init\_\_(self):
4. Employee.\_\_count = Employee.\_\_count+1
5. **def** display(self):
6. **print**("The number of employees",Employee.\_\_count)
7. emp = Employee()
8. emp2 = Employee()
9. **try**:
10. **print**(emp.\_\_count)
11. **finally**:
12. emp.display()

**Output:**

The number of employees 2

AttributeError: 'Employee' object has no attribute '\_\_count'

# Abstraction in Python

Abstraction is used to hide the internal functionality of the function from the users. The users only interact with the basic implementation of the function, but inner working is hidden. User is familiar with that **"what function does"** but they don't know **"how it does."**

In simple words, we all use the smartphone and very much familiar with its functions such as camera, voice-recorder, call-dialing, etc., but we don't know how these operations are happening in the background. Let's take another example - When we use the TV remote to increase the volume. We don't know how pressing a key increases the volume of the TV. We only know to press the "+" button to increase the volume.

That is exactly the abstraction that works in the [object-oriented concept](https://www.javatpoint.com/python-oops-concepts).

## Why Abstraction is Important?

In Python, an abstraction is used to hide the irrelevant data/class in order to reduce the complexity. It also enhances the application efficiency. Next, we will learn how we can achieve abstraction using the [Python program](https://www.javatpoint.com/python-programs).

## Abstraction classes in Python

In [Python](https://www.javatpoint.com/python-tutorial), abstraction can be achieved by using abstract classes and interfaces.

A class that consists of one or more abstract method is called the abstract class. Abstract methods do not contain their implementation. Abstract class can be inherited by the subclass and abstract method gets its definition in the subclass. Abstraction classes are meant to be the blueprint of the other class. An abstract class can be useful when we are designing large functions. An abstract class is also helpful to provide the standard interface for different implementations of components. Python provides the **abc** module to use the abstraction in the Python program. Let's see the following syntax.

**Syntax**

1. from abc **import** ABC
2. **class** ClassName(ABC):

We import the ABC class from the **abc** module.

## Abstract Base Classes

An abstract base class is the common application program of the interface for a set of subclasses. It can be used by the third-party, which will provide the implementations such as with plugins. It is also beneficial when we work with the large code-base hard to remember all the classes.

## Working of the Abstract Classes

Unlike the other high-level language, Python doesn't provide the abstract class itself. We need to import the abc module, which provides the base for defining Abstract Base classes (ABC). The ABC works by decorating methods of the base class as abstract. It registers concrete classes as the implementation of the abstract base. We use the **@abstractmethod** decorator to define an abstract method or if we don't provide the definition to the method, it automatically becomes the abstract method. Let's understand the following example.

**Example -**

1. # Python program demonstrate
2. # **abstract** base **class** work
3. from abc **import** ABC, abstractmethod
4. **class** Car(ABC):
5. def mileage(self):
6. pass
8. **class** Tesla(Car):
9. def mileage(self):
10. print("The mileage is 30kmph")
11. **class** Suzuki(Car):
12. def mileage(self):
13. print("The mileage is 25kmph ")
14. **class** Duster(Car):
15. def mileage(self):
16. print("The mileage is 24kmph ")
18. **class** Renault(Car):
19. def mileage(self):
20. print("The mileage is 27kmph ")
22. # Driver code
23. t= Tesla ()
24. t.mileage()
26. r = Renault()
27. r.mileage()
29. s = Suzuki()
30. s.mileage()
31. d = Duster()
32. d.mileage()

**Output:**

The mileage is 30kmph

The mileage is 27kmph

The mileage is 25kmph

The mileage is 24kmph

**Explanation -**

In the above code, we have imported the **abc module** to create the abstract base class. We created the Car class that inherited the ABC class and defined an abstract method named mileage(). We have then inherited the base class from the three different subclasses and implemented the abstract method differently. We created the objects to call the abstract method.

Let's understand another example.

Let's understand another example.

**Example -**

1. # Python program to define
2. # **abstract** **class**
4. from abc **import** ABC
6. **class** Polygon(ABC):
8. # **abstract** method
9. def sides(self):
10. pass
12. **class** Triangle(Polygon):

15. def sides(self):
16. print("Triangle has 3 sides")
18. **class** Pentagon(Polygon):

21. def sides(self):
22. print("Pentagon has 5 sides")
24. **class** Hexagon(Polygon):
26. def sides(self):
27. print("Hexagon has 6 sides")
29. **class** square(Polygon):
31. def sides(self):
32. print("I have 4 sides")
34. # Driver code
35. t = Triangle()
36. t.sides()
38. s = square()
39. s.sides()
41. p = Pentagon()
42. p.sides()
44. k = Hexagon()
45. K.sides()

**Output:**

Triangle has 3 sides

Square has 4 sides

Pentagon has 5 sides

Hexagon has 6 sides

**Explanation -**

In the above code, we have defined the abstract base class named Polygon and we also defined the abstract method. This base class inherited by the various subclasses. We implemented the abstract method in each subclass. We created the object of the subclasses and invoke the **sides()** method. The hidden implementations for the **sides()** method inside the each subclass comes into play. The abstract method **sides()** method, defined in the abstract class, is never invoked.

## Points to Remember

Below are the points which we should remember about the abstract base class in Python.

* An Abstract class can contain the both method normal and abstract method.
* An Abstract cannot be instantiated; we cannot create objects for the abstract class.

Abstraction is essential to hide the core functionality from the users. We have covered the all the basic concepts of Abstraction in Python.

# Environment Setup

To build the real world applications, connecting with the databases is the necessity for the programming languages. However, python allows us to connect our application to the databases like MySQL, SQLite, MongoDB, and many others.

In this section of the tutorial, we will discuss Python - MySQL connectivity, and we will perform the database operations in python. We will also cover the Python connectivity with the databases like MongoDB and SQLite later in this tutorial.

## Install mysql.connector

To connect the python application with the MySQL database, we must import the mysql.connector module in the program.

The mysql.connector is not a built-in module that comes with the python installation. We need to install it to get it working.

Execute the following command to install it using pip installer.

1. >  python -m pip install mysql-connector

**Or follow the following steps.**

1. Click the link:

<https://files.pythonhosted.org/packages/8f/6d/fb8ebcbbaee68b172ce3dfd08c7b8660d09f91d8d5411298bcacbd309f96/mysql-connector-python-8.0.13.tar.gz> to download the source code.

2. Extract the archived file.

3. Open the terminal (CMD for windows) and change the present working directory to the source code directory.

1. $  cd mysql-connector-python-8.0.13/

4. Run the file named setup.py with python (python3 in case you have also installed python 2) with the parameter build.

1. $ python setup.py build

5. Run the following command to install the mysql-connector.

1. $ python setup.py install

This will take a bit of time to install mysql-connector for python. We can verify the installation once the process gets over by importing mysql-connector on the python shell.
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Hence, we have successfully installed mysql-connector for python on our system.

# Database Connection

In this section of the tutorial, we will discuss the steps to connect the python application to the database.

There are the following steps to connect a python application to our database.

1. Import mysql.connector module
2. Create the connection object.
3. Create the cursor object
4. Execute the query

## Creating the connection

To create a connection between the MySQL database and the python application, the connect() method of mysql.connector module is used.

Pass the database details like HostName, username, and the database password in the method call. The method returns the connection object.

The syntax to use the connect() is given below.

1. Connection-Object= mysql.connector.connect(host = <host-name> , user = <username> , passwd = <password> )

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google")
6. #printing the connection object
7. **print**(myconn)

**Output:**

<mysql.connector.connection.MySQLConnection object at 0x7fb142edd780>

Here, we must notice that we can specify the database name in the connect() method if we want to connect to a specific database.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google", database = "mydb")
6. #printing the connection object
7. **print**(myconn)

**Output:**

<mysql.connector.connection.MySQLConnection object at 0x7ff64aa3d7b8>

## Creating a cursor object

The cursor object can be defined as an abstraction specified in the Python DB-API 2.0. It facilitates us to have multiple separate working environments through the same connection to the database. We can create the cursor object by calling the 'cursor' function of the connection object. The cursor object is an important aspect of executing queries to the databases.

The syntax to create the cursor object is given below.

1. <my\_cur>  = conn.cursor()

### Example

1. **import** mysql.connector
2. #Create the connection object
3. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google", database = "mydb")
5. #printing the connection object
6. **print**(myconn)
8. #creating the cursor object
9. cur = myconn.cursor()
11. **print**(cur)

**Output:**

<mysql.connector.connection.MySQLConnection object at 0x7faa17a15748>

MySQLCursor: (Nothing executed yet)

# Creating new databases

In this section of the tutorial, we will create the new database PythonDB.

## Getting the list of existing databases

We can get the list of all the databases by using the following MySQL query.

1. >  show databases;

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. dbs = cur.execute("show databases")
11. **except**:
12. myconn.rollback()
13. **for** x **in** cur:
14. **print**(x)
15. myconn.close()

**Output:**

('EmployeeDB',)

('Test',)

('TestDB',)

('information\_schema',)

('javatpoint',)

('javatpoint1',)

('mydb',)

('mysql',)

('performance\_schema',)

('testDB',)

## Creating the new database

The new database can be created by using the following SQL query.

1. >  create database <database-name>

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #creating a new database
11. cur.execute("create database PythonDB2")
13. #getting the list of all the databases which will now include the new database PythonDB
14. dbs = cur.execute("show databases")
16. **except**:
17. myconn.rollback()
19. **for** x **in** cur:
20. **print**(x)
22. myconn.close()

**Output:**

('EmployeeDB',)

('PythonDB',)

('Test',)

('TestDB',)

('anshika',)

('information\_schema',)

('javatpoint',)

('javatpoint1',)

('mydb',)

('mydb1',)

('mysql',)

('performance\_schema',)

('testDB',)

# Creating the table

In this section of the tutorial, we will create the new table Employee. We have to mention the database name while establishing the connection object.

We can create the new table by using the CREATE TABLE statement of SQL. In our database PythonDB, the table Employee will have the four columns, i.e., name, id, salary, and department\_id initially.

The following query is used to create the new table Employee.

1. >  create table Employee (name varchar(20) **not** null, id int primary key, salary float **not** null, Dept\_Id int **not** null)

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Creating a table with name Employee having four columns i.e., name, id, salary, and department id
11. dbs = cur.execute("create table Employee(name varchar(20) not null, id int(20) not null primary key, salary float not null, Dept\_id int not null)")
12. **except**:
13. myconn.rollback()
15. myconn.close()
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Now, we may check that the table Employee is present in the database.

## Alter Table

Sometimes, we may forget to create some columns, or we may need to update the table schema. The alter statement used to alter the table schema if required. Here, we will add the column branch\_name to the table Employee. The following SQL query is used for this purpose.

1. alter table Employee add branch\_name varchar(20) **not** null

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #adding a column branch name to the table Employee
11. cur.execute("alter table Employee add branch\_name varchar(20) not null")
12. **except**:
13. myconn.rollback()
15. myconn.close()
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# Insert Operation

## Adding a record to the table

The **INSERT INTO** statement is used to add a record to the table. In python, we can mention the format specifier (%s) in place of values.

We provide the actual values in the form of tuple in the execute() method of the cursor.

Consider the following example.

### Example

1. **import** mysql.connector
2. #Create the connection object
3. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
4. #creating the cursor object
5. cur = myconn.cursor()
6. sql = "insert into Employee(name, id, salary, dept\_id, branch\_name) values (%s, %s, %s, %s, %s)"
8. #The row values are provided in the form of tuple
9. val = ("John", 110, 25000.00, 201, "Newyork")
11. **try**:
12. #inserting the values into the table
13. cur.execute(sql,val)
15. #commit the transaction
16. myconn.commit()
18. **except**:
19. myconn.rollback()
21. **print**(cur.rowcount,"record inserted!")
22. myconn.close()

**Output:**

1 record inserted!
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**Insert multiple rows**

We can also insert multiple rows at once using the python script. The multiple rows are mentioned as the list of various tuples.

Each element of the list is treated as one particular row, whereas each element of the tuple is treated as one particular column value (attribute).

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
8. sql = "insert into Employee(name, id, salary, dept\_id, branch\_name) values (%s, %s, %s, %s, %s)"
9. val = [("John", 102, 25000.00, 201, "Newyork"),("David",103,25000.00,202,"Port of spain"),("Nick",104,90000.00,201,"Newyork")]
11. **try**:
12. #inserting the values into the table
13. cur.executemany(sql,val)
15. #commit the transaction
16. myconn.commit()
17. **print**(cur.rowcount,"records inserted!")
19. **except**:
20. myconn.rollback()
22. myconn.close()

**Output:**

3 records inserted!

![Insert Operation](data:image/png;base64,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)

**Row ID**

In SQL, a particular row is represented by an insertion id which is known as row id. We can get the last inserted row id by using the attribute lastrowid of the cursor object.

Consider the following example.

### Example

1. **import** mysql.connector
2. #Create the connection object
3. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
4. #creating the cursor object
5. cur = myconn.cursor()
7. sql = "insert into Employee(name, id, salary, dept\_id, branch\_name) values (%s, %s, %s, %s, %s)"
9. val = ("Mike",105,28000,202,"Guyana")
11. **try**:
12. #inserting the values into the table
13. cur.execute(sql,val)
15. #commit the transaction
16. myconn.commit()
18. #getting rowid
19. **print**(cur.rowcount,"record inserted! id:",cur.lastrowid)
21. **except**:
22. myconn.rollback()
24. myconn.close()

**Output:**

1 record inserted! Id: 0

[**Next →**](https://www.javatpoint.com/python-mysql-update-operation)[**← Prev**](https://www.javatpoint.com/python-mysql-insert-operation)

# Read Operation

The SELECT statement is used to read the values from the databases. We can restrict the output of a select query by using various clause in SQL like where, limit, etc.

Python provides the fetchall() method returns the data stored inside the table in the form of rows. We can iterate the result to get the individual rows.

In this section of the tutorial, we will extract the data from the database by using the python script. We will also format the output to print it on the console.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select \* from Employee")
13. #fetching the rows from the cursor object
14. result = cur.fetchall()
15. #printing the result
17. **for** x **in** result:
18. **print**(x);
19. **except**:
20. myconn.rollback()
22. myconn.close()

**Output:**

('John', 101, 25000.0, 201, 'Newyork')

('John', 102, 25000.0, 201, 'Newyork')

('David', 103, 25000.0, 202, 'Port of spain')

('Nick', 104, 90000.0, 201, 'Newyork')

('Mike', 105, 28000.0, 202, 'Guyana')

## Reading specific columns

We can read the specific columns by mentioning their names instead of using star (\*).

In the following example, we will read the name, id, and salary from the Employee table and print it on the console.

### Example

1. **import** mysql.connector
2. #Create the connection object
3. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
4. #creating the cursor object
5. cur = myconn.cursor()
6. **try**:
7. #Reading the Employee data
8. cur.execute("select name, id, salary from Employee")
10. #fetching the rows from the cursor object
11. result = cur.fetchall()
12. #printing the result
13. **for** x **in** result:
14. **print**(x);
15. **except**:
16. myconn.rollback()
17. myconn.close()

**Output:**

('John', 101, 25000.0)

('John', 102, 25000.0)

('David', 103, 25000.0)

('Nick', 104, 90000.0)

('Mike', 105, 28000.0)

## The fetchone() method

The fetchone() method is used to fetch only one row from the table. The fetchone() method returns the next row of the result-set.

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select name, id, salary from Employee")
13. #fetching the first row from the cursor object
14. result = cur.fetchone()
16. #printing the result
17. **print**(result)
19. **except**:
20. myconn.rollback()
22. myconn.close()

**Output:**

('John', 101, 25000.0)

## Formatting the result

We can format the result by iterating over the result produced by the fetchall() or fetchone() method of cursor object since the result exists as the tuple object which is not readable.

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
11. #Reading the Employee data
12. cur.execute("select name, id, salary from Employee")
14. #fetching the rows from the cursor object
15. result = cur.fetchall()
17. **print**("Name    id    Salary");
18. **for** row **in** result:
19. **print**("%s    %d    %d"%(row[0],row[1],row[2]))
20. **except**:
21. myconn.rollback()
23. myconn.close()

**Output:**

Name id Salary

John 101 25000

John 102 25000

David 103 25000

Nick 104 90000

Mike 105 28000

## Using where clause

We can restrict the result produced by the select statement by using the where clause. This will extract only those columns which satisfy the where condition.

Consider the following example.

### Example: printing the names that start with j

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select name, id, salary from Employee where name like 'J%'")
13. #fetching the rows from the cursor object
14. result = cur.fetchall()
16. **print**("Name    id    Salary");
18. **for** row **in** result:
19. **print**("%s    %d    %d"%(row[0],row[1],row[2]))
20. **except**:
21. myconn.rollback()
23. myconn.close()

**Output:**

Name id Salary

John 101 25000

John 102 25000

### Example: printing the names with id = 101, 102, and 103

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select name, id, salary from Employee where id in (101,102,103)")
13. #fetching the rows from the cursor object
14. result = cur.fetchall()
16. **print**("Name    id    Salary");
18. **for** row **in** result:
19. **print**("%s    %d    %d"%(row[0],row[1],row[2]))
20. **except**:
21. myconn.rollback()
23. myconn.close()

**Output:**

Name id Salary

John 101 25000

John 102 25000

David 103 2500

## Ordering the result

The ORDER BY clause is used to order the result. Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select name, id, salary from Employee order by name")
13. #fetching the rows from the cursor object
14. result = cur.fetchall()
16. **print**("Name    id    Salary");
18. **for** row **in** result:
19. **print**("%s    %d    %d"%(row[0],row[1],row[2]))
20. **except**:
21. myconn.rollback()
23. myconn.close()

**Output:**

Name id Salary

David 103 25000

John 101 25000

John 102 25000

Mike 105 28000

Nick 104 90000

## Order by DESC

This orders the result in the decreasing order of a particular column.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Reading the Employee data
11. cur.execute("select name, id, salary from Employee order by name desc")
13. #fetching the rows from the cursor object
14. result = cur.fetchall()
16. #printing the result
17. **print**("Name    id    Salary");
18. **for** row **in** result:
19. **print**("%s    %d    %d"%(row[0],row[1],row[2]))
21. **except**:
22. myconn.rollback()
24. myconn.close()

**Output:**

Name id Salary

Nick 104 90000

Mike 105 28000

John 101 25000

John 102 25000

David 103 25000

# Update Operation

The UPDATE-SET statement is used to update any column inside the table. The following SQL query is used to update a column.

1. >  update Employee set name = 'alex' where id = 110

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #updating the name of the employee whose id is 110
11. cur.execute("update Employee set name = 'alex' where id = 110")
12. myconn.commit()
13. **except**:
15. myconn.rollback()
17. myconn.close()
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## Delete Operation

The DELETE FROM statement is used to delete a specific record from the table. Here, we must impose a condition using WHERE clause otherwise all the records from the table will be removed.

The following SQL query is used to delete the employee detail whose id is 110 from the table.

1. >  delete **from** Employee where id = 110

Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #Deleting the employee details whose id is 110
11. cur.execute("delete from Employee where id = 110")
12. myconn.commit()
13. **except**:
15. myconn.rollback()
17. myconn.close()

# Join Operation

We can combine the columns from two or more tables by using some common column among them by using the join statement.

We have only one table in our database, let's create one more table Departments with two columns department\_id and department\_name.

1. create table Departments (Dept\_id int(20) primary key **not** null, Dept\_Name varchar(20) **not** null);
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As we have created a new table Departments as shown in the above image. However, we haven't yet inserted any value inside it.

Let's insert some Departments ids and departments names so that we can map this to our Employee table.

1. insert into Departments values (201, "CS");
2. insert into Departments values (202, "IT");

Let's look at the values inserted in each of the tables. Consider the following image.
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Now, let's create a python script that joins the two tables on the common column, i.e., dept\_id.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #joining the two tables on departments\_id
11. cur.execute("select Employee.id, Employee.name, Employee.salary, Departments.Dept\_id, Departments.Dept\_Name from Departments join Employee on Departments.Dept\_id = Employee.Dept\_id")
12. **print**("ID    Name    Salary    Dept\_Id    Dept\_Name")
13. **for** row **in** cur:
14. **print**("%d    %s    %d    %d    %s"%(row[0], row[1],row[2],row[3],row[4]))
16. **except**:
17. myconn.rollback()
19. myconn.close()

**Output:**

ID Name Salary Dept\_Id Dept\_Name

101 John 25000 201 CS

102 John 25000 201 CS

103 David 25000 202 IT

104 Nick 90000 201 CS

105 Mike 28000 202 IT

## Right Join

Right join shows all the columns of the right-hand side table as we have two tables in the database PythonDB, i.e., Departments and Employee. We do not have any Employee in the table who is not working for any department (Employee for which department id is null). However, to understand the concept of right join let's create the one.

Execute the following query on the MySQL server.

1. insert into Employee(name, id, salary, branch\_name) values ("Alex",108,29900,"Mumbai");

This will insert an employee Alex who doesn't work for any department (department id is null).

Now, we have an employee in the Employee table whose department id is not present in the Departments table. Let's perform the right join on the two tables now.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #joining the two tables on departments\_id
11. result = cur.execute("select Employee.id, Employee.name, Employee.salary, Departments.Dept\_id, Departments.Dept\_Name from Departments right join Employee on Departments.Dept\_id = Employee.Dept\_id")
13. **print**("ID    Name    Salary    Dept\_Id    Dept\_Name")
15. **for** row **in** cur:
16. **print**(row[0],"    ", row[1],"    ",row[2],"    ",row[3],"    ",row[4])


20. **except**:
21. myconn.rollback()
23. myconn.close()

**Output:**

ID Name Salary Dept\_Id Dept\_Name

101 John 25000.0 201 CS

102 John 25000.0 201 CS

103 David 25000.0 202 IT

104 Nick 90000.0 201 CS

105 Mike 28000.0 202 IT

108 Alex 29900.0 None None

## Left Join

The left join covers all the data from the left-hand side table. It has just opposite effect to the right join. Consider the following example.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. #joining the two tables on departments\_id
11. result = cur.execute("select Employee.id, Employee.name, Employee.salary, Departments.Dept\_id, Departments.Dept\_Name from Departments left join Employee on Departments.Dept\_id = Employee.Dept\_id")
12. **print**("ID    Name    Salary    Dept\_Id    Dept\_Name")
13. **for** row **in** cur:
14. **print**(row[0],"    ", row[1],"    ",row[2],"    ",row[3],"    ",row[4])


18. **except**:
19. myconn.rollback()
21. myconn.close()

**Output:**

ID Name Salary Dept\_Id Dept\_Name

101 John 25000.0 201 CS

102 John 25000.0 201 CS

103 David 25000.0 202 IT

104 Nick 90000.0 201 CS

105 Mike 28000.0 202 IT

# Performing Transactions

Transactions ensure the data consistency of the database. We have to make sure that more than one applications must not modify the records while performing the database operations. The transactions have the following properties.

1. **Atomicity**  
   Either the transaction completes, or nothing happens. If a transaction contains 4 queries then all these queries must be executed, or none of them must be executed.
2. **Consistency**  
   The database must be consistent before the transaction starts and the database must also be consistent after the transaction is completed.
3. **Isolation**  
   Intermediate results of a transaction are not visible outside the current transaction.
4. **Durability**  
   Once a transaction was committed, the effects are persistent, even after a system failure.

## Python commit() method

Python provides the commit() method which ensures the changes made to

the database consistently take place.

The syntax to use the commit() method is given below.

1. conn.commit() #conn is the connection object

All the operations that modify the records of the database do not take place until the commit() is called.

## Python rollback() method

The rollback() method is used to revert the changes that are done to the database. This method is useful in the sense that, if some error occurs during the database operations, we can rollback that transaction to maintain the database consistency.

The syntax to use the rollback() is given below.

1. Conn.rollback()

## Closing the connection

We need to close the database connection once we have done all the operations regarding the database. Python provides the close() method. The syntax to use the close() method is given below.

1. conn.close()

In the following example, we are deleting all the employees who are working for the CS department.

### Example

1. **import** mysql.connector
3. #Create the connection object
4. myconn = mysql.connector.connect(host = "localhost", user = "root",passwd = "google",database = "PythonDB")
6. #creating the cursor object
7. cur = myconn.cursor()
9. **try**:
10. cur.execute("delete from Employee where Dept\_id = 201")
11. myconn.commit()
12. **print**("Deleted !")
13. **except**:
14. **print**("Can't delete !")
15. myconn.rollback()
17. myconn.close()

**Output:**

Deleted !

Python read csv file

CSV File

A **csv** stands for "comma separated values", which is defined as a simple file format that uses specific structuring to arrange tabular data. It stores tabular data such as spreadsheet or database in plain text and has a common format for data interchange. A **csv** file opens into the excel sheet, and the rows and columns data define the standard format.

Python CSV Module Functions

The CSV module work is used to handle the CSV files to read/write and get data from specified columns. There are different types of CSV functions, which are as follows:

* **csv.field\_size\_limit -** It returns the current maximum field size allowed by the parser.
* **csv.get\_dialect -** It returns the dialect associated with a name.
* **csv.list\_dialects -** It returns the names of all registered dialects.
* **csv.reader -** It read the data from a csv file
* **csv.register\_dialect -** It associates dialect with a name. The name must be a string or a Unicode object.
* **csv.writer -** It writes the data to a csv file
* **o csv.unregister\_dialect -** It deletes the dialect which is associated with the name from the dialect registry. If a name is not a registered dialect name, then an error is being raised.
* **csv.QUOTE\_ALL -** It instructs the writer objects to quote all fields. csv.QUOTE\_MINIMAL - It instructs the writer objects to quote only those fields which contain special characters such as quotechar, delimiter, etc.
* **csv.QUOTE\_NONNUMERIC -** It instructs the writer objects to quote all the non-numeric fields.
* **csv.QUOTE\_NONE -** It instructs the writer object never to quote the fields.

Reading CSV files

Python provides various functions to read csv file. We are describing few method of reading function.

* **Using csv.reader() function**

In Python, the **csv.reader()** module is used to read the csv file. It takes each row of the file and makes a list of all the columns.

We have taken a txt file named as python.txt that have default delimiter **comma(,)** with the following data:

1. name,department,birthday month
2. Parker,Accounting,November
3. Smith,IT,October

**Example**

1. **import** csv
2. with open('python.csv') as csv\_file:
3. csv\_reader = csv.reader(csv\_file, delimiter=',')
4. line\_count = 0
5. **for** row **in** csv\_reader:
6. **if** line\_count == 0:
7. **print**(f'Column names are {", ".join(row)}')
8. line\_count += 1

**Output:**

Column names are name, department, birthday month

Parker works in the Accounting department, and was born in November.

Smith works in the IT department, and was born in October.

Processed 3 lines.

In the above code, we have opened 'python.csv' using the **open()** function. We used **csv.reader()** function to read the file, that returns an iterable reader object. The **reader** object have consisted the data and we iterated using **for** loop to print the content of each row

Read a CSV into a Dictionar

We can also use **DictReader()** function to read the csv file directly into a dictionary rather than deal with a list of individual string elements.

Again, our input file, python.txt is as follows:

1. name,department,birthday month
2. Parker,Accounting,November
3. Smith,IT,October

**Example**

1. **import** csv
2. with open('python.txt', mode='r') as csv\_file:
3. csv\_reader = csv.DictReader(csv\_file)
4. line\_count = 0
5. **for** row **in** csv\_reader:
6. **if** line\_count == 0:
7. **print**(f'The Column names are as follows {", ".join(row)}')
8. line\_count += 1
9. **print**(f'\t{row["name"]} works in the {row["department"]} department, and was born in {row["birthday month"]}.')
10. line\_count += 1
11. **print**(f'Processed {line\_count} lines.')

**Output:**

The Column names are as follows name, department, birthday month

Parker works in the Accounting department, and was born in November.

Smith works in the IT department, and was born in October.

Processed 3 lines.

Reading csv files with Pandas

The Pandas is defined as an open-source library which is built on the top of the NumPy library. It provides fast analysis, data cleaning, and preparation of the data for the user.

Reading the csv file into a pandas **DataFrame** is quick and straight forward. We don't need to write enough lines of code to open, analyze, and read the csv file in pandas and it stores the data in **DataFrame**.

Here, we are taking a slightly more complicated file to read, called hrdata.csv, which contains data of company employees.

1. Name,Hire Date,Salary,Leaves Remaining
2. John Idle,08/15/14,50000.00,10
3. Smith Gilliam,04/07/15,65000.00,8
4. Parker Chapman,02/21/14,45000.00,10
5. Jones Palin,10/14/13,70000.00,3
6. Terry Gilliam,07/22/14,48000.00,7
7. Michael Palin,06/28/13,66000.00,8

**Example**

1. **import** pandas
2. df = pandas.read\_csv('hrdata.csv')
3. **print**(df)

In the above code, the three lines are enough to read the file, and only one of them is doing the actual work, i.e., pandas.read\_csv()

**Output:**

Name Hire Date Salary Leaves Remaining

0 John Idle 03/15/14 50000.0 10

1 Smith Gilliam 06/01/15 65000.0 8

2 Parker Chapman 05/12/14 45000.0 10

3 Jones Palin 11/01/13 70000.0 3

4 Terry Gilliam 08/12/14 48000.0 7

5 Michael Palin 05/23/13 66000.0 8

[**Next →**](https://www.javatpoint.com/python-read-excel-file)[**← Prev**](https://www.javatpoint.com/python-read-csv-file)

# Python Write CSV File

## CSV File

A CSV stands for "comma-separated values", which is defined as a simple file format that uses specific structuring to arrange tabular data. It stores tabular data such as spreadsheet or database in plain text and has a standard format for data interchange. The CSV file opens into the excel sheet, and the rows and columns data define the standard format.

## Python CSV Module Functions

The CSV module work is to handle the CSV files to read/write and get data from specified columns. There are different types of CSV functions, which are as follows:

* **csv.field\_size\_limit -** It returns the current maximum field size allowed by the parser.
* **csv.get\_dialect -** Returns the dialect associated with a name.
* **csv.list\_dialects -** Returns the names of all registered dialects.
* **csv.reader -** Read the data from a CSV file
* **csv.register\_dialect -** It associates dialect with a name, and name must be a string or a Unicode object.
* **csv.writer -** Write the data to a CSV file
* **csv.unregister\_dialect -** It deletes the dialect, which is associated with the name from the dialect registry. If a name is not a registered dialect name, then an error is being raised.
* **csv.QUOTE\_ALL -** It instructs the writer objects to quote all fields.
* **csv.QUOTE\_MINIMAL -** It instructs the writer objects to quote only those fields which contain special characters such as quotechar, delimiter, etc.
* **csv.QUOTE\_NONNUMERIC -** It instructs the writer objects to quote all the non-numeric fields.
* **csv.QUOTE\_NONE -** It instructs the writer object never to quote the fields.

## Writing CSV Files

We can also write any new and existing CSV files in Python by using the csv.writer() module. It is similar to the csv.reader() module and also has two methods, i.e., **writer** function or the **Dict Writer** class.

It presents two functions, i.e., **writerow()** and **writerows()**. The **writerow()** function only write one row, and the **writerows()** function write more than one row.  
**Dialects**

It is defined as a construct that allows you to create, store, and re-use various formatting parameters. It supports several attributes; the most frequently used are:

* **Dialect.delimiter:** This attribute is used as the separating character between the fields. The default value is a comma (,).
* **Dialect.quotechar:** This attribute is used to quote fields that contain special characters.
* **Dialect.lineterminator:** It is used to create new lines, and the default value is '\r\n'.

Let's write the following data to a CSV File.

1. data = [{'Rank': 'B', 'first\_name': 'Parker', 'last\_name': 'Brian'},
2. {'Rank': 'A', 'first\_name': 'Smith', 'last\_name': 'Rodriguez'},
3. {'Rank': 'C', 'first\_name': 'Tom', 'last\_name': 'smith'},
4. {'Rank': 'B', 'first\_name': 'Jane', 'last\_name': 'Oscar'},
5. {'Rank': 'A', 'first\_name': 'Alex', 'last\_name': 'Tim'}]

### Example -

1. **import** csv
3. with open('Python.csv', 'w') as csvfile:
4. fieldnames = ['first\_name', 'last\_name', 'Rank']
5. writer = csv.DictWriter(csvfile, fieldnames=fieldnames)
7. writer.writeheader()
8. writer.writerow({'Rank': 'B', 'first\_name': 'Parker', 'last\_name': 'Brian'})
9. writer.writerow({'Rank': 'A', 'first\_name': 'Smith',
10. 'last\_name': 'Rodriguez'})
11. writer.writerow({'Rank': 'B', 'first\_name': 'Jane', 'last\_name': 'Oscar'})
12. writer.writerow({'Rank': 'B', 'first\_name': 'Jane', 'last\_name': 'Loive'})
14. print("Writing complete")

**Output:**

Writing complete

It returns the file named as 'Python.csv' that contains the following data:

1. first\_name,last\_name,Rank
2. Parker,Brian,B
3. Smith,Rodriguez,A
4. Jane,Oscar,B
5. Jane,Loive,B

## Write a CSV into a Dictionary

We can also use the class **DictWriter** to write the CSV file directly into a dictionary.

A file named as python.csv contains the following data:

Parker, Accounting, November

Smith, IT, October

### Example -

1. **import** csv
2. with open('python.csv', mode='w') as csv\_file:
3. fieldnames = ['emp\_name', 'dept', 'birth\_month']
4. writer = csv.DictWriter(csv\_file, fieldnames=fieldnames)
5. writer.writeheader()
6. writer.writerow({'emp\_name': 'Parker', 'dept': 'Accounting', 'birth\_month': 'November'})
7. writer.writerow({'emp\_name': 'Smith', 'dept': 'IT', 'birth\_month': 'October'})

**Output:**

emp\_name,dept,birth\_month

Parker,Accounting,November

Smith,IT,October

## Writing CSV Files Using Pandas

Pandas is defined as an open source library which is built on the top of Numpy library. It provides fast analysis, data cleaning and preparation of the data for the user.

It is as easy as reading the CSV file using pandas. You need to create the DataFrame, which is a two-dimensional, heterogeneous tabular data structure and consists of three main components- data, columns, and rows. Here, we take a slightly more complicated file to read, called hrdata.csv, which contains data of company employees.

1. Name,Hire Date,Salary,Leaves Remaining
2. John Idle,08/15/14,50000.00,10
3. Smith Gilliam,04/07/15,65000.00,8
4. Parker Chapman,02/21/14,45000.00,10
5. Jones Palin,10/14/13,70000.00,3
6. Terry Gilliam,07/22/14,48000.00,7
7. Michael Palin,06/28/13,66000.00,8

### Example -

1. **import** pandas
2. df = pandas.read\_csv('hrdata.csv',
3. index\_col='Employee',
4. parse\_dates=['Hired'],
5. header=0,
6. names=['Employee', 'Hired', 'Salary', 'Sick Days'])
7. df.to\_csv('hrdata\_modified.csv')

**Output:**

Employee, Hired, Salary, Sick Days

John Idle, 2014-03-15, 50000.0,10

Smith Gilliam, 2015-06-01, 65000.0,8

Parker Chapman, 2014-05-12, 45000.0,10

Jones Palin, 2013-11-01, 70000.0,3

Terry Gilliam, 2014-08-12 , 48000.0,7

Michael Palin, 2013-05-23, 66000.0,8

# Python read excel file

Excel is a spreadsheet application which is developed by Microsoft. It is an easily accessible tool to organize, analyze, and store the data in tables. It is widely used in many different applications all over the world. From Analysts to CEOs, various professionals use Excel for both quick stats and serious data crunching.

## Excel Documents

An Excel spreadsheet document is called a workbook which is saved in a file with **.xlsx** extension. The first row of the spreadsheet is mainly reserved for the header, while the first column identifies the sampling unit. Each workbook can contain multiple sheets that are also called a worksheets. A box at a particular column and row is called a cell, and each cell can include a number or text value. The grid of cells with data forms a sheet.

The active sheet is defined as a sheet in which the user is currently viewing or last viewed before closing Excel.

## Reading from an Excel file

First, you need to write a command to install the **xlrd** module.

# Python Write Excel File

The Python write excel file is used to perform the multiple operations on a spreadsheet using the **xlwt** module. It is an ideal way to write data and format information to files with .xls extension.

If you want to write data to any file and don't want to go through the trouble of doing everything by yourself, then you can use a for loop to automate the whole process a little bit.

## Write Excel File Using xlsxwriter Module

We can also write the excel file using the **xlsxwriter** module. It is defined as a Python module for writing the files in the XLSX file format. It can also be used to write text, numbers, and formulas to multiple worksheets. Also, it supports features such as charts, formatting, images, page setup, auto filters, conditional formatting, and many others.

We need to use the following command to install xlsxwriter module:

1. pip install xlsxwriter

#### Note- Throughout XlsxWriter, rows, and columns are zero-indexed. The first cell in a worksheet is listed as, A1 is (0,0), B1 is (0,1), A2 is (1,0), B2 is (1,1)......,and so on.

## Write Excel File Using openpyxl Module

It is defined as a package which is generally recommended if you want to read and write .xlsx, xlsm, xltx, and xltm files. You can check it by running **type(wb)**.

The load\_workbook() function takes an argument and returns a workbook object, which represents the file. Make sure that you are in the same directory where your spreadsheet is located. Otherwise, you will get an error while importing.

You can easily use a for loop with the help of the range() function to help you to print out the values of the rows that have values in column 2. If those particular cells are empty, you will get None.

## Writing data to Excel files with xlwt

You can use the xlwt package, apart from the XlsxWriter package to create the spreadsheets that contain your data. It is an alternative package for writing data, formatting information, etc. and ideal for writing the data and format information to files with .xls extension. It can perform multiple operations on the spreadsheet.

It supports features such as formatting, images, charts, page setup, auto filters, conditional formatting, and many others.

Pandas have excellent methods for reading all kinds of data from excel files. We can also import the results back to pandas.

## Writing Files with pyexcel

You can easily export your arrays back to a spreadsheet by using the save\_as() function and pass the array and name of the destination file to the dest\_file\_name argument.

It allows us to specify the delimiter and add dest\_delimiter argument. You can pass the symbol that you want to use as a delimiter in-between " ".

**Code**

1. # **import** xlsxwriter module
2. **import** xlsxwriter
4. book = xlsxwriter.Book('Example2.xlsx')
5. sheet = book.add\_sheet()
7. # Rows and columns are zero indexed.
8. row = 0
9. column = 0
11. content = ["Parker", "Smith", "John"]
13. # iterating through the content list
14. **for** item in content :
16. # write operation perform
17. sheet.write(row, column, item)
19. # incrementing the value of row by one with each iterations.
20. row += 1
22. book.close()

**Output:**
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1. pip install xlrd

## Creating a Workbook

A workbook contains all the data in the excel file. You can create a new workbook from scratch, or you can easily create a workbook from the excel file that already exists.

**Input File**

We have taken the snapshot of the workbook.
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**Code**

1. # Import the xlrd module
2. **import** xlrd
4. # Define the location of the file
5. loc = ("path of file")
7. # To open the Workbook
8. wb = xlrd.open\_workbook(loc)
9. sheet = wb.sheet\_by\_index(0)
11. # For row 0 and column 0
12. sheet.cell\_value(0, 0)

**Explanation:** In the above example, firstly, we have imported the xlrd module and defined the location of the file. Then we have opened the workbook from the excel file that already exists.

## Reading from the Pandas

Pandas is defined as an open-source library which is built on the top of the NumPy library. It provides fast analysis, data cleaning, and preparation of the data for the user and supports both xls and xlsx extensions from the URL.

It is a python package which provides a beneficial data structure called a data frame.

**Example**

1. Example -
2. **import** pandas as pd
4. # Read the file
5. data = pd.read\_csv(".csv", low\_memory=False)
7. # Output the number of rows
8. **print**("Total rows: {0}".format(len(data)))
10. # See which headers are available
11. **print**(list(data))

## Reading from the openpyxl

First, we need to install an openpyxl module using pip from the command line.

1. pip install openpyxl

After that, we need to import the module.

We can also read data from the existing spreadsheet using openpyxl. It also allows the user to perform calculations and add content that was not part of the original dataset.

**Example**

1. **import** openpyxl
2. my\_wb = openpyxl.Workbook()
3. my\_sheet = my\_wb.active
4. my\_sheet\_title = my\_sheet.title
5. **print**("My sheet title: " + my\_sheet\_title)

**Output:**

My sheet title: Sheet

To learn more about openpyxl, visit our complete tutorial [Click Here](https://www.javatpoint.com/python-openpyxl). We have discussed essential detail in this tutorial.

# Python Write Excel File

The Python write excel file is used to perform the multiple operations on a spreadsheet using the **xlwt** module. It is an ideal way to write data and format information to files with .xls extension.

If you want to write data to any file and don't want to go through the trouble of doing everything by yourself, then you can use a for loop to automate the whole process a little bit.

## Write Excel File Using xlsxwriter Module

We can also write the excel file using the **xlsxwriter** module. It is defined as a Python module for writing the files in the XLSX file format. It can also be used to write text, numbers, and formulas to multiple worksheets. Also, it supports features such as charts, formatting, images, page setup, auto filters, conditional formatting, and many others.

We need to use the following command to install xlsxwriter module:

1. pip install xlsxwriter

#### Note- Throughout XlsxWriter, rows, and columns are zero-indexed. The first cell in a worksheet is listed as, A1 is (0,0), B1 is (0,1), A2 is (1,0), B2 is (1,1)......,and so on.

## Write Excel File Using openpyxl Module

It is defined as a package which is generally recommended if you want to read and write .xlsx, xlsm, xltx, and xltm files. You can check it by running **type(wb)**.

The load\_workbook() function takes an argument and returns a workbook object, which represents the file. Make sure that you are in the same directory where your spreadsheet is located. Otherwise, you will get an error while importing.

You can easily use a for loop with the help of the range() function to help you to print out the values of the rows that have values in column 2. If those particular cells are empty, you will get None.

## Writing data to Excel files with xlwt

You can use the xlwt package, apart from the XlsxWriter package to create the spreadsheets that contain your data. It is an alternative package for writing data, formatting information, etc. and ideal for writing the data and format information to files with .xls extension. It can perform multiple operations on the spreadsheet.

It supports features such as formatting, images, charts, page setup, auto filters, conditional formatting, and many others.

Pandas have excellent methods for reading all kinds of data from excel files. We can also import the results back to pandas.

## Writing Files with pyexcel

You can easily export your arrays back to a spreadsheet by using the save\_as() function and pass the array and name of the destination file to the dest\_file\_name argument.

It allows us to specify the delimiter and add dest\_delimiter argument. You can pass the symbol that you want to use as a delimiter in-between " ".

**Code**

1. # **import** xlsxwriter module
2. **import** xlsxwriter
4. book = xlsxwriter.Book('Example2.xlsx')
5. sheet = book.add\_sheet()
7. # Rows and columns are zero indexed.
8. row = 0
9. column = 0
11. content = ["Parker", "Smith", "John"]
13. # iterating through the content list
14. **for** item in content :
16. # write operation perform
17. sheet.write(row, column, item)
19. # incrementing the value of row by one with each iterations.
20. row += 1
22. book.close()

**Output:**

![Python Write Excel File](data:image/png;base64,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)

# Python Assert Keyword

Python assert keyword is defined as a debugging tool that tests a condition. The Assertions are mainly the assumption that asserts or state a fact confidently in the program. For example, while writing a division function, the divisor should not be zero, and you assert that the divisor is not equal to zero.

It is merely a Boolean expression that has a condition or expression checks if the condition returns true or false. If it is true, the program does not do anything, and it moves to the next line of code. But if it is false, it raises an **AssertionError** exception with an optional error message.

The main task of assertions is to inform the developers about unrecoverable errors in the program like "file not found", and it is right to say that assertions are internal self-checks for the program. It is the most essential for the testing or quality assurance in any application development area. The syntax of the assert keyword is given below.

**Syntax**

1. **assert** condition, error\_message(optional)

## Why Assertion is used

It is a debugging tool, and its primary task is to check the condition. If it finds that the condition is true, it moves to the next line of code, and If not, then stops all its operations and throws an error. It points out the error in the code.

## Where Assertion in Python used

* Checking the outputs of the functions.
* Used for testing the code.
* In checking the values of arguments.Checking the valid input.

### Example1

This example shows the working of assert with the error message.

1. **def** avg(scores):
2. **assert** len(scores) != 0,"The List is empty."
3. **return** sum(scores)/len(scores)
5. scores2 = [67,59,86,75,92]
6. **print**("The Average of scores2:",avg(scores2))
8. scores1 = []
9. **print**("The Average of scores1:",avg(scores1))

**Output:**

The Average of scores2: 75.8

AssertionError: The List is empty.

**Explanation:** In the above example, we have passed a non-empty list **scores2** and an empty list **scores1** to the **avg()** function. We received an output for **scores2** list successfully, but after that, we got an error **AssertionError: List is empty**. The assert condition is satisfied by the **scores2** list and lets the program continue to run. However, **scores1** doesn't satisfy the condition and gives an AssertionError.

### Example2:

This example shows the "Divide by 0 error" in the console.

1. # initializing number
2. x = 7
3. y = 0
4. # It uses assert to check for 0
5. **print** ("x / y value is : ")
6. **assert** y != 0, "Divide by 0 error"
7. **print** (x / y)

**Output:**

x / y value is :

### Runtime Exception :

Traceback (most recent call last):

File "main.py", line 6, in <module>

assert y != 0, "Divide by 0 error"

AssertionError: Divide by 0 error

**Explanation:**

In the above example, we have initialized an integer variable, i.e., x=7, y=0, and try to print the value of x/y as an output. The Python interpreter generated a Runtime Exception because of the assert keyword found the divisor as zero then displayed **"Divide by 0 error"** in the console.

Python List Comprehension

Python is known for helping us produce code that is elegant, simple to write, and reads almost as well as plain English. List comprehension is one of the language's most distinguishing features, allowing us to develop sophisticated functionality with just one line of code. On the other hand, many Python writers struggle to fully utilize the more complex aspects of list comprehension. Sometimes programmers may overuse them, resulting in much less efficient and difficult-to-read code.

Using List Comprehension

1. newlist = [expression **for** item **in** iterable **if** condition == True]

Here we are showing basic use of list comprehension.

**Code**

1. #using for loop to iterate through items in list
2. numbers = [3, 5, 1, 7, 3, 9]
3. num = []
5. **for** n **in** numbers:
6. num.append(n\*\*2)
8. **print**(num)

**Output:**

[9, 25, 1, 49, 9, 81]

All of this can be accomplished with only single line of code using list comprehension.

**Code**

1. #using list comprehension to iterate through list items
2. numbers = [3, 5, 1, 7, 3, 9]
4. num = [n\*\*2 **for** n **in** numbers]
6. **print**(num)

**Output:**

[9, 25, 1, 49, 9, 81]

Benefits of Using List Comprehensions

Loops and maps are typically regarded as more Pythonic than list comprehensions. But, rather than taking that judgment at face value, it's worth considering the advantages of utilizing a list comprehension in Python over the alternatives. We'll learn about a couple of cases when the alternatives are preferable options later on.

One of the most important advantages of utilizing a list comprehension in Python is that it is a single tool that can be used in various circumstances. We don't need to adopt a new strategy for each situation. List comprehensions may be leveraged for mapping or filtering and basic list generation.

List comprehensions are regarded as Pythonic, as Python emphasizes simple, effective tools that can be used in many scenarios. As a bonus, we won't have to remember the appropriate order of parameters when using a list comprehension in Python, as we would when calling map().

List comprehensions are easier to read and grasp than loops since they are more declarative. We must concentrate on how exactly the list is constructed while using loops. We must manually build an empty list, then loop over the list's entries, and add each one to the list's end. Instead, using a list comprehension in Python, we can concentrate on what we want to put in the list and allow Python to handle the list generation.

**Code**

1. # Import module to keep track of time
2. **import** time
4. # defining function to execute for loop
5. **def** for\_loop(num):
6. l = []
7. **for** i **in** range(num):
8. l.append(i + 10)
9. **return** l
11. # defining function to execute list comprehension
12. **def** list\_comprehension(num):
13. **return** [i + 10 **for** i **in** range(num)]
15. # Giving values to the functions
17. # Calculating time taken by for loop
18. start = time.time()
19. for\_loop(10000000)
20. end = time.time()
22. **print**('Time taken by for loop:', (end - start))
24. # Calculating time taken by list comprehension
25. start = time.time()
26. list\_comprehension(10000000)
27. end = time.time()
29. **print**('Time taken by list comprehension:', (end - start))

**Output:**

Time taken by for loop: 7.005999803543091

Time taken by list comprehension: 2.822999954223633

Using List Comprehension to Iterate through String

List comprehension can be used in case of strings also as they are iterables too.

**Code**

1. letters = [ alpha **for** alpha **in** 'javatpoint' ]
2. **print**( letters)

**Output:**

['j', 'a', 'v', 'a', 't', 'p', 'o', 'i', 'n', 't']

Using Conditions in List Comprehension

Conditional statements can be used by list comprehensions to change existing lists (or other tuples). We'll make a list with mathematical operators, numbers, and a range of values.

**Code**

1. number\_list = [ num **for** num **in** range(30) **if** num % 2 != 0]
2. **print**(number\_list)

**Output:**

[1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23, 25, 27, 29]

Nested List Comprehensions

Nested List Comprehensions are similar to nested for loops in that they are a list comprehension inside another list comprehension. The programme that implements nested loop is as follows:

**Code**

1. nested\_list = []
3. **for** \_ **in** range(3):
5. # Append an empty sublist inside the list
6. nested\_list.append([])
8. **for** \_\_ **in** range(5):
9. nested\_list[\_].append(\_\_ + \_)
11. **print**(nested\_list)

**Output:**

[[0, 1, 2, 3, 4], [1, 2, 3, 4, 5], [2, 3, 4, 5, 6]]

The same result may now be created in less lines of code by utilizing layered list comprehensions.

**Code**

1. # Nested list comprehension
2. nested\_list = [[\_ + \_\_ **for** \_ **in** range(5)] **for** \_\_ **in** range(3)]
4. **print**(nested\_list)

**Output:**

[[0, 1, 2, 3, 4], [1, 2, 3, 4, 5], [2, 3, 4, 5, 6]]

List comprehension is a powerful tool for describing and creating new lists based on existing ones. In general, list comprehension is lighter and easier to use than traditional list construction functions and loops. To provide user-friendly code, we should avoid writing large codes for list comprehensions. Every interpretation of the list or other iterables can be recast in a for loop, but not all the for loops can be rebuilt in the framework of list comprehension.

Python List Comprehension

Python is known for helping us produce code that is elegant, simple to write, and reads almost as well as plain English. List comprehension is one of the language's most distinguishing features, allowing us to develop sophisticated functionality with just one line of code. On the other hand, many Python writers struggle to fully utilize the more complex aspects of list comprehension. Sometimes programmers may overuse them, resulting in much less efficient and difficult-to-read code.

Using List Comprehension

1. newlist = [expression **for** item **in** iterable **if** condition == True]

Here we are showing basic use of list comprehension.

**Code**

1. #using for loop to iterate through items in list
2. numbers = [3, 5, 1, 7, 3, 9]
3. num = []
5. **for** n **in** numbers:
6. num.append(n\*\*2)
8. **print**(num)

**Output:**

[9, 25, 1, 49, 9, 81]

All of this can be accomplished with only single line of code using list comprehension.

**Code**

1. #using list comprehension to iterate through list items
2. numbers = [3, 5, 1, 7, 3, 9]
4. num = [n\*\*2 **for** n **in** numbers]
6. **print**(num)

**Output:**

[9, 25, 1, 49, 9, 81]

Benefits of Using List Comprehensions

Loops and maps are typically regarded as more Pythonic than list comprehensions. But, rather than taking that judgment at face value, it's worth considering the advantages of utilizing a list comprehension in Python over the alternatives. We'll learn about a couple of cases when the alternatives are preferable options later on.

One of the most important advantages of utilizing a list comprehension in Python is that it is a single tool that can be used in various circumstances. We don't need to adopt a new strategy for each situation. List comprehensions may be leveraged for mapping or filtering and basic list generation.

List comprehensions are regarded as Pythonic, as Python emphasizes simple, effective tools that can be used in many scenarios. As a bonus, we won't have to remember the appropriate order of parameters when using a list comprehension in Python, as we would when calling map().

List comprehensions are easier to read and grasp than loops since they are more declarative. We must concentrate on how exactly the list is constructed while using loops. We must manually build an empty list, then loop over the list's entries, and add each one to the list's end. Instead, using a list comprehension in Python, we can concentrate on what we want to put in the list and allow Python to handle the list generation.

**Code**

1. # Import module to keep track of time
2. **import** time
4. # defining function to execute for loop
5. **def** for\_loop(num):
6. l = []
7. **for** i **in** range(num):
8. l.append(i + 10)
9. **return** l
11. # defining function to execute list comprehension
12. **def** list\_comprehension(num):
13. **return** [i + 10 **for** i **in** range(num)]
15. # Giving values to the functions
17. # Calculating time taken by for loop
18. start = time.time()
19. for\_loop(10000000)
20. end = time.time()
22. **print**('Time taken by for loop:', (end - start))
24. # Calculating time taken by list comprehension
25. start = time.time()
26. list\_comprehension(10000000)
27. end = time.time()
29. **print**('Time taken by list comprehension:', (end - start))

**Output:**

Time taken by for loop: 7.005999803543091

Time taken by list comprehension: 2.822999954223633

Using List Comprehension to Iterate through String

List comprehension can be used in case of strings also as they are iterables too.

**Code**

1. letters = [ alpha **for** alpha **in** 'javatpoint' ]
2. **print**( letters)

**Output:**

['j', 'a', 'v', 'a', 't', 'p', 'o', 'i', 'n', 't']

Using Conditions in List Comprehension

Conditional statements can be used by list comprehensions to change existing lists (or other tuples). We'll make a list with mathematical operators, numbers, and a range of values.

**Code**

1. number\_list = [ num **for** num **in** range(30) **if** num % 2 != 0]
2. **print**(number\_list)

**Output:**

[1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23, 25, 27, 29]

Nested List Comprehensions

Nested List Comprehensions are similar to nested for loops in that they are a list comprehension inside another list comprehension. The programme that implements nested loop is as follows:

**Code**

1. nested\_list = []
3. **for** \_ **in** range(3):
5. # Append an empty sublist inside the list
6. nested\_list.append([])
8. **for** \_\_ **in** range(5):
9. nested\_list[\_].append(\_\_ + \_)
11. **print**(nested\_list)

**Output:**

[[0, 1, 2, 3, 4], [1, 2, 3, 4, 5], [2, 3, 4, 5, 6]]

The same result may now be created in less lines of code by utilizing layered list comprehensions.

**Code**

1. # Nested list comprehension
2. nested\_list = [[\_ + \_\_ **for** \_ **in** range(5)] **for** \_\_ **in** range(3)]
4. **print**(nested\_list)

**Output:**

[[0, 1, 2, 3, 4], [1, 2, 3, 4, 5], [2, 3, 4, 5, 6]]

List comprehension is a powerful tool for describing and creating new lists based on existing ones. In general, list comprehension is lighter and easier to use than traditional list construction functions and loops. To provide user-friendly code, we should avoid writing large codes for list comprehensions. Every interpretation of the list or other iterables can be recast in a for loop, but not all the for loops can be rebuilt in the framework of list comprehension.

# Python Math Module

Mathematical calculations may occasionally be required when dealing with certain fiscal or rigorous scientific tasks. Python has a math module that can handle these complex calculations. Both simple mathematical calculations like addition (+), and subtraction (-), and advanced mathematical calculations like trigonometric operations, and logarithmic operations can be performed by the functions in the math module.

This tutorial teaches us about applying the math module from fundamentals to more advanced concepts with the support of easy examples to understand the concepts fully. We have included the list of all built-in functions defined in this module for better understanding.

## What is Math Module in Python?

Python has a built-in math module. It is a standard module, so we don't need to install it separately. We only have to import it into the program we want to use. We can import the module, like any other module of Python, using import math to implement the functions to perform mathematical operations.

Since the source code of this module is in the C language, it provides access to the functionalities of the underlying C library. For instance,

**Code**

1. # This program will show the calculation of square root using the math module
2. # importing the math module
3. **import** math
4. **print**(math.sqrt( 9 ))

**Output:**

3.0

This Python module does not accept complex data types. The more complicated equivalent is the cmath module.

We can, for example, calculate all trigonometric ratios for any given angle using the built-in functions in the math module. We must provide angles in radians to these trigonometric functions (sin, cos, tan, etc.). However, we are accustomed to measuring angles in terms of degrees. The math module provides two methods to convert angles from radians to degrees and vice versa.

## Constants in Math Module

The value of numerous constants, including pi and tau, is provided in the math module so that we do not have to remember them. Using these constants eliminates the need to precisely and repeatedly write down the value of each constant. The math module includes the following constants:

1. Euler's Number
2. Tau
3. Infinity
4. Pi
5. Not a Number (NaN)

Let's go over each of them one by one.

### Euler's Number

The value 2.71828182845 of Euler's number is returned by the math.e constant.

**Syntax of this is:**

1. math.e

**Code**

1. # importing the required library
2. **import** math
4. # printing the value of Euler's number using the math module
5. **print**( "The value of Euler's Number is: ", math.e )

**Output:**

The value of Euler's Number is: 2.718281828459045

### Tau

The ratio of a circle's circumference to its radius is known as tau. The value tau returned by the tau constant is 6.283185307179586.

**Syntax of this is:**

1. math.tau

**Code**

1. # Importing the required library
2. **import** math
4. # Printing the value of tau using math module
5. **print** ( "The value of Tau is: ", math.tau )

**Output:**

The value of Tau is: 6.283185307179586

### Infinity

Infinity refers to anything limitless or never-ending in both directions of the actual number line. Numbers cannot adequately represent it. The math.inf returns positive infinity constant. We can use -math.inf to print negative infinity.

**Syntax of this is:**

1. math.inf

**Code**

1. # Importing the required library
2. **import** math
4. # Printing the value of positive infinity using the math module
5. **print**( math.inf )
7. # Printing the value of negative infinity using the math module
8. **print**( -math.inf )

**Output:**

inf

-inf

Further, we are comparing a very large floating-point number with positive and negative infinity values.

**Code**

1. # Importing the required library
2. **import** math
4. # comparing the value of infinity
5. **print**( math.inf > 10e109 )
6. **print**( -math.inf < -10e109 )

**Output:**

True

True

### Pi

Pi is known to everyone. It is mathematically represented as either the fraction 22/7 or the decimal number 3.14. math.pi gives the most accurate value of pi.

**Syntax of this is:**

1. math.pi

**Code**

1. # Importing the required library
2. **import** math
4. # Printing the value of pi using the math module
5. **print**( "The value of pi is ", math.pi )

**Output:**

The value of pi is 3.141592653589793

Let us calculate the circumference of a circle.

**Code**

1. # Importing the required library
2. **import** math
4. # radius of the circle
5. r = 4
7. # value of pi
8. pi\_value = math.pi
10. # circumference of the circle
11. **print**(2 \* pi\_value \* r)

**Code**

25.132741228718345

### NaN

The math.nan gives us a floating-point nan (Not a Number) value. This amount is not a valid numeric value. Float("nan") and the nan constant are comparable.

**Code**

1. # Importing the required library
2. **import** math
4. # Printing the value of nan using the math module
5. **print**( math.nan )

**Output:**

nan

## Mathematical Operations with Math Module

The functions that are required in representation theory and number theory, such as calculating the factorial of an integer, will be covered in this part.

### Calculating the Ceiling and the Floor Value

The terms "ceiling value" and "floor value" refer to the smallest integral value larger than the number and the largest integral value less than the number, respectively. The ceil() and floor() methods simplify calculating this.

**Code**

1. # Python program to show how to use floor() and ceil() functions.
3. # importing the math module
4. **import** math
6. x = 4.346
8. # returning the ceiling value of 4.346
9. **print**("The ceiling value of 4.346 is : ", end="")
10. **print**( math.ceil(x) )
12. # returning the floor value of 4.346
13. **print**("The floor value of 4.346 is : ", end="")
14. **print**( math.floor(x) )

**Output:**

The ceiling value of 4.346 is : 5

The floor value of 4.346 is : 4

### Calculating the Factorial of the Number

We may determine the factorial of a given integer in a one-liner code by using the math.factorial() function. The Python interpreter will send a message if the given number is not integral.

**Code**

1. # Python program to show how to use function() functions.
3. # importing the math module
4. **import** math
6. x = 6
8. # returning the factorial of 6
9. **print**( "The factorial of 6 is : ", math.factorial(x) )
11. # passing a non integral number
12. **try**:
13. **print**( "The factorial of 6.5 in: ", math.factorial(6.5) )
14. **except**:
15. **print**( "Cannot calculate factorial of a non-integral number" )

**Output:**

The factorial of 6 is : 720

Cannot calculate factorial of a non-integral number

### Calculating the Absolute Value

The method math.fabs() returns the absolute number of the number given to the function.

**Code**

1. # Python program to show how to use fabs() functions.
3. # importing the math module
4. **import** math
6. x = -45
8. # returning x's absolute value.
9. **print**( "The absolute value of -45 is: ", math.fabs(x) )

**Output:**

The absolute value of -45 is: 45.0

### Calculating the Exponential

x to the power of e, often known as the exponential of a number x, is calculated using the exp() function.

**Code**

1. # Python program to show how to use the exp() function.
3. # importing the math module
4. **import** math
6. # declaring some value
7. num1 = 4
8. num2 = -3
9. num3 = 0.00
11. # passing above values to the exp() function
12. **print**( f"The exponenetial value of {num1} is: ", math.exp(num1) )
13. **print**( f"The exponenetial value of {num2} is: ", math.exp(num2) )
14. **print**( f"The exponenetial value of {num3} is: ", math.exp(num3) )

**Output:**

The exponenetial value of 4 is: 54.598150033144236

The exponenetial value of -3 is: 0.049787068367863944

The exponenetial value of 0.0 is: 1.0

### Calculating the Power of a Number

x\*\*y is computed via the pow() function. This function calculates the value of the power after converting its inputs into floats.

**Code**

1. # Python program to show how to use the pow() function.
3. # importing the math module
4. **import** math
6. x = 4
7. y = 5
8. # returning x to the power of y.
9. **print**( f"The value of {x} to the power of {y} is: ", math.pow(x,y) )

**Output:**

The value of 4 to the power of 5 is: 1024.0

### Calculating Sine, Cosine, and Tangent

The values of sine, cosine, and tangent of an angle, which are supplied as an input to the function, are returned by the sin(), cos(), and tan() methods. This function expects a value that is provided in radians.

**Code**

1. # Python program to show how to use the sin(), cos(), tan() function.
3. # importing the math module
4. **import** math
6. angle = math.pi / 4
8. # returning the sine of pi/4
9. **print**( "The sine of pi/4 is : ", math.sin( angle ) )
11. # returning the cosine of pi/4
12. **print**( "The cosine of pi/4 is : ", math.cos( angle ) )
14. # returning the tangent of pi/4
15. **print**("The tangent of pi/4 is : ", math.tan( angle ))

**Output:**

The sine of pi/4 is : 0.7071067811865475

The cosine of pi/4 is : 0.7071067811865476

The tangent of pi/4 is : 0.9999999999999999

## The dir( ) Function

A sorted list of strings comprising the identifiers of the functions defined by a module is what the built-in method dir() delivers.

The list includes the names of modules, each specified constants, functions, and methods. Here is a straightforward illustration:

**Code**

1. # Importing the math module
2. **import** math
4. functions = dir(math)
5. **print**( functions )

**Output:**

['\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_', '\_\_spec\_\_', 'acos', 'acosh', 'asin', 'asinh', 'atan', 'atan2', 'atanh', 'ceil', 'comb', 'copysign', 'cos', 'cosh', 'degrees', 'dist', 'e', 'erf', 'erfc', 'exp', 'expm1', 'fabs', 'factorial', 'floor', 'fmod', 'frexp', 'fsum', 'gamma', 'gcd', 'hypot', 'inf', 'isclose', 'isfinite', 'isinf', 'isnan', 'isqrt', 'lcm', 'ldexp', 'lgamma', 'log', 'log10', 'log1p', 'log2', 'modf', 'nan', 'nextafter', 'perm', 'pi', 'pow', 'prod', 'radians', 'remainder', 'sin', 'sinh', 'sqrt', 'tan', 'tanh', 'tau', 'trunc', 'ulp']

## Description of all the Functions in Python Math Module

Here is a list of all the properties and functions specified in the math module, along with a brief description of what each one does.

|  |  |
| --- | --- |
| **Function** | **Description** |
| **ceil(x)** | The lowest integer bigger than or equal to x is returned. |
| **copysign(x, y)** | gives x back with the sign of y. |
| **fabs(x)** | gives x's absolute value back. |
| **factorial(x)** | provides the x factorial back. |
| **floor(x)** | gives back the biggest integer that is less than or equal to x. |
| **fmod(x, y)** | returns the leftover value after dividing x by y. |
| **frexp(x)** | returns the pair of the mantissa and exponent of x. (m, e) |
| **fsum(iterable)** | returns the iterable's correct floating point sum of all values. |
| **isfinite(x)** | If x is neither an infinity nor a NaN, it returns True (Not a Number) |
| **isinf(x)** | If x is a positive or negative infinity, it returns True. |
| **isnan(x)** | If x is a NaN, it returns True. |
| **ldexp(x, i)** | gives back x \* (2\*\*i). |
| **modf(x)** | gives x's fractional and integer components back. |
| **trunc(x)** | x's shortened integer value is returned. |
| **exp(x)** | delivers e\*\*x |
| **expm1(x)** | yields e\*\*x - 1 |
| **log(x[, b])** | gives back the x logarithm in base b. (defaults to e) |
| **log1p(x)** | the natural logarithm of 1 + x is returned. |
| **log2(x)** | gives x's base-2 logarithm back. |
| **log10(x)** | provides x's base-10 logarithm. |
| **pow(x, y)** | gives x raised to the power of y back. |
| **sqrt(x)** | gives x's square root back. |
| **acos(x)** | gives the arc cosine of x back. |
| **asin(x)** | gives the arc sine of x back. |
| **atan(x)** | gives the arc tangent of x back. |
| **atan2(y, x)** | gives back atan(y / x). |
| **cos(x)** | returns the x's cosine. |
| **hypot(x, y)** | returns sqrt(x\*x + y\*y), the Euclidean norm. |
| **sin(x)** | gives the sine of x back. |
| **tan(x)** | gives the tangent of x back. |
| **degrees(x)** | Angle x is transformed from radians to degrees. |
| **radians(x)** | Angle x is transformed from degrees to radians. |
| **acosh(x)** | x's inverse hyperbolic cosine is returned. |
| **asinh(x)** | x's inverse hyperbolic sine is returned. |
| **atanh(x)** | x's inverse hyperbolic tangent is returned. |
| **cosh(x)** | gives x's hyperbolic cosine. |
| **sinh(x)** | gives x's hyperbolic cosine. |
| **tanh(x)** | gives x's hyperbolic tangent back. |
| **erf(x)** | the error function at x is returned. |
| **erfc(x)** | a function that gives the complementary error at x |
| **gamma(x)** | the Gamma function at x is returned. |
| **lgamma(x)** | gives the natural logarithm of the gamma function's absolute value at x. |
| **pi** | The ratio of a circle's circumference to its diameter is a mathematical constant (3.14159...) |
| **e** | e is a constant in mathematics (2.71828...) |

Python OS Module

Python OS module provides the facility to establish the interaction between the user and the operating system. It offers many useful OS functions that are used to perform OS-based tasks and get related information about operating system.

The OS comes under Python's standard utility modules. This module offers a portable way of using operating system dependent functionality.

The Python OS module lets us work with the files and directories.

1. To work with the OS module, we need to **import** the OS module.
2. **import** os

There are some functions in the OS module which are given below:

os.name()

This function provides the name of the operating system module that it imports.

Currently, it registers 'posix', 'nt', 'os2', 'ce', 'java' and 'riscos'.

**Example**

1. **import** os
2. **print**(os.name)

**Output:**

nt

os.mkdir()

The **os.mkdir()** function is used to create new directory. Consider the following example.

1. **import** os
2. os.mkdir("d:\\newdir")

It will create the new directory to the path in the string argument of the function in the D drive named folder newdir.

os.getcwd()

It returns the current working directory(CWD) of the file.

**Example**

1. **import** os
2. **print**(os.getcwd())

**Output:**

C:\Users\Python\Desktop\ModuleOS

os.chdir()

The **os** module provides the **chdir()** function to change the current working directory.

1. **import** os
2. os.chdir("d:\\")

**Output:**

d:\\

os.rmdir()

The **rmdir()** function removes the specified directory with an absolute or related path. First, we have to change the current working directory and remove the folder.

**Example**

1. **import** os
2. # It will throw a Permission error; that's why we have to change the current working directory.
3. os.rmdir("d:\\newdir")
4. os.chdir("..")
5. os.rmdir("newdir")

os.error()

The os.error() function defines the OS level errors. It raises OSError in case of invalid or inaccessible file names and path etc.

**Example**

1. **import** os
3. **try**:
4. # If file does not exist,
5. # then it throw an IOError
6. filename = 'Python.txt'
7. f = open(filename, 'rU')
8. text = f.read()
9. f.close()
11. # The Control jumps directly to here if
12. # any lines throws IOError.
13. **except** IOError:
15. # print(os.error) will <class 'OSError'>
16. **print**('Problem reading: ' + filename)

**Output:**

Problem reading: Python.txt

os.popen()

This function opens a file or from the command specified, and it returns a file object which is connected to a pipe.

**Example**

1. **import** os
2. fd = "python.txt"
4. # popen() is similar to open()
5. file = open(fd, 'w')
6. file.write("This is awesome")
7. file.close()
8. file = open(fd, 'r')
9. text = file.read()
10. **print**(text)
12. # popen() provides gateway and accesses the file directly
13. file = os.popen(fd, 'w')
14. file.write("This is awesome")
15. # File not closed, shown in next function.

**Output:**

This is awesome

os.close()

This function closes the associated file with descriptor **fr**.

**Example**

1. **import** os
2. fr = "Python1.txt"
3. file = open(fr, 'r')
4. text = file.read()
5. **print**(text)
6. os.close(file)

**Output:**

Traceback (most recent call last):

File "main.py", line 3, in

file = open(fr, 'r')

FileNotFoundError: [Errno 2] No such file or directory: 'Python1.txt'

os.rename()

A file or directory can be renamed by using the function **os.rename()**. A user can rename the file if it has privilege to change the file.

**Example**

1. **import** os
2. fd = "python.txt"
3. os.rename(fd,'Python1.txt')
4. os.rename(fd,'Python1.txt')

**Output:**

Traceback (most recent call last):

File "main.py", line 3, in

os.rename(fd,'Python1.txt')

FileNotFoundError: [Errno 2] No such file or directory: 'python.txt' -> 'Python1.txt'

os.access()

This function uses real **uid/gid** to test if the invoking user has access to the path.

**Example**

1. **import** os
2. **import** sys
4. path1 = os.access("Python.txt", os.F\_OK)
5. **print**("Exist path:", path1)
7. # Checking access with os.R\_OK
8. path2 = os.access("Python.txt", os.R\_OK)
9. **print**("It access to read the file:", path2)
11. # Checking access with os.W\_OK
12. path3 = os.access("Python.txt", os.W\_OK)
13. **print**("It access to write the file:", path3)
15. # Checking access with os.X\_OK
16. path4 = os.access("Python.txt", os.X\_OK)
17. **print**("Check if path can be executed:", path4)

**Output:**

Exist path: False

It access to read the file: False

It access to write the file: False

Check if path can be executed: False

Python Random module

The Python Random module is a built-in module for generating random integers in Python. These are sort of fake random numbers which do not possess true randomness. We can therefore use this module to generate random numbers, display a random item for a list or string, and so on.

Generate Random Floats

The random.random() function gives a float number that ranges from 0.0 to 1.0. There are no parameters required for this function.

**random.random():-** Returns The second random floating point value within [0.0 and 1) is returned.

**random.uniform(a, b):-** Generates a random floating point R in which a <= R <= b if a <= b and b <= R <= a if b < a.

**random.expovariate(lambda):-** Returns the random value according to exponential distribution.

**random.gauss(mu, sigma):-** Returns the random value according to gaussian distribution.

There are other distributions also, such as Gamma Distribution, Normal Distribution, etc.

**Code**

1. **import** random
2. num=random.random()
3. **print**(num)

**Output:**

0.3232640977876686

Generate Random Integers

The random.randint() function generates a random integer from the range of numbers supplied.

**Code**

1. **import** random
2. num = random.randint(1, 500)
3. **print**( num )

**Output:**

215

Generate Random Numbers within a Defined Range

The random.randrange() function selects an item randomly from the given range defined by the start, the stop, and the step parameters. By default, the start is set to 0. Likewise, the step is set to 1 by default.

**Code**

1. **import** random
3. num = random.randrange(1, 10)
4. **print**( num )
5. num = random.randrange(1, 10, 2)
6. **print**( num )
7. num = random.randrange(0, 101, 10)
8. **print**( num )

**Output:**

4

9

20

Select Random Elements

The random.choice() function selects an item from a non-empty series at random. An IndexError is thrown when the parameter is an empty series.

**Code**

1. **import** random
2. random\_s = random.choice('Random Module') #a string
3. **print**( random\_s )
4. random\_l = random.choice([23, 54, 765, 23, 45, 45]) #a list
5. **print**( random\_l )
6. random\_s = random.choice((12, 64, 23, 54, 34)) #a set
7. **print**( random\_s )

**Output:**

M

765

54

Shuffle Elements Randomly

A general sequence, like integers or floating-point series, can be a group of things like a List / Set. The random module contains methods that we can use to add randomization to the series.

The random.shuffle() function shuffles the entries in a list at random.

**Code**

1. a\_list = [34, 23, 65, 86, 23, 43]
2. random.shuffle( a\_list )
3. **print**( a\_list )
4. random.shuffle( a\_list )
5. **print**( a\_list )

**Output:**

[23, 43, 86, 65, 34, 23]

[65, 23, 86, 23, 34, 43]

Random Seed

We normally use the time of the system to ensure that the software delivers a different output each time we execute it because pseudorandom synthesis is dependent on the preceding number. As a result, we employ seeds.

We can specify a seed to have an initial number using Python's random.seed() function. This seed number determines a random number generator's outcome; therefore, if it stays the same, the outcome will continue to be the same.

**Code**

1. **import** random
2. random.seed(2)
3. **print**('Generating 5 random numbers: ')
4. **print**([ random.randint(1, 300) **for** r **in** range(6)])
6. # Reseting the seed value to 1
7. random.seed(2)
9. # We will get the same numbers as before
10. **print**([random.randint(1, 300) **for** i **in** range(6)])

**Output:**

Generating 5 random numbers:

[29, 47, 44, 185, 87, 158]

[29, 47, 44, 185, 87, 158]

Various Functions of Random Module

Following is the list of functions available in the random module.

|  |  |
| --- | --- |
| **Function** | **Description** |
| **seed(a=None, version=2)** | This function creates a new random number. |
| **getstate()** | This method provides an object reflecting the generator's present state. Provide the argument to setstate() to recover the state. |
| **setstate(state)** | Providing the state object resets the function's state at the time getstate() was invoked. |
| **getrandbits(k)** | This function provides a Python integer having k random bits. This is important for random number production algorithms like randrange(), which can manage arbitrarily huge ranges. |
| **randrange(start, stop[, step])** | From the range, it produces a random integer. |
| **randint(a, b)** | Provides an integer within a and b at random (both inclusive). If a > b, a ValueError is thrown. |
| **choice(seq)** | Produce a non-empty series item at random. |
| **shuffle(seq)** | Change the order. |
| **sample(population, k)** | Display a list of k-size unique entries from the population series. |
| **random()** | This function creates a new random number. |
| **uniform(a, b)** | This method provides an object reflecting the generator's present state. Provide the argument to setstate() to recover the state. |
| **triangular(low, high, mode)** | Providing the state object resets the function's state at the time getstate() was invoked. |
| **betavariate(alpha, beta)** | Beta distribution |
| **expovariate(lambd)** | Exponential distribution |
| **gammavariate(alpha, beta)** | Gamma distribution |
| **gauss(mu, sigma)** | Gaussian distribution |
| **lognormvariate(mu, sigma)** | Log normal distribution |
| **normalvariate(mu, sigma)** | Normal distribution |
| **vonmisesvariate(mu, kappa)** | Vonmises distribution |
| **paretovariate(alpha)** | Pareto distribution |
| **weibullvariate(alpha, beta)** | Weibull distribution |

We learned about various methods that Python's random module provides us with for dealing with Integers, floating-point numbers, and other sequences like Lists, tuples, etc. We also looked at how the seed affects the pseudo - random number pattern.

Python statistics module

Python statistics module provides the functions to mathematical statistics of numeric data. There are some popular statistical functions defined in this module.

mean() function

The mean() function is used to calculate the arithmetic mean of the numbers in the list.

**Example**

1. **import** statistics
2. # list of positive integer numbers
3. datasets = [5, 2, 7, 4, 2, 6, 8]
4. x = statistics.mean(datasets)
5. # Printing the mean
6. **print**("Mean is :", x)

**Output:**

Mean is : 4.857142857142857

median() function

The median() function is used to return the middle value of the numeric data in the list.

**Example**

1. **import** statistics
2. datasets = [4, -5, 6, 6, 9, 4, 5, -2]
3. # Printing median of the
4. # random data-set
5. **print**("Median of data-set is : % s "
6. % (statistics.median(datasets)))

**Output:**

Median of data-set is : 4.5

mode() function

The mode() function returns the most common data that occurs in the list.

**Example**

1. **import** statistics
2. # declaring a simple data-set consisting of real valued positive integers.
3. dataset =[2, 4, 7, 7, 2, 2, 3, 6, 6, 8]
4. # Printing out the mode of given data-set
5. **print**("Calculated Mode % s" % (statistics.mode(dataset)))

**Output:**

Calculated Mode 2

stdev() function

The stdev() function is used to calculate the standard deviation on a given sample which is available in the form of the list.

**Example**

1. **import** statistics
2. # creating a simple data - set
3. sample = [7, 8, 9, 10, 11]
4. # Prints standard deviation
5. **print**("Standard Deviation of sample is % s "
6. % (statistics.stdev(sample)))

**Output:**

Standard Deviation of sample is 1.5811388300841898

median\_low()

The median\_low function is used to return the low median of numeric data in the list.

**Example**

1. **import** statistics
2. # simple list of a set of integers
3. set1 = [4, 6, 2, 5, 7, 7]
4. # Note: low median will always be a member of the data-set.
5. # Print low median of the data-set
6. **print**("Low median of data-set is % s "
7. % (statistics.median\_low(set1)))

**Output:**

Low median of the data-set is 5

median\_high()

The median\_high function is used to return the high median of numeric data in the list.

**Example**

1. **import** statistics
2. # list of set of the integers
3. dataset = [2, 1, 7, 6, 1, 9]
4. **print**("High median of data-set is %s "
5. % (statistics.median\_high(dataset)))

**Output:**

High median of the data-set is 6

Python sys module

The python sys module provides functions and variables which are used to manipulate different parts of the Python Runtime Environment. It lets us access system-specific parameters and functions.

**import sys**

First, we have to import the sys module in our program before running any functions.

**sys.modules**

This function provides the name of the existing python modules which have been imported.

**sys.argv**

This function returns a list of command line arguments passed to a Python script. The name of the script is always the item at index 0, and the rest of the arguments are stored at subsequent indices.

**sys.base\_exec\_prefix**

This function provides an efficient way to the same value as exec\_prefix. If not running a virtual environment, the value will remain the same.

**sys.base\_prefix**

It is set up during Python startup, before site.py is run, to the same value as prefix.

**sys.byteorder**

It is an indication of the native byteorder that provides an efficient way to do something.

**sys.maxsize**

This function returns the largest integer of a variable.

**sys.path**

This function shows the PYTHONPATH set in the current system. It is an environment variable that is a search path for all the python modules.

**sys.stdin**

It is an object that contains the original values of stdin at the start of the program and used during finalization. It can restore the files.

**sys.getrefcount**

This function returns the reference count of an object.

**sys.exit**

This function is used to exit from either the Python console or command prompt, and also used to exit from the program in case of an exception.

**sys executable**

The value of this function is the absolute path to a Python interpreter. It is useful for knowing where python is installed on someone else machine.

**sys.platform**

This value of this function is used to identify the platform on which we are working.

Python Arrays

An array is defined as a collection of items that are stored at contiguous memory locations. It is a container which can hold a fixed number of items, and these items should be of the same type. An array is popular in most programming languages like C/C++, JavaScript, etc.

Array is an idea of storing multiple items of the same type together and it makes easier to calculate the position of each element by simply adding an offset to the base value. A combination of the arrays could save a lot of time by reducing the overall size of the code. It is used to store multiple values in single variable. If you have a list of items that are stored in their corresponding variables like this:

car1 = "Lamborghini"

car2 = "Bugatti"

car3 = "Koenigsegg"

If you want to loop through cars and find a specific one, you can use the array.

The array can be handled in Python by a module named **array**. It is useful when we have to manipulate only specific data values. Following are the terms to understand the concept of an array:

**Element** - Each item stored in an array is called an element.

**Index** - The location of an element in an array has a numerical index, which is used to identify the position of the element.

Array Representation

An array can be declared in various ways and different languages. The important points that should be considered are as follows:

* Index starts with 0.
* We can access each element via its index.
* The length of the array defines the capacity to store the elements.

Array operations

Some of the basic operations supported by an array are as follows:

* **Traverse** - It prints all the elements one by one.
* **Insertion** - It adds an element at the given index.
* **Deletion** - It deletes an element at the given index.
* **Search** - It searches an element using the given index or by the value.
* **Update** - It updates an element at the given index.

The Array can be created in Python by importing the array module to the python program.

1. from array **import** \*
2. arrayName = array(typecode, [initializers])

**Accessing array elements**

We can access the array elements using the respective indices of those elements.

1. **import** array as arr
2. a = arr.array('i', [2, 4, 6, 8])
3. **print**("First element:", a[0])
4. **print**("Second element:", a[1])
5. **print**("Second last element:", a[-1])

**Output:**

First element: 2

Second element: 4

Second last element: 8

**Explanation:** In the above example, we have imported an array, defined a variable named as "a" that holds the elements of an array and print the elements by accessing elements through indices of an array.

How to change or add elements

Arrays are mutable, and their elements can be changed in a similar way like lists.

1. **import** array as arr
2. numbers = arr.array('i', [1, 2, 3, 5, 7, 10])
4. # changing first element
5. numbers[0] = 0
6. print(numbers)    # Output: array('i', [0, 2, 3, 5, 7, 10])
8. # changing 3rd to 5th element
9. numbers[2:5] = arr.array('i', [4, 6, 8])
10. print(numbers)    # Output: array('i', [0, 2, 4, 6, 8, 10])

**Output:**

array('i', [0, 2, 3, 5, 7, 10])

array('i' ,[0, 2, 4, 6, 8, 10])

**Explanation:** In the above example, we have imported an array and defined a variable named as "numbers" which holds the value of an array. If we want to change or add the elements in an array, we can do it by defining the particular index of an array where you want to change or add the elements.

Why to use arrays in Python?

A combination of arrays saves a lot of time. The array can reduce the overall size of the code.

How to delete elements from an array?

The elements can be deleted from an array using Python's **del** statement. If we want to delete any value from the array, we can do that by using the indices of a particular element.

1. **import** array as arr
2. number = arr.array('i', [1, 2, 3, 3, 4])
3. del number[2]                           # removing third element
4. print(number)                           # Output: array('i', [1, 2, 3, 4])

**Output:**

array('i', [10, 20, 40, 60])

**Explanation:** In the above example, we have imported an array and defined a variable named as "number" which stores the values of an array. Here, by using del statement, we are removing the third element [3] of the given array.

Finding the length of an array

The length of an array is defined as the number of elements present in an array. It returns an integer value that is equal to the total number of the elements present in that array.

**Syntax**

1. len(array\_name)

Array Concatenation

We can easily concatenate any two arrays using the + symbol.

**Example**

1. a=arr.array('d',[1.1 , 2.1 ,3.1,2.6,7.8])
2. b=arr.array('d',[3.7,8.6])
3. c=arr.array('d')
4. c=a+b
5. print("Array c = ",c)

**Output:**

Array c= array('d', [1.1, 2.1, 3.1, 2.6, 7.8, 3.7, 8.6])

**Explanation**

In the above example, we have defined variables named as "a, b, c" that hold the values of an array.

**Example**

1. **import** array as arr
2. x = arr.array('i', [4, 7, 19, 22])
3. print("First element:", x[0])
4. print("Second element:", x[1])
5. print("Second last element:", x[-1])

**Output:**

First element: 4

Second element: 7

Second last element: 22

**Explanation:** In the above example, first, we have imported an array and defined a variable named as "x" which holds the value of an array and then, we have printed the elements using the indices of an array.

# Python Command line arguments

The Python supports the programs that can be run on the command line, complete with command line arguments. It is the input parameter that needs to be passed to the script when executing them.

It means to interact with a command-line interface for the scripts.

It provides a **getopt** module, in which command line arguments and options can be parsed.

## What is argument passing?

The command **ls** is often used to get a summary of files and folders present in a particular directory.

## Why to use argparse?

It means to communicate between the writer of a program and user which does not require going into the code and making changes to the script. It provides the ability to a user to enter into the command-line arguments.

## Access command line arguments

The Python sys module provides access to command-line arguments via sys.argv. It solves the two purposes:

## Python sys module

It is a basic module that was shipped with Python distribution from the early days on. It is a similar approach as C library using argc/argv to access the arguments. The sys module implements command-line arguments in a simple list structure named sys.argv.

Each list element represents a single argument. The first one -- sys.argv[0] -- is the name of Python script. The other list elements are sys.argv[1] to sys.argv[n]- are the command line arguments 2 to n. As a delimiter between arguments, space is used. Argument values that contain space in it have to be quoted, accordingly.

It stores command-line arguments into a list; we can access it using **sys.argv**. This is very useful and a simple way to read command-line arguments as String.

1. **import** sys
2. print(type(sys.argv))
3. print('The command line arguments are:')
4. **for** i in sys.argv:
5. print(i)

## Python getopt module

The Python getopt module extends the separation of the input string by parameter validation. Based on getopt C function, it allows both short and long options, including a value assignment.

It is very similar to C getopt() function for parsing command line parameters.

It is useful in parsing command line arguments where we want the user to enter some options.

**Code**

1. **import** getopt
2. **import** sys
3. argv = sys.argv[1:]
4. **try**:
5. opts, args = getopt.getopt(argv, 'hm:d', ['help', 'my\_file='])
6. print(opts)
7. print(args)
8. except getopt.GetoptError:
9. # Print a message or **do** something useful
10. print('Something went wrong!')
11. sys.exit(2)

## Python argparse module

It offers a command-line interface with standardized output, whereas the former two solutions leave most of the work in your hands. argparse allows verification of fixed and optional arguments with a name checking as either UNIX or GNU style. It is the preferred way to parse command-line arguments. It provides a lot of option such as positional arguments, the default value for arguments, helps message, specifying the data type of argument etc.

It makes it easy to write the user-friendly command-line interfaces. It automatically generates help and usage messages and issues errors when a user gives invalid arguments to the program.

**getopt.getopt method**

This method is used for parsing the command line options and parameter list.

**Syntax:**

1. getopt.getopt(args, options, [long\_options])

**args**- It is an argument list that needs to be parsed.

**options**- A string of option letters that the script wants to recognize, with options that require an argument which should be followed by a colon(:).

**long\_options(optional)**- It must be a string with names of the long options, which should be supported.

* This method returns a value consisting of two elements, i.e. list of (**option, value**) pairs, list of program arguments left after option list was stripped.
* Each option-and-value pair are returned as an option as its first element, prefixed with a hyphen for short options (e.g.,'-x') or two hyphens for long options (e.g., '--long-option').

**Exception getopt.GetoptError**

This exception arises when an unrecognized option is found in the argument list or when any option requiring an argument is given none.

The argument to the exception is a string that indicates the cause of the error. The attributes **msg** and **opt** to give the error message and related option.

**Code**

1. #!/usr/bin/python
2. **import** sys, getopt
3. def main(argv):
4. inputfile = ''
5. outputfile = ''
6. **try**:
7. opts, args = getopt.getopt(argv,"hi:o:",["ifile=","ofile="])
8. except getopt.GetoptError:
9. print 'test.py -i <inputfile> -o <outputfile>'
10. sys.exit(2)
11. **for** opt, arg in opts:
12. **if** opt == '-h':
13. print 'test.py -i <inputfile> -o <outputfile>'
14. sys.exit()
15. elif opt in ("-i", "--ifile"):
16. inputfile = arg
17. elif opt in ("-o", "--ofile"):
18. outputfile = arg
19. print 'Input file is "', inputfile
20. print 'Output file is "', outputfile
22. **if** \_\_name\_\_ == "\_\_main\_\_":
23. main(sys.argv[1:])

**Output:**

$ test.py -h

usage: test.py -i <inputfile> -o <outputfile>

$ test.py -i BMP -o

usage: test.py -i <inputfile> -o <outputfile>

$ test.py -i inputfile

Input file is " inputfile

Output file is "
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|  |  |  |
| --- | --- | --- |
| **Module** | **Use** | **Python version** |
| sys | All arguments in sys.argv (basic) | All |
| argparse | Build a command line interface | >= 2.3 |
| docopt | Created command line interfaces | >= 2.5 |
| fire | Automatically generate command line interfaces (CLIs) | All |
| optparse | Deprecated | < 2.7 |

**Docopt**

Docopt is used to create command line interfaces.

from docopt import docopt

if \_\_name\_\_ == '\_\_main\_\_':

arguments = docopt(\_\_doc\_\_, version='Example 1')

print(arguments)

**Fire**

Python Fire automatically generates a command line interface; you only need one line of code. Unlike the other modules, it works instantly.

You don't need to define any arguments; all the methods are linked by default.

To install it type:

pip install fire

Define or use a class:

1. **import** fire
2. **class** Python(object):
3. def hello(self):
4. print("Hello")
5. def openfile(self, filename):
6. print("Open file '" + filename + "'")
8. **if** \_\_name\_\_ == '\_\_main\_\_':
9. fire.Fire(Python)

You have the options matching to the class methods:

1. python example.py hello
2. python example.py openfile filename.txt

Python Magic Methods

To add "magic" to the class we create, we can define special methods called "magic methods." For example, the magic methods \_\_init\_\_ and \_\_str\_\_are always wrapped by double underscores from both sides. By granting us accessibility to Python's built-in syntax tools, magic methods can improve the structure of our classes.

We can integrate Python's built-in classes with our classes. The class which has inherited from the built-in class is known as a child class. A child class has access to all of the attributes of the parent class, including its methods. By utilizing the essential built-in features, we can customize some of the tasks of our class by using magic methods.

\_\_init\_\_ Method

After we have constructed an instance of the class, but before that instance is returned to the caller of the class, the \_init\_ method is executed. When we create an instance of the class, it is called automatically, just like constructors in various programming languages like the popular ones C++, Java, C#, PHP, etc. These methods are invoked after \_new\_ and therefore are referred to as initialising. We should define the instance parameters here.

**Code**

1. # Python program to show how \_\_init\_\_ method works
3. # Creating a class
4. **class** methods():
5. **def** \_\_init\_\_(self, \*args):
6. **print** ("Now called \_\_init\_\_ magic method, after tha initialised parameters")
7. self.name = args[0]
8. self.std = args[1]
9. self.marks = args[2]
11. Student = methods("Itika", 11, 98)
12. **print**(Student)
13. **print**(f"Name, standard, and marks of the student is: \n", Student.name, "\n", Student.std, "\n", Student.marks)

**Output:**

Now called \_\_init\_\_ magic method, after tha initialised parameters

<\_\_main\_\_.methods object at 0x3701290>

Name, standard, and marks of the student is:

Itika

11

98

\_\_new\_\_() Method

The magic method \_\_new\_\_() is called implicitly by the \_\_init\_\_() method. The new instance returned by the \_\_new\_\_() method is initialised. To modify the creation of objects in a user-defined class, we must supply a modified implementation of the \_\_new\_\_() magic method. We need to provide the first argument as the reference to the class whose object is to be created for this static function.

**Code**

1. # Python program to show how \_\_new\_\_ method works
3. # Creating a class
4. **class** Method(object):
5. **def** \_\_new\_\_( cls ):
6. **print**( "Creating an instance by \_\_new\_\_ method")
7. **return** super(Method, cls).\_\_new\_\_(cls)
8. # Calling the init method
9. **def** \_\_init\_\_( self ):
10. **print**( "Init method is called here" )
12. Method()

**Output:**

Creating an instance by \_\_new\_\_ method

Init method is called here

<\_\_main\_\_.Method at 0x30dfb88>

\_\_add\_\_ Method

We use the magic method \_\_add\_\_to add the class instance's attributes. Consider the scenario where object1 belongs to class Method and object2 belongs to class Method 1, both of which have the same attribute called "attribute" that stores any value passed to the class while creating the instance. If specified to add the attributes, the \_\_add\_\_ function implicitly adds the instances' same attributes, such as object1.attribute + object2.attribute, when the action object1 + object2 is completed.

Below is the code to show how we add two attributes of two instances of different classes without using the \_\_add\_\_ magic method.

**Code**

1. # Python program to show how to add two attributes
3. # Creating a class
4. **class** Method:
5. **def** \_\_init\_\_(self, argument):
6. self.attribute = argument
8. # Creating a second class
9. **class** Method\_2:
10. **def** \_\_init\_\_(self, argument):
11. self.attribute = argument
12. # creating the instances
13. instance\_1 = Method(" Attribute")
14. **print**(instance\_1.attribute)
15. instance\_2 = Method\_2(" 27")
16. **print**(instance\_2.attribute)
18. # Adding two attributes of the instances
19. **print**(instance\_2.attribute + instance\_1.attribute)

**Output:**

Attribute

27

27 Attribute

By using \_\_add\_\_ magic method the code changes to this.

**Code**

1. # Python program to show how \_\_add\_\_ method works
3. # Creating a class
4. **class** Method:
5. **def** \_\_init\_\_(self, argument):
6. self.attribute = argument
7. **def** \_\_add\_\_(self, object1):
8. **return** self.attribute + object1.attribute
10. # Creating a second class
11. **class** Method\_2:
12. **def** \_\_init\_\_(self, argument):
13. self.attribute = argument
14. **def** \_\_add\_\_(self, object1):
15. **return** self.attribute + object1.attribute
16. instance\_1 = Method(" Attribute")
17. **print**(instance\_1)
18. instance\_2 = Method\_2(" 27")
19. **print**(instance\_2)
20. **print**(instance\_2 + instance\_1)

**Output:**

<\_\_main\_\_.Method object at 0x37470f0>

<\_\_main\_\_.Method\_2 object at 0x376beb8>

27 Attribute

Classes, Method and Method\_1 in the script above have a property called "attribute" that stores a string. We create two instances, instance\_1 and instances\_2, with corresponding attributes of " Attribute" and " 27" values. The \_\_add\_\_ method is used to translate the action instance\_1 + instance\_2 into instance\_1 + instance\_2.attribute, which produces output ( 27 Attribute).

\_\_repr\_\_ Method

The class instance is represented as a string using the magic method \_\_repr\_\_. The \_\_repr\_\_ method, which produces a string in the output, is automatically called whenever we attempt to print an object of that class.

**Code**

1. # Python program to show how \_\_repr\_\_ magic method works
3. # Creating a class
4. **class** Method:
5. # Calling \_\_init\_\_ method and initializing the attributes of the class
6. **def** \_\_init\_\_(self, x, y, z):
7. self.x = x
8. self.y = y
9. self.z = z
10. # Calling the \_\_repr\_\_ method and providing the string to be printed each time instance is printe
11. **def** \_\_repr\_\_(self):
12. **return** f"Following are the values of the attributes of the class Method:\nx = {self.x}\ny = {self.y}\nz = {self.z}"
13. instance = Method(4, 6, 2)
14. **print**(instance)

**Output:**

Following are the values of the attributes of the class Method:

x = 4

y = 6

z = 2

\_\_contains\_\_ Method

The 'in' membership operator of Python implicitly calls the \_\_contains\_\_ method. We can use the \_\_contains\_\_ method to determine if an element is contained in an object's attributes. We can use this method for attributes that are containers ( such as lists, tuples, etc.).

**Code**

1. # Python code to show how the \_\_contains\_\_ magic method works
3. # Creating a class
4. **class** Method:
5. # Calling the \_\_init\_\_ method and initializing the attributes
6. **def** \_\_init\_\_(self, attribute):
7. self.attribute = attribute
9. # Calling the \_\_contains\_\_ method
10. **def** \_\_contains\_\_(self, attribute):
11. **return** attribute **in** self.attribute
12. # Creating an instance of the class
13. instance = Method([4, 6, 8, 9, 1, 6])
15. # Checking if a value is present in the container attribute
16. **print**("4 is contained in ""attribute"": ", 4 **in** instance)
17. **print**("5 is contained in ""attribute"": ", 5 **in** instance)

**Output:**

4 is contained in attribute: True

5 is contained in attribute: False

We have used the \_\_contanis\_\_ magic method in the program above to determine if a given integer is contained in the attribute "attribute". In this case, "attribute" is a list of integers. The integer 4 is present in the given list of integers passed to the class Method as an attribute. While 5 is not present in the list.

\_\_call\_\_ Method

When a class instance is called, the Python interpreter calls the magic method \_\_call\_\_. We can utilise the \_\_call\_\_ method to explicitly call an operation using the instance name rather than creating an additional method to carry out specific activities.

**Code**

1. # Python program to show how the \_\_call\_\_ magic method works
3. # Creating a class
4. **class** Method:
5. # Calling the \_\_init\_\_ method and initializing the attributes
6. **def** \_\_init\_\_(self, a):
7. self.a = a
8. # Calling the \_\_call\_\_ method to multiply a number to the attribute value
9. **def** \_\_call\_\_(self, number):
10. **return** self.a \* number
12. # Creating an instance and proving the value to the attribute a
13. instance = Method(7)
14. **print**(instance.a) # Printing the value of the attribute a
15. # Calling the instance while passing a value which will call the \_\_call\_\_ method
16. **print**(instance(5))

**Output:**

7

35

\_\_iter\_\_ Method

For the given instance, a generator object is supplied using the \_\_iter\_\_ method. To benefit from the \_\_iter\_\_ method, we can leverage the iter() and next() methods.

**Code**

1. # Python program to show how the \_\_iter\_\_ method works
3. # Creating a class
4. **class** Method:
5. **def** \_\_init\_\_(self, start\_value, stop\_value):
6. self.start = start\_value
7. self.stop = stop\_value
8. **def** \_\_iter\_\_(self):
9. **for** num **in** range(self.start, self.stop + 1):
10. **yield** num \*\* 2
11. # Creating an instance
12. instance = iter(Method(3, 8))
13. **print**( next(instance) )
14. **print**( next(instance) )
15. **print**( next(instance) )
16. **print**( next(instance) )
17. **print**( next(instance) )
18. **print**( next(instance) )

**Output:**

9

16

25

36

49

64

We have calculated the squares of the numbers in the code. For the numbers in the specified range, squares are calculated in the program above (start and stop). The \_\_iter\_\_ method, which generates squares of the numbers between the given range, is called when we call the function iter(Method(3, 8)). In our example, we're using the range of 3 to 8; therefore, calling the next() method will produce the results 9, 16, 25, 36, 49, 64.

# Python Stack and Queue

Data structure organizes the storage in computers so that we can easily access and change data. Stacks and Queues are the earliest data structure defined in computer science. A simple Python list can act as a queue and stack as well. A queue follows FIFO rule (First In First Out) and used in programming for sorting. It is common for stacks and queues to be implemented with an array or linked list.

## Stack

A Stack is a data structure that follows the LIFO(Last In First Out) principle. To implement a stack, we need two simple operations:

* **push -** It adds an element to the top of the stack.
* **pop -** It removes an element from the top of the stack.
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**Operations:**

* **Adding -** It adds the items in the stack and increases the stack size. The addition takes place at the top of the stack.
* **Deletion -** It consists of two conditions, first, if no element is present in the stack, then underflow occurs in the stack, and second, if a stack contains some elements, then the topmost element gets removed. It reduces the stack size.
* **Traversing -** It involves visiting each element of the stack.

**Characteristics:**

* Insertion order of the stack is preserved.
* Useful for parsing the operations.
* Duplicacy is allowed.

**Code**

1. # Code to demonstrate Implementation of
2. # stack using list
3. x = ["Python", "C", "Android"]
4. x.push("Java")
5. x.push("C++")
6. **print**(x)
7. **print**(x.pop())
8. **print**(x)
9. **print**(x.pop())
10. **print**(x)

**Output:**

['Python', 'C', 'Android', 'Java', 'C++']

C++

['Python', 'C', 'Android', 'Java']

Java

['Python', 'C', 'Android']

## Queue

A Queue follows the First-in-First-Out (FIFO) principle. It is opened from both the ends hence we can easily add elements to the back and can remove elements from the front.

To implement a queue, we need two simple operations:

* **enqueue -** It adds an element to the end of the queue.
* **dequeue -** It removes the element from the beginning of the queue.

![Python Stack and Queue](data:image/png;base64,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)![Python Stack and Queue](data:image/png;base64,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)

**Operations on Queue**

* **Addition -** It adds the element in a queue and takes place at the rear end, i.e., at the back of the queue.
* **Deletion -** It consists of two conditions - If no element is present in the queue, Underflow occurs in the queue, or if a stack contains some elements then element present at the front gets deleted.
* **Traversing -** It involves to visit each element of the queue.

**Characteristics**

* Insertion order of the queue is preserved.
* Duplicacy is allowed.
* Useful for parsing CPU task operations.

#### Note: The implementation of a queue is a little bit different. A queue follows the "First-In-First-Out". Time plays an important factor here. The Stack is fast because we insert and pop the elements from the end of the list, whereas in the queue, the insertion and pops are made from the beginning of the list, so it becomes slow. The cause of this time difference is due to the properties of the list, which is fast in the end operation but slow at the beginning operations because all other elements have to be shifted one by one.

### Code

1. **import** queue
2. # Queue is created as an object 'L'
3. L = queue.Queue(maxsize=10)
5. # Data is inserted in 'L' at the end using put()
6. L.put(9)
7. L.put(6)
8. L.put(7)
9. L.put(4)
10. # get() takes data from
11. # from the head
12. # of the Queue
13. **print**(L.get())
14. **print**(L.get())
15. **print**(L.get())
16. **print**(L.get())

**Output:**

9

6

7

4

# PySpark MLlib

Machine Learning is a technique of data analysis that combines data with statistical tools to predict the output. This prediction is used by the various corporate industries to make a favorable decision.

PySpark provides an API to work with the Machine learning called as **mllib**. PySpark's mllib supports various machine learning algorithms like classification, regression clustering, collaborative filtering, and dimensionality reduction as well as underlying optimization primitives. Various machine learning concepts are given below:

* **classification**

The **pyspark.mllib** library supports several classification methods such as binary classification, multiclass classification, and regression analysis. The object may belong to a different class. The objective of classification is to differentiate the data based on the information. **Random Forest, Naive Bayes, Decision Tree** are the most useful algorithms in classification.

* **clustering**

Clustering is an unsupervised machine learning problem. It is used when you do not know how to classify the data; we require the algorithm to find patterns and classify the data accordingly. The popular clustering algorithms are the **K-means clustering, Gaussian mixture model, Hierarchical clustering.**

* **fpm**

The fpm means frequent pattern matching, which is used for mining various items, itemsets, subsequences, or other substructure. It is mostly used in large-scale datasets.

* **linalg**

The **mllib.linalg**utilities are used for linear algebra.

* **recommendation**

It is used to define the relevant data for making a recommendation. It is capable of predicting future preference and recommending the top items. For example, Online entertainment platform **Netflix** has a huge collection of movies, and sometimes people face difficulty in selecting the favorite items. This is the field where the recommendation plays an important role.

* **mllib regression**

The regression is used to find the relationship and dependencies between variables. It finds the correlation between each feature of data and predicts the future values.

The mllib package supports many other algorithms, classes, and functions. Here we will understand the basic concept of **pyspak.mllib**.

## MLlib Features

The **PySpark mllib** is useful for iterative algorithms. The features are the following:

* **Extraction:** It extracts features from "row" data.
* **Transformation:** It is used for scaling, converting, or modifying features.
* **Selection:** Selecting a useful subset from a larger set of features.
* **Locality Sensitive Hashing:** It combines aspects of feature transformation with other algorithms.

Let's have a look at the essential libraries of PySpark MLlib.

### MLlib Linear Regression

Linear regression is used to find the relationship and dependencies between variables. Consider the following code:

1. frompyspark.sql **import** SparkSession
2. spark = SparkSession.builder.appName('Customer').getOrCreate()
3. frompyspark.ml.regression **import** LinearRegression
4. dataset = spark.read.csv(r'C:\Users\DEVANSH SHARMA\Ecommerce-Customers.csv')
5. dataset.show(10)

**Output:**

+--------------------+--------------------+----------------+------------------+------------------+------------------+--------------------+-------------------+

| \_c0| \_c1| \_c2| \_c3| \_c4| \_c5| \_c6| \_c7|

+--------------------+--------------------+----------------+------------------+------------------+------------------+--------------------+-------------------+

| Email| Address| Avatar|Avg Session Length| Time on App| Time on Website|Length of Membership|Yearly Amount Spent|

|mstephenson@ferna...|835 Frank TunnelW...| Violet| 34.49726772511229| 12.65565114916675| 39.57766801952616| 4.0826206329529615| 587.9510539684005|

| hduke@hotmail.com|4547 Archer Commo...| DarkGreen| 31.92627202636016|11.109460728682564|37.268958868297744| 2.66403418213262| 392.2049334443264|

| pallen@yahoo.com|24645 Valerie Uni...| Bisque|33.000914755642675|11.330278057777512|37.110597442120856| 4.104543202376424| 487.54750486747207|

|riverarebecca@gma...|1414 David Throug...| SaddleBrown| 34.30555662975554|13.717513665142507| 36.72128267790313| 3.120178782748092| 581.8523440352177|

|mstephens@davidso...|14023 Rodriguez P...|MediumAquaMarine| 33.33067252364639|12.795188551078114| 37.53665330059473| 4.446308318351434| 599.4060920457634|

|alvareznancy@luca...|645 Martha Park A...| FloralWhite|33.871037879341976|12.026925339755056| 34.47687762925054| 5.493507201364199| 637.102447915074|

|katherine20@yahoo...|68388 Reyes Light...| DarkSlateBlue| 32.02159550138701|11.366348309710526| 36.68377615286961| 4.685017246570912| 521.5721747578274|

| awatkins@yahoo.com|Unit 6538 Box 898...| Aqua|32.739142938380326| 12.35195897300293| 37.37335885854755| 4.4342734348999375| 549.9041461052942|

|vchurch@walter-ma...|860 Lee KeyWest D...| Salmon| 33.98777289568564|13.386235275676436|37.534497341555735| 3.2734335777477144| 570.2004089636196|

+--------------------+--------------------+----------------+------------------+------------------+------------------+--------------------+-------------------+

only showing top 10 rows

In the following code, we are importing the **VectorAssembler** library to create a new column Independent feature:

1. frompyspark.ml.linalg **import** Vectors
2. frompyspark.ml.feature **import** VectorAssembler
3. featureassembler = VectorAssembler(inputCols = ["Avg Session Length","Time on App","Time on Website"],outputCol = "Independent Features")
4. output = featureassembler.transform(dataset)
5. output.show()

**Output:**

+------------------+

Independent Feature

+------------------+

|34.49726772511229 |

|31.92627202636016 |

|33.000914755642675|

|34.30555662975554 |

|33.33067252364639 |

|33.871037879341976|

|32.02159550138701 |

|32.739142938380326|

|33.98777289568564 |

+------------------+

1. z = featureassembler.transform(dataset)
2. finlized\_data = z.select("Indepenent feature", "Yearly Amount Spent",)
3. z.show()

**Output:**

+--------------------++-------------------+

|Independent Feature | Yearly Amount Spent|

+--------------------++-------------------+

|34.49726772511229 | 587.9510539684005 |

|31.92627202636016 | 392.2049334443264 |

|33.000914755642675 | 487.5475048674720 |

|34.30555662975554 | 581.8523440352177 |

|33.33067252364639 | 599.4060920457634 |

|33.871037879341976 | 637.102447915074 |

|32.02159550138701 | 521.5721747578274 |

|32.739142938380326 | 549.9041461052942 |

|33.98777289568564 | 570.2004089636196 |

+--------------------++-------------------+

PySpark provides the **LinearRegression()** function to find the prediction of any given dataset. The syntax is given below:

1. regressor = LinearRegression(featureCol = 'column\_name1', labelCol = 'column\_name2 ')

## MLlib K- Mean Cluster

The K- Mean cluster algorithm is one of the most popular and commonly used algorithms. It is used to cluster the data points into a predefined number of clusters. The below example is showing the use of MLlib K-Means Cluster library:

1. from pyspark.ml.clustering **import** KMeans
2. from pyspark.ml.evaluation **import** ClusteringEvaluator
3. # Loads data.
4. dataset = spark.read.format("libsvm").load(r"C:\Users\DEVANSH SHARMA\Iris.csv")
5. # Trains a k-means model.
6. kmeans = KMeans().setK(2).setSeed(1)
7. model = kmeans.fit(dataset)
8. # Make predictions
9. predictions = model.transform(dataset)
10. # Evaluate clustering by computing Silhouette score
11. evaluator = ClusteringEvaluator()
12. silhouette = evaluator.evaluate(predictions)
13. print("Silhouette with squared euclidean distance = " + str(silhouette))
14. # Shows the result.
15. centers = model.clusterCenters()
16. print("Cluster Centers: ")
17. **for** center in centers:
18. print(center)

### Parameters of PySpark MLlib

The few important parameters of **PySpark MLlib** are given below:

* **Ratings**

It is RDD of Ratings or (userID, productID, rating) tuple.

* **Rank**

It represents Rank of the computed feature matrices (number of features).

* **Iterations**

It represents the number of iterations of ALS. (default: 5)

* **Lambda**

It is the Regularization parameter. (default : 0.01)

* **Blocks**

It is used to parallelize the computation of some number of blocks.

### Collaborative Filtering (mllib.recommendation)

Collaborative filtering is a technique that is generally used for a recommender system. This technique is focused on filling the missing entries of a user-item. Association matrix **spark.ml** currently supports model-based collaborative filtering. In collaborative filtering, users and products are described by a small set of hidden factors that can be used to predict missing entries.

### Scaling of the regularization parameter

The regularization parameter **regParam** is scaled to solve least-squares problem. The least-square problem occurs when the number of ratings are user-generated in updating user factors, or the number of ratings the product received in updating product factors.

### Cold-start strategy

The **ALS Model (Alternative Least Square Model)** is used for prediction while making a common prediction problem. The problem encountered when user or items in the test dataset occurred that may not be present during training the model. It can occur in the two scenarios which are given below:

* In the prediction, the model is not trained for users and items that have no rating history (it is called a cold-start strategy).
* The data is splitted between training and evaluation sets during cross-validation. It is widespread to encounter users and items in the evaluation set that are not in the training set.

Let's consider the following example, where we load ratings data from the MovieLens dataset. Each row is containing a user, a movie, rating and a timestamp.

1. #importing the libraries
2. frompyspark.ml.evaluation **import** RegressionEvaluator
3. frompyspark.ml.recommendation **import** ALS
4. frompyspark.sql **import** Row
5. no\_of\_lines = spark.read.text(r"C:\Users\DEVANSH SHARMA\MovieLens.csv").rdd
6. no\_of\_parts = no\_of\_lines.map(lambda row: row.value.split("::"))
7. ratingsRDD = no\_of\_lines.map(lambda p: Row(userId=**int**(p[0]), movieId=**int**(p[1]),
8. rating=**float**(p[2]), timestamp=**long**(p[3])))
9. ratings = spark.createDataFrame(ratingsRDD)
10. (training, test) = ratings.randomSplit([0.8, 0.2])
12. # Develop the recommendation model using ALS on the training data
13. # Note we set cold start strategy to make sure that we don't get NaN evaluation metrics.
14. als = ALS(maxIter=5, regParam=0.01, userCol="userId", itemCol="movieId", ratingCol="rating",
15. coldStartStrategy="drop")
16. model = als.fit(training)
18. # Calculate the model by computing the RMSE on the test data
19. predictions = model.transform(test)
20. evaluator = RegressionEvaluator(metricName="rmse", labelCol="rating",
21. predictionCol="prediction")
22. rmse = evaluator.evaluate(predictions)
23. print("Root-mean-square error = " + str(rmse))
25. # Evaluate top 10 movie recommendations **for** each user
26. userRecs = model.recommendForAllUsers(10)
27. # Evaluate top 10 user recommendations **for** each movie
28. movieRecs = model.recommendForAllItems(10)
29. # Evaluate top 10 movie recommendations **for** a specified set of users
30. users = ratings.select(als.getUserCol()).distinct().limit(3)
31. userSubsetRecs = model.recommendForUserSubset(users, 10)
32. # Evalute top 10 user recommendations **for** a specified set of movies
33. movies = ratings.select(als.getItemCol()).distinct().limit(3)
34. movieSubSetRecs = model.recommendForItemSubset(movies, 10)

# Python Decorator

Decorators are one of the most helpful and powerful tools of Python. These are used to modify the behavior of the function. Decorators provide the flexibility to wrap another function to expand the working of wrapped function, without permanently modifying it.

In Decorators, functions are passed as an argument into another function and then called inside the wrapper function.

It is also called **meta programming** where a part of the program attempts to change another part of program at compile time.

Before understanding the **Decorator**, we need to know some important concepts of Python.

## What are the functions in Python?

Python has the most interesting feature that everything is treated as an object even classes or any variable we define in Python is also assumed as an object. Functions are **first-class** objects in the Python because they can reference to, passed to a variable and returned from other functions as well. The example is given below:

1. def func1(msg):
2. print(msg)
3. func1("Hii")
4. func2 = func1
5. func2("Hii")

**Output:**

Hii

Hii

In the above program, when we run the code it give the same output for both functions. The **func2**referred to function **func1** and act as function. We need to understand the following concept of the function:

* The function can be referenced and passed to a variable and returned from other functions as well.
* The functions can be declared inside another function and passed as an argument to another function.

## Inner Function

Python provides the facility to define the function inside another function. These types of functions are called inner functions. Consider the following example:

1. def func():
2. print("We are in first function")
3. def func1():
4. print("This is first child function")
5. def func2():
6. print(" This is second child function")
7. func1()
8. func2()
9. func()

**Output:**

We are in first function

This is first child function

This is second child function

In the above program, it doesn't matter how the child functions are declared. The execution of the child function makes effect on the output. These child functions are locally bounded with the **func()** so they cannot be called separately.

A function that accepts other function as an argument is also called **higher order function**. Consider the following example:

1. def add(x):
2. **return** x+1
3. def sub(x):
4. **return** x-1
5. def operator(func, x):
6. temp = func(x)
7. **return** temp
8. print(operator(sub,10))
9. print(operator(add,20))

**Output:**

9

21

In the above program, we have passed the **sub()** function and **add()** function as argument in **operator()** function.

A function can return another function. Consider the below example:

1. def hello():
2. def hi():
3. print("Hello")
4. **return** hi
5. **new** = hello()
6. **new**()

**Output:**

Hello

In the above program, the **hi()** function is nested inside the **hello()** function. It will return each time we call **hi()**.

### Decorating functions with parameters

Let's have an example to understand the parameterized decorator function:

1. def divide(x,y):
2. print(x/y)
3. def outer\_div(func):
4. def inner(x,y):
5. **if**(x<y):
6. x,y = y,x
7. **return** func(x,y)
8. **return** inner
9. divide1 = outer\_div(divide)
10. divide1(2,4)

**Output:**

2.0

### Syntactic Decorator

In the above program, we have decorated **out\_div()** that is little bit bulky. Instead of using above method, Python allows to **use decorator in easy way with @symbol**. Sometimes it is called "pie" syntax.

1. def outer\_div(func):
2. def inner(x,y):
3. **if**(x<y):
4. x,y = y,x
5. **return** func(x,y)
6. **return** inner
7. # syntax of generator
8. @outer\_div
9. def divide(x,y):
10. print(x/y)

**Output:**

2.0

### Reusing Decorator

We can reuse the decorator as well by recalling that decorator function. Let's make the decorator to its own module that can be used in many other functions. Creating a file called **mod\_decorator.py** with the following code:

1. def do\_twice(func):
2. def wrapper\_do\_twice():
3. func()
4. func()
5. **return** wrapper\_do\_twice

We can import mod\_decorator.py in other file.

1. from decorator **import** do\_twice
2. @do\_twice
3. def say\_hello():
4. print("Hello There")
5. say\_hello()

**Output:**

Hello There

Hello There

### Python Decorator with Argument

We want to pass some arguments in function. Let's do it in following code:

1. from decorator **import** do\_twice
2. @do\_twice
3. def display(name):
4. print(f"Hello {name}")
5. display()

**Output:**

TypeError: display() missing 1 required positional argument: 'name'

As we can see that, the function didn't accept the argument. Running this code raises an error. We can fix this error by using **\*args** and **\*\*kwargs**in the inner wrapper function. Modifying the **decorator.py**as follows:

1. def do\_twice(func):
2. def wrapper\_function(\*args,\*\*kwargs):
3. func(\*args,\*\*kwargs)
4. func(\*args,\*\*kwargs)
5. **return** wrapper\_function

Now **wrapper\_function()** can accept any number of argument and pass them on the function.

1. from decorator **import** do\_twice
2. @do\_twice
3. def display(name):
4. print(f"Hello {name}")
5. display("John")

**Output:**

Hello John

Hello John

### Returning Values from Decorated Functions

We can control the return type of the decorated function. The example is given below:

1. from decorator **import** do\_twice
2. @do\_twice
3. def return\_greeting(name):
4. print("We are created greeting")
5. **return** f"Hi {name}"
6. hi\_adam = return\_greeting("Adam")

**Output:**

We are created greeting

We are created greeting

## Fancy Decorators

Let's understand the fancy decorators by the following topic:

### Class Decorators

Python provides two ways to decorate a class. Firstly, we can decorate the method inside a class; there are built-in decorators like **@classmethod, @staticmethod** and **@property** in Python. The **@classmethod** and **@staticmethod** define methods inside class that is not connected to any other instance of a class. The @property is generally used to modify the getters and setters of a class attributes. Let’s understand it by the following example:

Example: 1- **@property decorator** - By using it, we can use the class function as an attribute. Consider the following code:

1. **class** Student:
2. def \_\_init\_\_(self,name,grade):
3. self.name = name
4. self.grade = grade
5. @property
6. def display(self):
7. **return** self.name + " got grade " + self.grade
9. stu = Student("John","B")
10. print("Name:", stu.name)
11. print("Grade:", stu.grade)
12. print(stu.display)

**Output:**

Name: John

Grade: B

John got grade B

Example:2 - **@staticmethod decorator**- The @staticmethod is used to define a static method in the class. It is called by using the class name as well as instance of the class. Consider the following code:

1. **class** Person:
2. @staticmethod
3. def hello():
4. print("Hello Peter")
5. per = Person()
6. per.hello()
7. Person.hello()

**Output:**

Hello Peter

Hello Peter

### Singleton Class

A singleton class only has one instance. There are many singletons in Python including True, None, etc.

### Nesting Decorators

We can use multiple decorators by using them on top of each other. Let's consider the following example:

1. @function1
2. @function2
3. def function(name):
4. print(f "{name}")

In the above code, we have used the nested decorator by stacking them onto one another.

### Decorator with Arguments

It is always useful to pass arguments in a decorator. The decorator can be executed several times according to the given value of the argument. Let us consider the following example:

1. Import functools
3. def repeat(num):
5. #Creating and returning a wrapper function
6. def decorator\_repeat(func):
7. @functools.wraps(func)
8. def wrapper(\*args,\*\*kwargs):
9. **for** \_ in range(num):
10. value = func(\*args,\*\*kwargs)
11. **return** value
12. **return** wrapper
13. **return** decorator\_repeat
15. #Here we are passing num as an argument which repeats the print function
16. @repeat(num=5)
17. def function1(name):
18. print(f"{name}")

**Output:**

JavatPoint

JavatPoint

JavatPoint

JavatPoint

JavatPoint

In the above example, **@repeat**refers to a function object that can be called in another function. The **@repeat(num = 5)**will return a function which acts as a decorator.

The above code may look complex but it is the most commonly used decorator pattern where we have used one additional **def** that handles the arguments to the decorator.

#### Note: Decorator with argument is not frequently used in programming, but it provides flexibility. We can use it with or without argument.

### Stateful Decorators

Stateful decorators are used to keep track of the decorator state. Let us consider the example where we are creating a decorator that counts how many times the function has been called.

1. Import functools
3. def count\_function(func):
4. @functools.wraps(func)
5. def wrapper\_count\_calls(\*args, \*\*kwargs):
6. wrapper\_count\_calls.num\_calls += 1
8. print(f"Call{wrapper\_count\_calls.num\_calls} of {func.\_\_name\_\_!r}")
9. **return** func(\*args, \*\*kwargs)
11. wrapper\_count\_calls.num\_calls = 0
12. **return** wrapper\_count\_calls
14. @count\_function
15. def say\_hello():
16. print("Say Hello")
18. say\_hello()
19. say\_hello()

**Output:**

Call 1 of 'say\_hello'

Say Hello

Call 2 of 'say\_hello'

Say Hello

In the above program, the state represented the number of calls of the function stored in **.num\_calls**on the wrapper function. When we call **say\_hello()**it will display the number of the call of the function.

### Classes as Decorators

The classes are the best way to maintain state. In this section, we will learn how to use a class as a decorator. Here we will create a class that contains **\_\_init\_\_()** and take **func** as an argument. The class needs to be callable so that it can stand in for the decorated function.

To making a class callable, we implement the special **\_\_call\_\_()** method.

1. **import** functools
3. **class** Count\_Calls:
4. def \_\_init\_\_(self, func):
5. functools.update\_wrapper(self, func)
6. self.func = func
7. self.num\_calls = 0
9. def \_\_call\_\_(self, \*args, \*\*kwargs):
10. self.num\_calls += 1
11. print(f"Call{self.num\_calls} of {self.func.\_\_name\_\_!r}")
12. **return** self.func(\*args, \*\*kwargs)
14. @Count\_Calls
15. def say\_hello():
16. print("Say Hello")
18. say\_hello()
19. say\_hello()
20. say\_hello()

**Output:**

Call 1 of 'say\_hello'

Say Hello

Call 2 of 'say\_hello'

Say Hello

Call 3 of 'say\_hello'

Say Hello

The **\_\_init\_\_()** method stores a reference to the function and can do any other required initialization.

# Python Generators

## What is Python Generator?

Python Generators are the functions that return the traversal object and used to create iterators. It traverses the entire items at once. The generator can also be an expression in which syntax is similar to the list comprehension in Python.

There is a lot of complexity in creating iteration in Python; we need to implement **\_\_iter\_\_()** and **\_\_next\_\_()** method to keep track of internal states.

It is a lengthy process to create iterators. That's why the generator plays an essential role in simplifying this process. If there is no value found in iteration, it raises **StopIteration** exception.

## How to Create Generator function in Python?

It is quite simple to create a generator in Python. It is similar to the normal function defined by the **def** keyword and uses a **yield** keyword instead of return. Or we can say that if the body of any function contains a **yield** statement, it automatically becomes a generator function. Consider the following example:

1. def simple():
2. **for** i in range(10):
3. **if**(i%2==0):
4. yield i
6. #Successive Function call using **for** loop
7. **for** i in simple():
8. print(i)

**Output:**

0

2

4

6

8

### yield vs. return

The **yield** statement is responsible for controlling the flow of the generator function. It pauses the function execution by saving all states and yielded to the caller. Later it resumes execution when a successive function is called. We can use the multiple yield statement in the generator function.

The return statement **returns** a value and terminates the whole function and only one return statement can be used in the function.

**Using multiple yield Statement**

We can use the multiple yield statement in the generator function. Consider the following example.

1. def multiple\_yield():
2. str1 = "First String"
3. yield str1
5. str2 = "Second string"
6. yield str2
8. str3 = "Third String"
9. yield str3
10. obj = multiple\_yield()
11. print(next(obj))
12. print(next(obj))
13. print(next(obj))

**Output:**

First String

Second string

Third String

### Difference between Generator function and Normal function

* Normal function contains only one L**return** statement whereas generator function can contain one or more **yield** statement.
* When the generator functions are called, the normal function is paused immediately and control transferred to the caller.
* Local variable and their states are remembered between successive calls.
* StopIteration exception is raised automatically when the function terminates.

### Generator Expression

We can easily create a generator expression without using user-defined function. It is the same as the lambda function which creates an anonymous function; the generator's expressions create an anonymous generator function.

The representation of generator expression is similar to the Python list comprehension. The only difference is that **square bracket is replaced by round parentheses**. The list comprehension calculates the entire list, whereas the generator expression calculates one item at a time.

Consider the following example:

1. list = [1,2,3,4,5,6,7]
3. # List Comprehension
4. z = [x\*\*3 **for** x in list]
6. # Generator expression
7. a = (x\*\*3 **for** x in list)
9. print(a)
10. print(z)

**Output:**

<generator object <genexpr> at 0x01BA3CD8>

[1, 8, 27, 64, 125, 216, 343]

In the above program, list comprehension has returned the list of cube of elements whereas generator expression has returned the reference of calculated value. Instead of applying a **for loop**, we can also call **next()** on the generator object. Let's consider another example:

1. list = [1,2,3,4,5,6]
3. z = (x\*\*3 **for** x in list)
5. print(next(z))
7. print(next(z))
9. print(next(z))
11. print(next(z))

**Output:**

1

8

27

64

#### Note:- When we call the next(), Python calls \_\_next\_\_() on the function in which we have passed it as a parameter.

In the above program, we have used the **next()** function, which returned the next item of the list.

**Example:** Write a program to print the table of the given number using the generator.

1. def table(n):
2. **for** i in range(1,11):
3. yield n\*i
4. i = i+1
6. **for** i in table(15):
7. print(i)

**Output:**

15

30

45

60

75

90

105

120

135

150

In the above example, a generator function is iterating using for loop.

## Advantages of Generators

There are various advantages of Generators. Few of them are given below:

### 1. Easy to implement

Generators are easy to implement as compared to the iterator. In iterator, we have to implement **\_\_iter\_\_()** and **\_\_next\_\_()** function.

### 2. Memory efficient

Generators are memory efficient for a large number of sequences. The normal function returns a sequence of the list which creates an entire sequence in memory before returning the result, but the generator function calculates the value and pause their execution. It resumes for successive call. An infinite sequence generator is a great example of memory optimization. Let's discuss it in the below example by using **sys.getsizeof()** function.

1. **import** sys
2. # List comprehension
3. nums\_squared\_list = [i \* 2 **for** i in range(1000)]
4. print(sys.getsizeof("Memory in Bytes:"nums\_squared\_list))
5. # Generator Expression
6. nums\_squared\_gc = (i \*\* 2 **for** i in range(1000))
7. print(sys.getsizeof("Memory in Bytes:", nums\_squared\_gc))

**Output:**

Memory in Bytes: 4508

Memory in Bytes: 56

We can observe from the above output that list comprehension is using 4508 bytes of memory, whereas generator expression is using 56 bytes of memory. It means that generator objects are much efficient than the list compression.

### 3. Pipelining with Generators

Data Pipeline provides the facility to process large datasets or stream of data without using extra computer memory.

Suppose we have a log file from a famous restaurant. The log file has a column (4th column) that keeps track of the number of burgers sold every hour and we want to sum it to find the total number of burgers sold in 4 years. In that scenario, the generator can generate a pipeline with a series of operations. Below is the code for it:

1. with open('sells.log') as file:
2. burger\_col = (line[3] **for** line in file)  per\_hour = (**int**(x) **for** x in burger\_col **if** x != 'N/A')
3. print("Total burgers sold = ",sum(per\_hour))

**4. Generate Infinite Sequence**

The generator can produce infinite items. Infinite sequences cannot be contained within the memory and since generators produce only one item at a time, consider the following example:

1. def infinite\_sequence():
2. num = 0
3. **while** True:
4. yield num
5. num += 1
7. **for** i in infinite\_sequence():
8. print(i)

**Output:**

0

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

.........

..........

315

316

317

Traceback (most recent call last):

File "C:\Users\DEVANSH SHARMA\Desktop\generator.py", line 33, in <module>

print(i)

KeyboardInterrupt

In this tutorial, we have learned about the Python Generators.

# Web Scraping Using Python

## What is Web Scraping?

Web Scraping is a technique to extract a large amount of data from several websites. The term **"scraping"** refers to obtaining the information from another source (webpages) and saving it into a local file. For example: Suppose you are working on a project called **"Phone comparing website,"** where you require the price of mobile phones, ratings, and model names to make comparisons between the different mobile phones. If you collect these details by checking various sites, it will take much time. In that case, web scrapping plays an important role where by writing a few lines of code you can get the desired results.
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Web Scrapping extracts the data from websites in the unstructured format. It helps to collect these unstructured data and convert it in a structured form.

Startups prefer web scrapping because it is a cheap and effective way to get a large amount of data without any partnership with the data selling company.

## Is Web Scrapping legal?

Here the question arises **whether the web scrapping is legal or not**. The answer is that some sites allow it when used legally. Web scraping is just a tool you can use it in the right way or wrong way.

Play Videox

Web scrapping is illegal if someone tries to scrap the nonpublic data. Nonpublic data is not reachable to everyone; if you try to extract such data then it is a violation of the legal term.

There are several tools available to scrap data from websites, such as:

* Scrapping-bot
* Scrapper API
* Octoparse
* Import.io
* Webhose.io
* Dexi.io
* Outwit
* Diffbot
* Content Grabber
* Mozenda
* Web Scrapper Chrome Extension

## Why Web Scrapping?
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As we have discussed above, web scrapping is used to extract the data from websites. But we should know how to use that raw data. That raw data can be used in various fields. Let's have a look at the usage of web scrapping:

* **Dynamic Price Monitoring**

It is widely used to collect data from several online shopping sites and compare the prices of products and make profitable pricing decisions. Price monitoring using web scrapped data gives the ability to the companies to know the market condition and facilitate dynamic pricing. It ensures the companies they always outrank others.

* **Market Research**

eb Scrapping is perfectly appropriate for market trend analysis. It is gaining insights into a particular market. The large organization requires a great deal of data, and web scrapping provides the data with a guaranteed level of reliability and accuracy.

* **Email Gathering**

Many companies use personals e-mail data for email marketing. They can target the specific audience for their marketing.

* **News and Content Monitoring**

A single news cycle can create an outstanding effect or a genuine threat to your business. If your company depends on the news analysis of an organization, it frequently appears in the news. So web scraping provides the ultimate solution to monitoring and parsing the most critical stories. News articles and social media platform can directly influence the stock market.

* **Social Media Scrapping**

Web Scrapping plays an essential role in extracting data from social media websites such as **Twitter, Facebook,** and **Instagram,** to find the trending topics.

* **Research and Development**

The large set of data such as **general information, statistics, and temperature** is scrapped from websites, which is analyzed and used to carry out surveys or research and development.

## Why use Python for Web Scrapping?

There are other popular programming languages, but why we choose the [Python](https://www.javatpoint.com/python-tutorial) over other programming languages for web scraping? Below we are describing a list of Python's features that make the most useful programming language for web scrapping.

* **Dynamically Typed**

In Python, we don't need to define data types for variables; we can directly use the variable wherever it requires. It saves time and makes a task faster. Python defines its classes to identify the data type of variable.

* **Vast collection of libraries**

Python comes with an extensive range of libraries such as **NumPy, Matplotlib, Pandas, Scipy, etc**., that provide flexibility to work with various purposes. It is suited for almost every emerging field and also for web scrapping for extracting data and do manipulation.

* **Less Code**

The purpose of the web scrapping is to save time. But what if you spend more time in writing the code? That's why we use Python, as it can perform a task in a few lines of code.

* **Open-Source Community**

Python is open-source, which means it is freely available for everyone. It has one of the biggest communities across the world where you can seek help if you get stuck anywhere in Python code.

### The basics of web scraping

The web scrapping consists of two parts: **a web crawler and a web scraper**. In simple words, the web crawler is a horse, and the scrapper is the chariot. The crawler leads the scrapper and extracts the requested data. Let's understand about these two components of web scrapping:

* **The crawler**
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 **The scrapper**
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### How does Web Scrapping work?

These are the following steps to perform web scraping. Let's understand the working of web scraping.

**Step -1: Find the URL that you want to scrape**

First, you should understand the requirement of data according to your project. A webpage or website contains a large amount of information. That's why scrap only relevant information. In simple words, the developer should be familiar with the data requirement.

**Step - 2: Inspecting the Page**

The data is extracted in raw [HTML](https://www.javatpoint.com/html-tutorial) format, which must be carefully parsed and reduce the noise from the raw data. In some cases, data can be simple as name and address or as complex as high dimensional weather and stock market data.

**Step - 3: Write the code**

Write a code to extract the information, provide relevant information, and run the code.

**Step - 4: Store the data in the file**

Store that information in required csv, [xml](https://www.javatpoint.com/xml-tutorial), [JSON](https://www.javatpoint.com/json-tutorial) file format.

### Getting Started with Web Scrapping

Python has a vast collection of libraries and also provides a very useful library for web scrapping. Let's understand the required library for Python.

**Library used for web scrapping**

* **Selenium-** Selenium is an open-source automated testing library. It is used to check browser activities. To install this library, type the following command in your terminal.

1. pip install selenium

#### Note - It is good to use the PyCharm IDE.
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* **Pandas**

Pandas library is used for **data manipulation and analysis**. It is used to extract the data and store it in the desired format.

* **BeautifulSoup**

BeautifulSoup is a Python library that is used to pull data of HTML and XML files. It is mainly designed for web scrapping. It works with the parser to provide a natural way of navigating, searching, and modifying the parse tree. The latest version of BeautifulSoup is 4.8.1.

Let's understand the **BeautifulSoup** library in detail.

**Installation of BeautifulSoup**

You can install BeautifulSoup by typing the following command:

1. pip install bs4

**Installing a parser**

BeautifulSoup supports HTML parser and several third-party Python parsers. You can install any of them according to your dependency. The list of BeautifulSoup's parsers is the following:

|  |  |
| --- | --- |
| **Parser** | **Typical usage** |
| Python's html.parser | BeautifulSoup(markup,"html.parser") |
| lxml's HTML parser | BeautifulSoup(markup,"lxml") |
| lxml's XML parser | BeautifulSoup(markup,"lxml-xml") |
| Html5lib | BeautifulSoup(markup,"html5lib") |

We recommend you to install **html5lib** parser because it is much suitable for the newer version of Python, or you can install **lxml** parser.

Type the following command in your terminal:

1. pip install html5lib
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BeautifulSoup is used to transform a complex HTML document into a complex tree of Python objects. But there are a few essential types object which are mostly used:

* **Tag**

A **Tag** object corresponds to an XML or HTML original document.

1. soup = bs4.BeautifulSoup("<b class = "boldest">Extremely bold</b>)
2. tag = soup.b
3. type(tag)

**Output:**

<class "bs4.element.Tag">

Tag contains lot of attributes and methods, but most important features of a tag are name and attribute.

* **Name**

Every tag has a name, accessible as **.name:**

1. tag.name

* **Attributes**

A tag may have any number of attributes. The tag <b id = "boldest"> has an attribute "id" whose value is "boldest". We can access a tag's attributes by treating the tag as dictionary.

1. tag[id]

We can add, remove, and modify a tag's attributes. It can be done by using tag as dictionary.

1. # add the element
2. tag['id'] = 'verybold'
3. tag['another-attribute'] = 1
4. tag
5. # delete the tag
6. del tag['id']

* **Multi-valued Attributes**

In HTML5, there are some attributes that can have multiple values. The class (consists more than one css) is the most common multivalued attributes. Other attributes are **rel, rev, accept-charset, headers,** and **accesskey**.

1. class\_is\_multi= { '\*' : 'class'}
2. xml\_soup = BeautifulSoup('<p class="body strikeout"></p>', 'xml', multi\_valued\_attributes=class\_is\_multi)
3. xml\_soup.p['class']
4. # [u'body', u'strikeout']

* **NavigableString**

A string in BeautifulSoup refers text within a tag. BeautifulSoup uses the **NavigableString** class to contain these bits of text.

1. tag.string
2. # u'Extremely bold'
3. type(tag.string)
4. # <**class** 'bs4.element.NavigableString'>

A string is immutable means it can't be edited. But it can be replaced with another string using **replace\_with()**.

1. tag.string.replace\_with("No longer bold")
2. tag

In some cases, if you want to use a **NavigableString** outside the BeautifulSoup, the **unicode()** helps it to turn into normal Python Unicode string.

* **BeautifulSoup object**

The BeautifulSoup object represents the complete parsed document as a whole. In many cases, we can use it as a Tag object. It means it supports most of the methods described in navigating the tree and searching the tree.

1. doc=BeautifulSoup("**<document><content/>**INSERT FOOTER HERE**</document**","xml")
2. footer=BeautifulSoup("**<footer>**Here's the footer**</footer>**","xml")
3. doc.find(text="INSERT FOOTER HERE").replace\_with(footer)
4. print(doc)

**Output:**

?xml version="1.0" encoding="utf-8"?>

# <document><content/><footer>Here's the footer</footer></document>

### Web Scrapping Example:

Let's take an example to understand the scrapping practically by extracting the data from the webpage and inspecting the whole page.

First, open your favorite page on Wikipedia and inspect the whole page, and before extracting data from the webpage, you should ensure your requirement. Consider the following code:

1. #importing the BeautifulSoup Library
3. importbs4
4. **import** requests
6. #Creating the requests
8. res = requests.get("https://en.wikipedia.org/wiki/Machine\_learning")
9. print("The object type:",type(res))
11. # Convert the request object to the Beautiful Soup Object
12. soup = bs4.BeautifulSoup(res.text,'html5lib')
13. print("The object type:",type(soup)

**Output:**

The object type <class 'requests.models.Response'>

Convert the object into: <class 'bs4.BeautifulSoup'>

In the following lines of code, we are extracting all headings of a webpage by class name. Here front-end knowledge plays an essential role in inspecting the webpage.

1. soup.select('.mw-headline')
2. **for** i in soup.select('.mw-headline'):
3. print(i.text,end = ',')

**Output:**

Overview,Machine learning tasks,History and relationships to other fields,Relation to data mining,Relation to optimization,Relation to statistics, Theory,Approaches,Types of learning algorithms,Supervised learning,Unsupervised learning,Reinforcement learning,Self-learning,Feature learning,Sparse dictionary learning,Anomaly detection,Association rules,Models,Artificial neural networks,Decision trees,Support vector machines,Regression analysis,Bayesian networks,Genetic algorithms,Training models,Federated learning,Applications,Limitations,Bias,Model assessments,Ethics,Software,Free and open-source software,Proprietary software with free and open-source editions,Proprietary software,Journals,Conferences,See also,References,Further reading,External links,

In the above code, we imported the **bs4** and **requested** the library. In the third line, we created a **res** object to send a request to the webpage. As you can observe that we have extracted all heading from the webpage.
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**Webpage of Wikipedia Learning**

Let's understand another example; we will make a GET request to the URL and create a parse Tree object (soup) with the use of BeautifulSoup and Python built-in **"html5lib"** parser.

Here we will scrap the webpage of given link [(https://www.javatpoint.com/).](https://www.javatpoint.com/) Consider the following code:

1. following code:
2. # importing the libraries
3. from bs4 **import** BeautifulSoup
4. **import** requests
6. url="https://www.javatpoint.com/"
8. # Make a GET request to fetch the raw HTML content
9. html\_content = requests.get(url).text
11. # Parse the html content
12. soup = BeautifulSoup(html\_content, "html5lib")
13. print(soup.prettify()) # print the parsed data of html

The above code will display the all html code of javatpoint homepage.

Using the **BeautifulSoup** object, i.e. **soup**, we can collect the required data table. Let's print some interesting information using the **soup** object:

* Let's print the title of the web page.

1. print(soup.title)

**Output:** It will give an output as follow:

<title>Tutorials List - Javatpoint</title>

* In the above output, the HTML tag is included with the title. If you want text without tag, you can use the following code:

1. print(soup.title.text)

**Output:** It will give an output as follow:

Tutorials List - Javatpoint

* We can get the entire link on the page along with its attributes, such as href, title, and its inner Text. Consider the following code:

1. **for** link in soup.find\_all("a"):
2. print("Inner Text is: {}".format(link.text))
3. print("Title is: {}".format(link.get("title")))
4. print("href is: {}".format(link.get("href")))

**Output:** It will print all links along with its attributes. Here we display a few of them:

href is: https://www.facebook.com/javatpoint

Inner Text is:

The title is: None

href is: https://twitter.com/pagejavatpoint

Inner Text is:

The title is: None

href is: https://www.youtube.com/channel/UCUnYvQVCrJoFWZhKK3O2xLg

Inner Text is:

The title is: None

href is: https://javatpoint.blogspot.com

Inner Text is: Learn Java

Title is: None

href is: https://www.javatpoint.com/java-tutorial

Inner Text is: Learn Data Structures

Title is: None

href is: https://www.javatpoint.com/data-structure-tutorial

Inner Text is: Learn C Programming

Title is: None

href is: https://www.javatpoint.com/c-programming-language-tutorial

Inner Text is: Learn C++ Tutorial

### Demo: Scraping Data from Flipkart Website

In this example, we will scrap the mobile phone prices, ratings, and model name from Flipkart, which is one of the popular e-commerce websites. Following are the prerequisites to accomplish this task:

**Prerequisites:**

* Python 2.x or Python 3.x with **Selenium, BeautifulSoup, Pandas** libraries installed.
* Google - chrome browser
* Scrapping Parser such as html.parser, xlml, etc.

**Step - 1: Find the desired URL to scrap**

The initial step is to find the URL that you want to scrap. Here we are extracting mobile phone details from the flipkart. The URL of this page is https://www.flipkart.com/search?q=iphones&otracker=search&otracker1=search&marketplace=FLIPKART&as-show=on&as=off.

**Step -2: Inspecting the page**

It is necessary to inspect the page carefully because the data is usually contained within the tags. So we need to inspect to select the desired tag. To inspect the page, right-click on the element and click **"inspect"**.

**Step - 3: Find the data for extracting**

Extract the Price, Name, and Rating, which are contained in the "div" tag, respectively.

**Step - 4: Write the Code**

1. from bs4 **import** BeautifulSoupas soup
2. from urllib.request **import** urlopen as uReq
4. # Request from the webpage
5. myurl = "https://www.flipkart.com/search?q=iphones&otracker=search&otracker1=search&marketplace=FLIPKART&as-show=on&as=off"

8. uClient  = uReq(myurl)
9. page\_html = uClient.read()
10. uClient.close()
12. page\_soup = soup(page\_html, features="html.parser")
14. # print(soup.prettify(containers[0]))
16. # This variable held all html of webpage
17. containers = page\_soup.find\_all("div",{"class": "\_3O0U0u"})
18. # container = containers[0]
19. # # print(soup.prettify(container))
20. #
21. # price = container.find\_all("div",{"class": "col col-5-12 \_2o7WAb"})
22. # print(price[0].text)
23. #
24. # ratings = container.find\_all("div",{"class": "niH0FQ"})
25. # print(ratings[0].text)
26. #
27. # #
28. # # print(len(containers))
29. # print(container.div.img["alt"])
31. # Creating CSV File that will store all data
32. filename = "product1.csv"
33. f = open(filename,"w")
35. headers = "Product\_Name,Pricing,Ratings\n"
36. f.write(headers)
38. **for** container in containers:
39. product\_name = container.div.img["alt"]
41. price\_container = container.find\_all("div", {"class": "col col-5-12 \_2o7WAb"})
42. price = price\_container[0].text.strip()
44. rating\_container = container.find\_all("div",{"class":"niH0FQ"})
45. ratings = rating\_container[0].text
47. # print("product\_name:"+product\_name)
48. # print("price:"+price)
49. # print("ratings:"+ str(ratings))
51. edit\_price = ''.join(price.split(','))
52. sym\_rupee = edit\_price.split("?")
53. add\_rs\_price = "Rs"+sym\_rupee[1]
54. split\_price = add\_rs\_price.split("E")
55. final\_price = split\_price[0]
57. split\_rating = str(ratings).split(" ")
58. final\_rating = split\_rating[0]
60. print(product\_name.replace(",", "|")+","+final\_price+","+final\_rating+"\n")
61. f.write(product\_name.replace(",", "|")+","+final\_price+","+final\_rating+"\n")
63. f.close()

**Output:**
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We scrapped the details of the iPhone and saved those details in the CSV file as you can see in the output. In the above code, we put a comment on the few lines of code for testing purpose. You can remove those comments and observe the output.

In this tutorial, we have discussed all basic concepts of web scrapping and described the sample scrapping from the leading online ecommerce site flipkart.

# Python JSON

JSON stands for **JavaScript Object Notation**, which is a widely used data format for data interchange on the web. JSON is the ideal format for organizing data between a client and a server. Its syntax is similar to the JavaScript programming language. The main objective of JSON is to transmit the data between the client and the web server. It is easy to learn and the most effective way to interchange the data. It can be used with various programming languages such as [**Python**](https://www.javatpoint.com/python-tutorial)**,**[**Perl**](https://www.javatpoint.com/perl-tutorial)**,**[**Java**](https://www.javatpoint.com/java-tutorial)**,** etc.

[JSON](https://www.javatpoint.com/json-tutorial) mainly supports 6 types of data type In [JavaScript](https://www.javatpoint.com/javascript-tutorial):

* **String**
* **Number**
* **Boolean**
* **Null**
* **Object**
* **Array**

JSON is built on the two structures:

* It stores data in the name/value pairs. It is treated as an **object, record, dictionary, hash table, keyed list**.
* The ordered list of values is treated as an array, vector, list, or sequence.

JSON data representation is similar to the Python dictionary. Below is an example of JSON data:
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1. {
2. "book": [
3. {
4. "id": 01,
5. "language": "English",
6. "edition": "Second",
7. "author": "Derrick Mwiti"
8. ],
9. {
10. {
11. "id": 02,
12. "language": "French",
13. "edition": "Third",
14. "author": "Vladimir"
15. }
16. }

## Working with Python JSON

Python provides a module called **json**. Python supports standard library marshal and pickle module, and JSON API behaves similarly as these library. Python natively supports JSON features.

The encoding of JSON data is called **Serialization**. Serialization is a technique where data transforms in the **series of bytes** and transmitted across the network.

The deserialization is the reverse process of decoding the data that is converted into the JSON format.

This module includes many built-in functions.

Let's have a look at these functions:

1. **import** json
2. print(dir(json))

**Output:**

['JSONDecodeError', 'JSONDecoder', 'JSONEncoder', '\_\_all\_\_', '\_\_author\_\_', '\_\_builtins\_\_', '\_\_cached\_\_', '\_\_doc\_\_', '\_\_file\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_', '\_\_path\_\_', '\_\_spec\_\_', '\_\_version\_\_', '\_default\_decoder', '\_default\_encoder', 'codecs', 'decoder', 'detect\_encoding', 'dump', 'dumps', 'encoder', 'load', 'loads', 'scanner']

In this section, we will learn the following methods:

* **load()**
* **loads()**
* **dump()**
* **dumps()**

## Serializing JSON

Serialization is the technique to convert the Python objects to JSON. Sometimes, computer need to process lots of information so it is good to store that information into the file. We can store JSON data into file using JSON function. The json module provides the **dump()** and **dumps()** method that are used to transform Python object.

Python objects are converted into the following JSON objects. The list is given below:

|  |  |  |
| --- | --- | --- |
| **Sr.** | **Python Objects** | **JSON** |
| **1.** | Dict | Object |
| **2.** | list, tuple | Array |
| **3.** | Str | String |
| **4.** | int, float | Number |
| **5.** | True | true |
| **6.** | False | false |
| **7.** | None | null |

* **The dump() function**

**Writing JSON Data into File**

Python provides a **dump()** function to transmit(encode) data in JSON format. It accepts two positional arguments, first is the data object to be serialized and second is the file-like object to which the bytes needs to be written.

Let's consider the simple serialization example:

1. Import json
2. # Key:value mapping
3. student  = {
4. "Name" : "Peter",
5. "Roll\_no" : "0090014",
6. "Grade" : "A",
7. "Age": 20,
8. "Subject": ["Computer Graphics", "Discrete Mathematics", "Data Structure"]
9. }
11. with open("data.json","w") as write\_file:
12. json.dump(student,write\_file)

**Output:**

{"Name" : "Peter", "Roll\_no" : "0090014" , "Grade" : "A", "Age" : 20, "Subject" : ["Computer Graphics", "Discrete Mathematics", "Data Structure"] }

In the above program, we have opened a file named **data.json** in writing mode. We opened this file in write mode because if the file doesn't exist, it will be created. The **json.dump()** method transforms dictionary into JSON string.

* **The dumps () function**

The **dumps()** function is used to store serialized data in the Python file. It accepts only one argument that is Python data for serialization. The file-like argument is not used because we aren't not writing data to disk. Let's consider the following example:

1. **import** json
2. # Key:value mapping
3. student  = {
4. "Name" : "Peter",
5. "Roll\_no" : "0090014",
6. "Grade" : "A",
7. "Age": 20
8. }
9. b = json.dumps(student)
11. print(b)

**Output:**

{"Name": "Peter", "Roll\_no": "0090014", "Grade": "A", "Age": 20}

JSON supports primitive data types, such as strings and numbers, as well as nested list, tuples and objects.

1. **import** json
3. #Python  list conversion to JSON  Array
4. print(json.dumps(['Welcome', "to", "javaTpoint"]))
6. #Python  tuple conversion to JSON Array
7. print(json.dumps(("Welcome", "to", "javaTpoint")))
9. # Python string conversion to JSON String
10. print(json.dumps("Hello"))
12. # Python **int** conversion to JSON Number
13. print(json.dumps(1234))
15. # Python **float** conversion to JSON Number
16. print(json.dumps(23.572))
18. # Boolean conversion to their respective values
19. print(json.dumps(True))
20. print(json.dumps(False))
22. # None value to **null**
23. print(json.dumps(None))

**Output:**

["Welcome", "to", "javaTpoint"]

["Welcome", "to", "javaTpoint"]

"Hello"

1234

23.572

true

false

null

### Deserializing JSON

Deserialization is the process to decode the JSON data into the Python objects. The json module provides two methods **load()** and **loads()**, which are used to convert JSON data in actual Python object form. The list is given below:

|  |  |  |
| --- | --- | --- |
| **SR.** | **JSON** | **Python** |
| **1.** | Object | dict |
| **2.** | Array | list |
| **3.** | String | str |
| **4.** | number(int) | int |
| **5.** | true | True |
| **6.** | false | False |
| **7.** | null | None |

The above table shows the inverse of the serialized table but technically it is not a perfect conversion of the JSON data. It means that if we encode the object and decode it again after sometime; we may not get the same object back.

Let's take real-life example, one person translates something into Chinese and another person translates back into English, and that may not be exactly translated. Consider the simple example:

1. **import** json
2. a = (10,20,30,40,50,60,70)
3. print(type(a))
4. b = json.dumps(a)
5. print(type(json.loads(b)))

**Output:**

<class 'tuple'>

<class 'list'>

* **The load() function**

The **load()** function is used to deserialize the JSON data to Python object from the file. Consider the following example:

1. **import** json
2. # Key:value mapping
3. student  = {
4. "Name" : "Peter",
5. "Roll\_no" : "0090014",
6. "Grade" : "A",
7. "Age": 20,
8. }
10. with open("data.json","w") as write\_file:
11. json.dump(student,write\_file)
13. with open("data.json", "r") as read\_file:
14. b = json.load(read\_file)
15. print(b)

**Output:**

{'Name': 'Peter', 'Roll\_no': '0090014', 'Grade': 'A', 'Age': 20}

In the above program, we have encoded Python object in the file using **dump()** function. After that we read JSON file using **load()** function, where we have passed **read\_file** as an argument.

The json module also provides **loads()** function, which is used to convert JSON data to Python object. It is quite similar to the **load()** function. Consider the following example:

1. Import json
2. a = ["Mathew","Peter",(10,32.9,80),{"Name" : "Tokyo"}]
4. # Python object into JSON
5. b = json.dumps(a)
7. # JSON into Python Object
8. c = json.loads(b)
9. print(c)

**Output:**

['Mathew', 'Peter', [10, 32.9, 80], {'Name': 'Tokyo'}]

### json.load() vs json.loads()

The **json.load()** function is used to load JSON file, whereas **json.loads()** function is used to load string.

### json.dump() vs json.dumps()

The **json.dump()** function is used when we want to serialize the Python objects into JSON file and **json.dumps()** function is used to convert JSON data as a string for parsing and printing.

## Python Pretty Print JSON

Sometimes we need to analyze and debug a large amount of JSON data. It can be done by passing additional arguments indent and sort\_keys in json.dumps() and json.dump() methods.

#### Note: Both dump() and dumps() functions accept indent and short\_keys arguments.

Consider the following example:

1. **import** json
3. person = '{"Name": "Andrew","City":"English", "Number":90014, "Age": 23,"Subject": ["Data Structure","Computer Graphics", "Discrete mathematics"]}'
5. per\_dict = json.loads(person)
7. print(json.dumps(per\_dict, indent = 5, sort\_keys= True))

**Output:**

{

"Age": 23,

"City": "English",

"Name": "Andrew",

"Number": 90014,

"Subject": [

"Data Structure",

"Computer Graphics",

"Discrete mathematics"

]

}

In the above code, we have provided the 5 spaces to the indent argument and the keys are sorted in ascending order. The default value of indent is **None** and the default value of **sort\_key** is **False**.

## Encoding and Decoding

Encoding is the technique for transforming the text or values into an encrypted form. Encrypted data can only be used by the preferred user by decoding it. Encoding is also known as **serialization** and decoding is also called **deserialization**. Encoding and decoding are done for JSON(object) format. Python provides a popular package for such operations. We can install it on Windows by the following command:

1. pip install demjson

**Encoding** - The demjson package provides **encode()** function that is used to convert the Python object into a JSON string representation. The syntax is given below:

1. demjson.encode(self,obj,nest\_level = 0)

**Example:1 - Encoding using demjson package**

1. **import** demjson
2. a = [{"Name": 'Peter',"Age":20, "Subject":"Electronics"}]
3. print(demjson.encode(a))

**Output:**

[{"Age":20,"Name":"Peter","Subject":"Electronics"}]

**Decoding**-The **demjson** module provides **decode()** function, which is used to convert JSON object into Python format type. The syntax is given below:

1. Import demjson
2. a = "['Peter', 'Smith', 'Ricky', 'Hayden']"
3. print(demjson.decode(a))

**Output:**

['Peter', 'Smith', 'Ricky', 'Hayden']

In this tutorial, we have learned about the Python JSON. JSON is the most effective way to transmit data between the client and the web server.

# Python Itertools

Itertool is one of the most amazing Python 3 standard libraries. This library has pretty much coolest functions and nothing wrong to say that it is the gem of the Python programing language. Python provides excellent documentation of the itertools but in this tutorial, we will discuss few important and useful functions or iterators of itertools.

The key thing about itertools is that the functions of this library are used to make memory-efficient and precise code.

Before learning the Python itertools, you should have knowledge of the Python iterator and generators. In this article, we will describe itertools for beginners are well as for professionals.

## Introduction

According to the official definition of itertools, "**this module implements a number of iterator building blocks inspired by constructs from APL, Haskell, and SML**." In simple words, the number of iterators can together create 'iterator algebra' which makes it possible to complete the complex task. The functions in itertools are used to produce more complex iterators. Let's take an example: [Python built-in zip() function](https://www.javatpoint.com/python-zip-function)

accepts any number of arguments as iterable. It iterates over tuples and return their corresponding elements.

1. a = [1,2,3]
2. b= ['a', 'b', 'c']
3. c = zip(a,b)
4. print(c)

**Output:**

[(1, 'a'), (2, 'b'), (3, 'c')]

In the above code, we have passed two lists [1,2,3] and ['a', 'b', 'c'] as iterable in **zip()**function**.**These lists return one element at a time. In [Python](https://www.javatpoint.com/python-tutorial)

, an element that implement **.\_\_iter\_\_()** or **.\_\_getitem\_\_()** method called iterable.

The [Python iter() function](https://www.javatpoint.com/python-iter-function)

is used to call on the iterable and return iterator object of the iterable.

1. a = iter('Hello')
2. print(a)

**Output:**

<str\_iterator object at 0x01505FA0>

The [Python zip() function](https://www.javatpoint.com/python-zip-function)

calls **iter()** on each of its argument and then calls **next()** by combining the result into tuple.

#### Note: If you are using the zip() function and map() function that means you are already using itertools. You don't need to import it distinctly.

## Types of Iterator

There are various types of iterator in itertools module. The list is given below:

* Infinite iterators
* Combinatoric iterators
* Terminating iterators

### Infinite Iterators

In Python, any object that can implement **for loop** is called iterators. Lists, tuples, set, dictionaries, strings are the example of iterators but iterator can also be infinite and this type of iterator is called **infinite iterator**.

|  |  |  |
| --- | --- | --- |
| **Iterator** | **Argument** | **Results** |
| count(start,step) | start, [step] | start, start+step, step+2\*step |
| cycle() | P | p0,p1,….plast |
| repeat() | elem [,n] | elem, elem, elem,….endlessly or upto n times |

* **count(start, stop)**: It prints from the start value to infinite. The step argument is optional, if the value is provided to the**step** then the number of steps will be skipped. Consider the following example:

1. **import** itertools
3. **for** i in itertools.count(10,5):
4. **if** i == 50:
5. **break**
6. **else**:
7. print(i,end=" ")

**Output:**

10 15 20 25 30 35 40 45

* **cycle(iterable)**: This iterator prints all value in sequence from the passed argument. It prints the values in a cyclic manner. Consider the following example:

1. **import** itertools
2. temp = 0
3. **for** i in itertools.cycle("123"):
4. **if** temp > 7:
5. **break**
6. **else**:
7. print(i,end=' ')
8. temp = temp+1

**Output:**

1 2 3 1 2 3 1 2 3 1 2

**Example - 2: Using next() function**

1. **import** itertools
3. val = ['Java', 'T', 'Point']
5. iter = itertools.cycle(val)
7. **for** i in range(6):
8. # Using next function
9. print(next(iter), end = " ")

**Output:**

Java T Point Java T Point

* **repeat(val,num)**: As the name suggests, it repeatedly prints the passed value for infinite time. The **num**argument is optional. Consider the following example:

1. **import** itertools
2. print("Printing the number repeadtly:")
3. print(list(itertools.repeat(40,15)))

**Output:**

[40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40, 40]

**Combinatoric iterators:** The complex combinatorial constructs are simplified by the recursive generators. The permutations, combinations, and Cartesian products are the example of the combinatoric construct.

In Python, there are four types of combinatoric iterators:

* **Product() -**It is used to calculate the cartesian product of input iterable. In this function, we use the optional **repeat** keyword argument for computation of the product of an iterable with itself. The **repeat** keyword represents the number of repetitions. It returns output in the form of sorted tuples. Consider the following example:

1. from itertools **import** product
3. print("We are computing cartesian product using repeat Keyword Argument:")
4. print(list(product([1, 2], repeat=2)))
5. print()
7. print("We are computing cartesian product of the containers:")
8. print(list(product(['Java', 'T', 'point'], '5')))
9. print()
11. print("We are computing product of the containers:")
12. print(list(product('CD', [4, 5])))

**Output:**

Computing cartesian product using repeat Keyword Argument:

[(1, 1), (1, 2), (2, 1), (2, 2)]

Computing cartesian product of the containers:

[('Java', '5'), ('T', '5'), ('point', '5')]

Computing product of the containers:

[('C', 4), ('C', 5), ('D', 4), ('D', 5)]

* **Permutations()**: It is used to generate all possible permutation of an iterable. The uniqueness of each element depends upon their position instead of values. It accepts two argument **iterable** and **group\_size**. If the value of group\_size is **none** or not specified then group\_size turns into length of the iterable.

1. from itertools **import** permutations
3. print("Computing all permutation of the following list")
4. print(list(permutations([3,"Python"],2)))
5. print()
7. print("Permutations of following string")
8. print(list(permutations('AB')))
9. print()
11. print("Permutation of the given container is:")
12. print(list(permutations(range(4),2)))

**Output:**

Computing all permutation of the following list

[(3, 'Python'), ('Python', 3)]

Permutations of following string

[('A', 'B'), ('B', 'A')]

Permutation of the given container is:

[(0, 1), (0, 2), (0, 3), (1, 0), (1, 2), (1, 3), (2, 0), (2, 1), (2, 3), (3, 0), (3, 1), (3, 2)]

* **Combinations()**: It is used to print all the possible combinations (without replacement) of the container which is passed as argument in the specified group size in sorted order.

1. from itertools **import** combinations
2. print("Combination of list in sorted order(without replacement)",list(combinations(['B',3],2)))
3. print()
5. print("Combination of string in sorted order",list(combinations("ZX",2)))
6. print()
8. print("Combination of list in sorted order",list(combinations(range(20),1)))

**Output:**

Combination of list in sorted order(without replacement) [('B', 3)]

Combination of string in sorted order [('Z', 'X')]

Combination of list in sorted order [(0,), (1,), (2,), (3,), (4,), (5,), (6,), (7,), (8,), (9,)]

* **Combination\_with\_replacement()**: It accepts two arguments, first argument is a r-length tuple and the second argument is repetition. It returns a subsequence of length n from the elements of the iterable and repeat the same process. Separate elements may repeat itself in **combination\_with\_replacement()**

1. from itertools **import** combinations\_with\_replacement
3. print("Combination of string in sorted order(with replacement) is:")
4. print(list(combinations\_with\_replacement("XY", 3)))
5. print()
7. print("Combination of list in sorted order(with replacement) is:")
8. print(list(combinations\_with\_replacement([4, 2], 3)))
9. print()
11. print("Combination of container in sorted order(with replacement) is:")
12. print(list(combinations\_with\_replacement(range(3), 2)))

**Output:**

Combination of string in sorted order(with replacement) is:

[('X', 'X', 'X'), ('X', 'X', 'Y'), ('X', 'Y', 'Y'), ('Y', 'Y', 'Y')]

Combination of list in sorted order(with replacement) is:

[(4, 4, 4), (4, 4, 2), (4, 2, 2), (2, 2, 2)]

Combination of container in sorted order(with replacement) is:

[(0, 0), (0, 1), (0, 2), (1, 1), (1, 2), (2, 2)]

### Terminating Iterator

Terminating iterators are generally used to work on the small input sequence and generate the output based on the functionality of the method used in iterator.

There are different types of terminating iterator:

* **accumulate(iter, func)**: It takes two arguments, the first argument is iterable and the second is a function which would be followed at each iteration of value in iterable. If the function is not defined in **accumulate()** iterator, addition takes place by default. The output iterable depends on the input iterable; if input iterable contains no value then the output iterable will also be empty.

1. **import** itertools
2. **import** operator
4. # initializing list 1
5. list1 = [1, 4, 5, 7, 9, 11]
7. # using accumulate() that will prints the successive summation of elements
8. print("The sum is : ", end="")
9. print(list(itertools.accumulate(list1)))
11. # using accumulate() that will prints the successive multiplication of elements
12. print("The product is : ", end="")
13. print(list(itertools.accumulate(list1, operator.mul)))

16. # using accumulate() that will prints the successive summation of elements
17. print("The sum is : ", end="")
18. print(list(itertools.accumulate(list1)))
20. # using accumulate() that will prints the successive multiplication of elements
21. print("The product is : ", end="")
22. print(list(itertools.accumulate(list1, operator.mul)))

**Output:**

The sum is : [1, 5, 10, 17, 26, 37]

The product is : [1, 4, 20, 140, 1260, 13860]

The sum is : [1, 5, 10, 17, 26, 37]

The product is : [1, 4, 20, 140, 1260, 13860]

* **chain(iter1, iter2)** - It is used to print all the values in iterable passed in the form of chain and declared in arguments. Consider the following example:

1. **import** itertools
3. # declaring list 1
4. list1 = [1, 2, 3, 4]
6. # declaring list 2
7. list2 = [1, 5, 6, 8]
9. # declaring list 3
10. list3 = [9, 10, 11, 12]
12. # using chain() function that will to print all elements of lists
13. print("The output is : ", end="")
14. print(list(itertools.chain(list1, list2, list3)))

**Output:**

The output is: [1, 2, 3, 4, 1, 5, 6, 8, 9, 10, 11, 12]

* **dropwhile(func, seq)** - It starts printing the character only after the **func**. Consider the following argument:

1. **import** itertools
2. # initializing list
3. list1 = [2, 4, 5, 7, 8]
4. # using dropwhile() iterator that will print start displaying after condition is **false**
5. print("The output is : ", end="")
6. print(list(itertools.dropwhile(lambda x: x % 2 == 0, list1)))

**Output:**

The output is : [5, 7, 8]

* **filterfalse(func,seq)** - We can assume it by its name, as this iterator prints only those values that return false for the passed function. Consider the following example:

1. **import** itertools
3. # declaring list
4. list1 = [12, 14, 15, 27, 28]
6. # using filterfalse() iterator that will print **false** values
7. print("The Output is: ", end="")
8. print(list(itertools.filterfalse(lambda x: x % 2 == 0, list1)))

**Output:**

The Output is : [15, 27]

* **islice(iterable,start,stop,step)** - It slices the given iterable according to given position. It accepts four arguments respectively and these are iterable, container, starting pos., ending position and step(optional).

1. **import** itertools
2. # Declaring list
3. list1 = [12, 34, 65, 73, 80, 19, 20]
4. # using islice() iterator that will slice the list acc. to given argument
5. # starts printing from 3nd index till 8th skipping 2
6. print("The sliced list values are : ", end="")
7. print(list(itertools.islice(list1, 2, 8, 2)))

**Output:**

The sliced list values are : [34, 73, 19]

* **starmap(func, tuple list)** - It takes two arguments; first argument is function and second argument is list which consists element in the form of tuple. Consider the following example.

1. **import** itertools
3. # Declaring list that contain tuple as element
4. list1 = [(10, 20, 15), (18, 40, 19), (53, 42, 90), (16, 12, 27)]
6. # using starmap() iterator **for** selection value acc. to function
7. # selects max of all tuple values
8. print("The values acc. to function are : ", end="")
9. print(list(itertools.starmap(max, list1)))

**Output:**

The values acc. to function are : [20, 40, 90, 27]

* **takewhile(func, iterable)** - It is visa-versa of **dropwhile().** It will print values until it returns false condition. Consider the following example:

1. **import** itertools
3. # Defining a list
4. list1 = [20, 42, 64, 77, 8, 10, 20]
6. # takewhile() iterator is used  to print values till condition **return** **false**.
7. print("Print until 1st false value returned : ", end="")
8. print(list(itertools.takewhile(lambda x: x % 2 == 0, list1)))

**Output:**

The list values until false value return : [20, 42, 64]

* **tee(iterator, count)** - It divides the container into a number of iterators which is defined in the argument. Consider the following example:

1. **import** itertools
3. # Declaring list
4. li = [1, 2, 3, 4, 5, 6, 7]
6. # storing list in iterator
7. iti = iter(li)
8. # using tee() iterator to create a list of iterators
9. # Creating list of 3 iterators having similar values.
10. it = itertools.tee(iti, 3)
11. # It will print object of iterator
12. print(it)
13. print("The iterators are : ")
14. **for** i in range(0, 2):
15. print(list(it[i]))

**Output:**

(<itertools.\_tee object at 0x01B88D88>, <itertools.\_tee object at 0x01B88DA8>, <itertools.\_tee object at 0x01B88BA8>)

The iterators are :

[1, 2, 3, 4, 5, 6, 7]

[1, 2, 3, 4, 5, 6, 7]

* **zip\_longest(iterable1, iterable2, fillval)** - It prints the values of iterable alternatively in sequence. If one of the iterable prints all values, remaining values are filled by the values assigned to fill value.

1. **import** itertools
2. print(" The combined value of iterrables is :")
3. print(\*(itertools.zip\_longest('Java', 'Tpoint', fillvalue='\_')))

**Output:**

The combined value of iterables is :

('J', 'T') ('a', 'p') ('v', 'o') ('a', 'i') ('\_', 'n') ('\_', 't')

In this tutorial, we have discussed several useful iterators along with itertools.

# Python Multiprocessing

In this article, we will learn how we can achieve multiprocessing using Python. We also discuss its advanced concepts.

### What is Multiprocessing?

Multiprocessing is the ability of the system to run one or more processes in parallel. In simple words, multiprocessing uses the two or more [CPU](https://www.javatpoint.com/cpu-full-form) within the single computer system. This method is also capable to allocate the tasks between more than one process.

Processing units share the main memory and peripherals to process programs simultaneously. Multiprocessing Application breaks into smaller parts and runs independently. Each process is allocated to the processor by the operating system.

[Python](https://www.javatpoint.com/python-tutorial) provides the built-in package called multiprocessing which supports swapping processes. Before working with the multiprocessing, we must aware with the process object.

### Why Multiprocessing?

Multiprocessing is essential to perform the multiple tasks within the Computer system. Suppose a computer without multiprocessing or single processor. We assign various processes to that system at the same time.

It will then have to interrupt the previous task and move to another to keep all processes going. It is as simple as a chef is working alone in the kitchen. He has to do several tasks to cook food such as cutting, cleaning, cooking, kneading dough, baking, etc.

Therefore, multiprocessing is essential to perform several task at the same time without interruption. It also makes easy to track all the tasks. That is why the concept of multiprocessing is to arise.

* Multiprocessing can be represented as a computer with more than one central processor.
* A Multi-core processor refers to single computing component with two or more independent units.

In the multiprocessing, the [CPU](https://www.javatpoint.com/central-processing-unit) can assign multiple tasks at one each task has its own processor.

## Multiprocessing In Python

Python provides the multiprocessing module to perform multiple tasks within the single system. It offers a user-friendly and intuitive API to work with the multiprocessing.

Let's understand the simple example of multiple processing.

Example -

1. from multiprocessing import Process
2. def disp():
3. print ('Hello !! Welcome to Python Tutorial')
4. if \_\_name\_\_ == '\_\_main\_\_':
5. p = Process(target=disp)
6. p.start()
7. p.join()

**Output:**

'Hello !! Welcome to Python Tutorial'

**Explanation:**

In the above code, we have imported the Process class then create the Process object within the **disp()** function. Then we started the process using the **start()** method and completed the process with the **join()** method. We can also pass the arguments in the declared function using the **args** keywords.

Let's understand the following example of the multiprocessing with arguments.

**Example - 2**

1. # Python multiprocessing example
2. # importing the multiprocessing module
4. import multiprocessing
5. def cube(n):
6. # This function will print the cube of the given number
7. print("The Cube is: {}".format(n \* n \* n))
9. def square(n):
10. # This function will print the square of the given number
11. print("The Square is: {}".format(n \* n))
13. if \_\_name\_\_ == "\_\_main\_\_":
14. # creating two processes
15. process1 = multiprocessing.Process(target= square, args=(5, ))
16. process2 = multiprocessing.Process(target= cube, args=(5, ))
18. # Here we start the process 1
19. process1.start()
20. # Here we start process 2
21. process2.start()
23. # The join() method is used to wait for process 1 to complete
24. process1.join()
25. # It is used to wait for process 1 to complete
26. process2.join()
28. # Print if both processes are completed
29. print("Both processes are finished")

**Output:**

The Cube is: 125

The Square is: 25

Both processes are finished

**Explanation -**

In the above example, We created the two functions - the **cube()** function calculates the given number's cube, and the **square()** function calculates the square of the given number.

Next, we defined the process object of the Process class that has two arguments. The first argument is a **target** that represents the function to be executed, and the second argument is **args that** represents the argument to be passed within the function.

1. process1 = multiprocessing.Process(target= square, args=(5, ))
2. process2 = multiprocessing.Process(target= cube, args=(5, ))

We have used the **start()** method to start the process.

1. process1.start()
2. process2.start()

As we can see in the output, it waits to completion of **process one** and then **process 2**. The last statement is executed after both processes are finished.

## Python Multiprocessing Classes

Python multiprocessing module provides many classes which are commonly used for building parallel program. We will discuss its main classes - Process, Queue and Lock. We have already discussed the Process class in the previous example. Now we will discuss the Queue and Lock classes.

Let's see the simple example of a get number of CPUs currently in the system.

**Example -**

1. import multiprocessing
2. print("The number of CPU currently working in system : ", multiprocessing.cpu\_count())

**Output:**

('The number of CPU currently woking in system : ', 32)

The above number of CPUs can vary for your pc. For us, the number of cores is 32.

## Python Multiprocessing Using Queue Class

We know that Queue is important part of the data structure. Python multiprocessing is precisely the same as the data structure queue, which based on the "First-In-First-Out" concept. Queue generally stores the Python object and plays an essential role in sharing data between processes.

Queues are passed as a parameter in the Process' target function to allow the process to consume data. The Queue provides the **put()** function to insert the data and **get()** function to get data from the queues. Let's understand the following example.

**Example -**

1. # Importing Queue Class
3. from multiprocessing import Queue
5. fruits = ['Apple', 'Orange', 'Guava', 'Papaya', 'Banana']
6. count = 1
7. # creating a queue object
8. queue = Queue()
9. print('pushing items to the queue:')
10. for fr in fruits:
11. print('item no: ', count, ' ', fr)
12. queue.put(fr)
13. count += 1
15. print('\npopping items from the queue:')
16. count = 0
17. while not queue.empty():
18. print('item no: ', count, ' ', queue.get())
19. count += 1

**Output:**

pushing items to the queue:

('item no: ', 1, ' ', 'Apple')

('item no: ', 2, ' ', 'Orange')

('item no: ', 3, ' ', 'Guava')

('item no: ', 4, ' ', 'Papaya')

('item no: ', 5, ' ', 'Banana')

popping items from the queue:

('item no: ', 0, ' ', 'Apple')

('item no: ', 1, ' ', 'Orange')

('item no: ', 2, ' ', 'Guava')

('item no: ', 3, ' ', 'Papaya')

('item no: ', 4, ' ', 'Banana')

**Explanation -**

In the above code, we have imported the **Queue** class and initialized the list named fruits. Next, we assigned a **count** to 1. The count variable will count the total number of elements. Then, we created the queue object by calling the **Queue()** method. This object will used to perform operations in the Queue. In for loop, we inserted the elements one by one in the queue using the **put()** function and increased the count by 1 with each iteration of loop.

## Python Multiprocessing Lock Class

The multiprocessing Lock class is used to acquire a lock on the process so that we can hold the other process to execute a similar code until the lock has been released. The Lock class performs mainly two tasks. The first is to acquire a lock using the **acquire()** function and the second is to release the lock using the **release()** function.

## Python Multiprocessing Example

Suppose we have multiple tasks. So, we create two queues: the first queue will maintain the tasks, and the other will store the complete task log. The next step is to instantiate the processes to complete the task. As discussed previously, the Queue class is already synchronized, so we don't need to acquire a lock using the Lock class.

In the following example, we will merge all the multiprocessing classes together. Let's see the below example.

**Example -**

1. from multiprocessing import Lock, Process, Queue, current\_process
2. import time
3. import queue

6. def jobTodo(tasks\_to\_perform, complete\_tasks):
7. while True:
8. try:
10. # The try block to catch task from the queue.
11. # The get\_nowait() function is used to
12. # raise queue.Empty exception if the queue is empty.
14. task = tasks\_to\_perform.get\_nowait()
16. except queue.Empty:
18. break
19. else:
21. # if no exception has been raised, the else block will execute
22. # add the task completion

25. print(task)
26. complete\_tasks.put(task + ' is done by ' + current\_process().name)
27. time.sleep(.5)
28. return True

31. def main():
32. total\_task = 8
33. total\_number\_of\_processes = 3
34. tasks\_to\_perform = Queue()
35. complete\_tasks = Queue()
36. number\_of\_processes = []
38. for i in range(total\_task):
39. tasks\_to\_perform.put("Task no " + str(i))
41. # defining number of processes
42. for w in range(total\_number\_of\_processes):
43. p = Process(target=jobTodo, args=(tasks\_to\_perform, complete\_tasks))
44. number\_of\_processes.append(p)
45. p.start()
47. # completing process
48. for p in number\_of\_processes:
49. p.join()
51. # print the output
52. while not complete\_tasks.empty():
53. print(complete\_tasks.get())
55. return True

58. if \_\_name\_\_ == '\_\_main\_\_':
59. main()

**Output:**

Task no 2

Task no 5

Task no 0

Task no 3

Task no 6

Task no 1

Task no 4

Task no 7

Task no 0 is done by Process-1

Task no 1 is done by Process-3

Task no 2 is done by Process-2

Task no 3 is done by Process-1

Task no 4 is done by Process-3

Task no 5 is done by Process-2

Task no 6 is done by Process-1

Task no 7 is done by Process-3

## Python Multiprocessing Pool

Python multiprocessing pool is essential for parallel execution of a function across multiple input values. It is also used to distribute the input data across processes **(data parallelism)**. Consider the following example of a multiprocessing Pool.

**Example -**

1. from multiprocessing import Pool
2. import time
4. w = (["V", 5], ["X", 2], ["Y", 1], ["Z", 3])

7. def work\_log(data\_for\_work):
8. print(" Process name is %s waiting time is %s seconds" % (data\_for\_work[0], data\_for\_work[1]))
9. time.sleep(int(data\_for\_work[1]))
10. print(" Process %s Executed." % data\_for\_work[0])

13. def handler():
14. p = Pool(2)
15. p.map(work\_log, w)
17. if \_\_name\_\_ == '\_\_main\_\_':
18. handler()

**Output:**

Process name is V waiting time is 5 seconds

Process V Executed.

Process name is X waiting time is 2 seconds

Process X Executed.

Process name is Y waiting time is 1 seconds

Process Y Executed.

Process name is Z waiting time is 3 seconds

Process Z Executed.

Let's understand another example of the multiprocessing Pool.

**Example - 2**

1. from multiprocessing import Pool
2. def fun(x):
3. return x\*x
5. if \_\_name\_\_ == '\_\_main\_\_':
6. with Pool(5) as p:
7. print(p.map(fun, [1, 2, 3]))

**Output:**

[1, 8, 27]

## Proxy Objects

The proxy objects are referred to as shared objects which reside in a different process. This object is also called as a proxy. Multiple proxy objects might have a similar referent. A proxy object consists of various methods which are used to invoked corresponding methods of its referent. Below is the example of proxy objects.

**Example -**

1. from multiprocessing import Manager
2. manager = Manager()
3. l = manager.list([i\*i for i in range(10)])
4. print(l)
5. print(repr(l))
6. print(l[4])
7. print(l[2:5])

**Output:**

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

<ListProxy object, typeid 'list' at 0x7f063621ea10>
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[4, 9, 16]

The proxy objects are picklable so we can pass them between processes. These objects are also used for level of control over the synchronization.

## Commonly Used Functions of Multiprocessing

So far, we have discussed the basic concepts of multiprocessing using Python. Multiprocessing is a broad topic itself and essential for performing various tasks within a single system. We are defining a few essential functions that are commonly used to achieve multiprocessing.

|  |  |
| --- | --- |
| **Method** | **Description** |
| pipe() | The pipe() function returns a pair of connection objects. |
| run() | The run() method is used to represent the process activities. |
| start() | The start()method is used to start the process. |
| join([timeout]) | The join() method is used to block the process until the process whose join() method is called terminates. The timeout is optional argument. |
| is\_alive() | It returns if process is alive. |
| terminate() | As the name suggests, it is used to terminate the process. Always remember - the **terminate()** method is used in Linux, for Windows, we use **TerminateProcess()** method. |
| kill() | This method is similar to the **terminate()** but using the SIGKILL signal on Unix. |
| close() | This method is used to close the **Process** object and releases all resources associated with it. |
| qsize() | It returns the approximate size of the queue. |
| empty() | If queue is empty, it returns **True**. |
| full() | It returns **True**, if queue is full. |
| get\_await() | This method is equivalent **get(False)**. |
| get() | This method is used to get elements from the queue. It removes and returns an element from queue. |
| put() | This method is used to insert an element into the queue. |
| cpu\_count() | It returns the number of working CPU within the system. |
| current\_process() | It returns the Process object corresponding to the current process. |
| parent\_process() | It returns the parent Process object corresponding to the current process. |
| task\_done() | This function is used indicate that an enqueued task is completed. |
| join\_thread() | This method is used to join the background thread |